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## PREFACE

The type of material contained is genexal in nature in order that a minimum of updating will be required. Specific details cf diagnostic monitors are located in respective UM user's guives. Operation details of diagnostic program sections are found in their respective write-ups. System/360. Diag. Prog. User's Guide. P/N 5396096. is discontinued because its contents have been revised and separated into individual doctiments as follows:

```
        - System/360 Diag. Prog. General Reference Manual - P/N 5396300
```

        - DM1 User's Guide - P/N 5396299
    © DNK User's Guide - P/N 5396298

* DMA8 User's Guide - P/N 5396297
    - FOFF User's Guide - P/N 5396291
The reference manual is designed to provide definitions and descriptions
of the System/360 diagnostic maintenance program packaye for instruc-
tional purposes.
The DM user s guides provide information concerning specific diagnostic
monitors and whatever is required to know for daily use at the system
console.
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This is the lst revision of the previous reference manual which was
peleased on EC 256929. dated July $1,1966$.
The major additions ares
The ma jor additions are:

2. Diagnostic Engineering Menorandum W4
3. Updated UDT Charts.
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## INTRODUCTION

Diagnostic coverage for the System/360 is provided by a combination of nardwart diagnostic aius, diagnostic monitor control programs and sectionalized diagnostic program tests of approximately $4 x$ bytes each. These tests are normally referred to as sections.

The diagnostic programs in general are compatible. Exceptions will arise depending upon the characteristics of the unit being tested. nardware diagnostic aids are acknowledged here only to introduce the total coverage available.

## TYPES OF DIAGNOSTIC PROGRAMS

Maintenance programs are designed with three application environments in mina:

1. Design verification and checkout of prototypes.
2. Manufacturing and product testing support.
3. Field Usage:
a. Initial installation checkout
b. Unscheduled maintenance
c. Scheduled maintenance
d. Checkout of specific system components during customer operation e. Engineering change and RPQ verification

## Functional Tests

These tests are intended to check that the engineering design of the system is compatible with the functional description given by the architectural manual.

Functional tests are used when it is desirea to know whether a general system area (e.g., CPU, disk unit, etc.) is fault free. The design of these tests provides thorough detection coverage, short running time, and minimal size. However, thorough fault detection is not given at the circuit level.

## Circuit Level Tests

These tests are used as fault-locating tools for particular system components. Information about any failures, when analyzed by the user. is sufficient to guide him to a relatively small area of circuitry.

Where possible, programs of this type are provided for all system areas not covered dy fault locating tests.

## Measurement Tests

This is a general category of special purpose infut/output programs. each of which is designed to measure some specific parameter, such as the length of inter-record gaps, or to facilitate the manual adjustment of mechanical clearance, linkage, etc. .

## Checking Circuit Tests

These tests are designed to use the hardware and progran facilities to give a positive test of checking circuits.

## Bring Up Tests

Tnese simple tests can be used to kring the machine to the state where the basic diagnostics can be loaded and run.
because these tests build up gradually. a block at a time," these progranis are most useful when there is more than one fault on the machine. The simplest. programs of this type are tight loops of two or tnree instructions which art loaded using Initial Program Loading (IPL).

## System Tests

These tests check out a system by simultaneousiy running all attached aevices. Their prime objective is to test for erroneous interraction Netwên devices and to determine which device is failinge

HARDWARE DIAGNOSTIC AIDS

## Fault Locating Tests

These are circuit level diagnostics for the CP''s. They are controlled oy special hardware and do not require that a program be able to run. Special tests check the entire contents of read only storage(ROS).

## KOS Diagnostic Tests

These tests are built into the read only storage(ROS) and require no other portion of the system to be operative

## Frogressive Scen Testos

These are channel fault locating tests for some 360/Systems. The tests are generated by a special set of programs and are applied under program control. Tnese programs are run under a special monitor.

NOTE: FOr hardware diagnostics refer to the maintenance manual provided oy the system CPU.

## DIAGNOSTIC PROGRAM NOMENCLATURE

Nost of the diagnostic prograns are flanned to run on all system/360 models, from Hod 30 thru Mod 75. This means that program size is limitea to 4 k bytes.

To utilize best the allotted storage space of 4 K bytes, all common subroutines have deen removeo from the diagnostic programs. leaving only the actual test portions.

Tnese subroutines such as print, interruption handing, loading, and I/O scheduling are placed in a single control program called a diagnostic monitor.

Diagnostic programs themselves are called sections, because they cannot run alone but must need to run under the control of the diagnostic monitor. Together, a diagnostic monitor and a program section make up a diagnostic program.

## PROGRAM SECTION

Eacn program is divided into Sections. Each section is divided into Routines. Each section has a Section Preface. Each routine has a Routine prefix. (See Fig. 1)


Figure 1: DM and section Storage Map

Section: a logical independent block of coding, consisting of a section preface and a series of routines. A section may have prerequisice sections which must be run before it will operate correctly.

Section preface: a common communication area between the diagnostic section and the diagnostic monitor. (See Fig. 2)
routine: That part of the section containing the routine prefix and the actual test.
koutine Frefix: serves as a linkage betwren the routine and the diagnostic monitor.

## The Section Preface

The section preface is uatd as a common communication area between the diagnostic section and the LM. The section preface is divided into fielus which contains

- section identification
- control oits
- interruption return addresses
- sense switches
- other reference information for both program section and DM use

The first byte of a section preface is the first byte of that diagnostic program section. All sections load into a fixed area of storage. The starting address is set to the first 4 K above a diagnostic monitor. The diagnostic monitor may relocate program sections before they are executed.

The basic section preface length is 128 bytes. If the diagnostic requires unit definition table(ULT) assignments, the section preface length is increased by 4 or 8 bytes (according to the length of each entry) for each unit in the section preface unit table (SPUT). Also if a program. is using program generated data, the section preface length is increased by 8 bytes if one operand is being generated and by 16 bytes if two operands are being generated.

Figure 2 shows the section preface in byte form, followed by explanations of each field. Most of the information provided is used by the programmer for writing his particular program section, but is presented here for reference for the user of the section.


Pigure 2: Section Preface Table

A description of each field in the section preface follows.

Bytes 0-2, proqram section number: contains the program identification numper in hexadecimal digits.

Eyte 3 . current routine number: contains the number of the routine which is in operation. The section programer codes this byte as zero. The DIM updates it for each routine.

Bytes $4-7$ section sense switches: simulated by 32 bits which are set or cleared by a CE input nessage. Bits 0-15 are set Dy DM through the use of the $C E$ console buffer langiage. DM does not use, aiter, or refer to tnese bits except as specified by input request. They may be specified for any purpose defined by the programmers e.g. stay in a tight loop for scoping.

Bytes 8 and 9: reserved for expansion.
Bytes 10-11. program interruption condition mask: used with the interruption (byte 15) flags to specify a particular interruption that caises $5 M$ to return to a point in the diagnostic section given by the programmer in the return FSW. The programmer places the interxuption code he expects in this fieid. This field is examined by DM only when the program interruption flag bits (byte 15 , bits 2 and 3) are set to 01.

* Byte 12, section DM flays: these flags together with byte 14 are set by the section to convey information to the DM. They are defined as follows:

Bit 0-4 Reserved for future use $5=0 \quad$ SPUT coded as 4 bytes
$=1$ SPUT coded as 8 rytes
6-7 $=00 \quad$ Program runs in standard PSW mode only.
Note : Only those I-O devices attached to channels 0 through 6 are assigned to sections operating in this mode. If the Floating Channel feature is attached and activated. devices (on the 'floated channel') assigned to sections in tnis mode have the channel addresses modified to 0 through 6 before the assignment is made.
$=01$ Illegal.
= 10 Program runs in extended PSW mode only. (All section preface PSW's must be assembled in extended PSW format.)
Note : Any I/O devices attached to channels 0 through 63 can be assigned to sections operating in this mode.
$=11$ Progran can run in either PSW mode. All section preface PSW's nust be assembled in standard PiN format. Dll initiates each routine of the section in the standard PSW mode.
Note : Any I/O devices attached to channels 0 through 63 can be assigncd to sections operating with flags 6 and 7 equal to 11.

Byte 13. number of section preface unit tatle entrier this field gives the number of entries in the section preface unit tabli (SPUT). It is coded by the programmer and is used by the DM for assignment of I/O devices to the section at run time.

* Byte 14 , flags set by the section: (Fig. 3) this field together with oyte 12 are set by the section to convey information to the DM. They are defined as follows:

| Bit | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | $\left\lvert\, \begin{gathered}\text { rexClus } \\ \text { CPU }\end{gathered}\right.$ | STOR | 1--xCus | \|RETURN| | T------1 |  |  | \|RETURN| |
|  |  | PROT | \| cfu | \|ON CE | \| UDT | |  |  | Uunasgn\| |
|  |  |  | jovíide | \|TRMTN | \|ASSGN | |  |  | I/O |

Figure 3: byte 14. Section Preface

Bit 0. exclusive CPU flag: this flag is used to indicate that a particular section cannot run in a multi-programming mode or in an os call situation. If this bit is 0 the section can run in all situations.

Bit 1 storaqe erotection key assignment: this bit allows the section to control the DM handing of storage protection keys in the initial and return PSW's.

If bit is 0 - If storage protection key is available (byte 384 bit 3 of SRT), DM inserts the assigned key in all PSW's loaded except old PSW's.
1 - The protection key is not altered.
Bit 2 e exclusive CPU override flag: this flag will allow execution of an exclusive CPU section to be executed in multiprogram mode.

Bit 3. return to section on CE termination: this flag is interrogated by the $D i l$ when it receives a request by the $C E$ to terminate a section.

If bit is 0 - DM terminates the section, prints a $T$ message and proceeas to load the next section.
1 - The DM returns to the section via the external return PSW. This PSW must point to a subroutine in the section that performs the necessary housekeeping operations for proper termination. Ufon conipletion of the housekeeping, tne section must give an SVC D5. Upon receiving this call, the DM terminates the section, prints $T *$ and proceeds to load the next section.

Bit 4 , discontinue further UDT allocation flag: this bit is defined to allow sections to terminate themselves and not be reinitiated by the $D M$ to run on additional units.

$$
\begin{aligned}
\text { If bit is } 0- & \text { Continue further UDT allocations } \\
1- & \text { When the section issues a SVC D5 or sVC D6 } \\
& \text { FFFF, UM discontinues further UDT allocation } \\
& \text { and proceeds to terminate the section. }
\end{aligned}
$$

Bits 5 and 6: reserved for future use.
Bit 7 unassigned I/O interruptions: this bit tells the DM how to handle unassigned $I / 0$ interruptions.

$$
\begin{aligned}
\text { If bit is } 0- & \text { Do not return unassigned interruptions to } \\
& \text { program section. The } D M \text { treats them as } \\
& \text { errors. } \\
1- & \text { Return all unassigned interruptions to program } \\
& \text { eection. }
\end{aligned}
$$

** Byte 15, interruption handing flags: these flags are set by the section programmer to indicate the manner in which the $D M$ must handle tach class of interruptions.
a. Treat all interruptions as errors.
b. Return all interruptions to the section, or
c. In the case of program interruptions, return a specific interruption to the section while treating all others as errors.

The setting of these flags is zero for most sections. This causes the UM to treat program interruptions, machine check interruptions, and external interruptions as errors. Supervisor call interruptions are handled as communication fron the section to the DM and all assigned I/O interruptions are returned to the section.

The flags are defined as follows:

Bit 0, I/O flag: this flag directs how DM handles I/O interruptions.
If bit is 0 - DM returns to the section all I/O interruptions that are associated with assigned devices. Control is returned via the I/O return PSW (bytes 120-127 of section preface). The harcware I/O o PSW is stored in the section preface I/O o PSW. (bytes 56-63). The DM also places the hardware CSW into the channel status word (bytes 64-71) of the section preface.
1 - The But treats ati Ifo interruptions as errors.
Bit 1: reserved for fisture use.
Bits 2 and 3. program interruption flag: these flags direct how the DM handles program interruptions.

$$
\begin{aligned}
\text { If } 00- & \text { All program interruptions are treated as errors } \\
\text { If } 01 \text { - } & \text { The DM compares the contents of the interruption } \\
& \text { condition mask (bytes } 10 \text { and } 11 \text { of section preface) } \\
& \text { and the interruption code of the hardware PSW. If } \\
& \text { not equal, DM treats the program interruption as an } \\
& \text { via the program return PSW (bytes } 104-111 \text { of the } \\
& \text { section preface) and stores the hardware program old } \\
& \text { PSW in the section preface program old PSW. }
\end{aligned}
$$

If 10 - All program interruptions are returned via program return PSW (bytes 104-111 of the section preface) and the hardware program old PSW is stored in tine section preface program old PSW.

If 11 - Illeyal; all program interruptions are treated as errors.

Bit 4 , machine check: this flag directs how DM handles an internal machine check interruption.
lf bit is 0 - UM treats all internal machine checks as errors. 1 - DM returns all internal machine check interruptions to the section via machine check return PSW (bytes 112-119 of the section preface). The hardware machine check old PSW is stored in the section preface machine check old PSW. DM disables hardware machine check interruptions from the time the hardware machine check new PSW is loaded, until the time the section machine check return PSW is loaded.

Eit 5 , supervisor call flag: this flag controls DM's handing of supervisor call interruptions.

If bit is 0 - DM handles SVC interruptions as communication from the section to DM. All undefined codes are treated as errors.
1 - LM returns the SVC interruption to the section via the SVC return PSW (bytes 96-103 of section preface). The hardware PSW is stored in the section preface supervisor call old PSW (bytes 32-39).

Bit 6e externd machine check flag: this field directs how DM handies machine check interruptions.

If bit is 0 - LM treats all external machine check interruptions as errols. (Log-out not included with message).
1 - DM returns all external máchine check interruptions to the section via the machine check return PSW (bytes 112-119 of the section freface). The nardware machine check old PSW is stored in the section preface machine check cla PSW (bytes 48-55).

Bit 7, external interruption flay: this flag indicates how DM handles external interruptions. This handing applies to all external interruptions except the one caused by pressing the interruption key (on the cpu console). This is reserved for use by DM.

If bit is 0 - DM treats all external interruptions as errors.
1 - The external interruptions are returnea to the section via the external return PSW (bytes 88-95 of the section preface). The hardware external interruption old PSW is stored in the section preface external interruption old PSW (bytes 24-31).

Byte 16 - 23 initial program status word: this field indicates the initial running state of each routine in the section and specifies the address of the first routine prefix. The format for coding this PSW is determined by the contents of bits 6 and 7 of byte 12 (section DM flags) of the section preface.

Bits $6 \& 7=00$ The PSW is assembled in standard PSW format.
$=01$ Illegal
$=10$ The PSN is assembled in extended PSW format.
$=11$ The PSN is assmbled in Standard PSW format.
Since DMAB and DMA4 run only in standard PSW mode, it will assemble the PSW in the standard PSW format only.

The storage protection bit (byte 14 , bit 0 of the section preface) directs the setting of the protection key field in the PSW. This field must be normally coded with zerios to insure proper operation of this PSw when the storage protection Key option is not available.

Byte 24 - 63, old program status word: DM stores a copy of the hardware old PSW into the corresponding section preface location for all interruptions that are assigned to a program section. Tnese PSW's may then be referenced by the section insteaj of looking in the haraware old PSW's.

Bytes $64-71$ channel status word (CSW): this field contains the last channel status word that DM returned to the section on an I/O anterruption assigned to the section.

Eytes 72 - 75 command address word (CAW): this field contains the ansolute address of the command word to be used when the next sIo is issued in problem state.

Byte 76 routime to po syeled; this fiedd contalns the number of the routine within the program stction that DM is to cycle. It is set ly one of three ways:

1. Manually, directly through the console keys.
2. Through the use of the CE console buffer. or
3. By entering a "c' inessage through the typewriter.

Byte 77, restrved for future use:
Bytes $78-87$, extended PSN interruption codes: these fields contain the interruption code that is stored in the hardware PSW when the CPU is cperating in extended PSW mode. Not applicable to DMA4, which keeps the active routine prefix here.
bytes 88 - 127, return program status word: these fields are used by the UN when the corresponding interruption occurs and is to be returned to the section. The same rule for coding these PSW's apply as those stated for the initial PSi.

Bytes 128 - 191 , qeneral reqister storage area: this is a 64 byte register save area used for storing the register contents pertaining to that section when an exit is made to $D M$ on an interruption. Since DM does not use floating point registers, these registers remain unchanged and are not saved in the save area. DM will restore the general registers prior to returning control to the section.

Bytes 192-203: reserved for $D M$ use.
Bytes 204-207, pointer to the active routine prefix: this field contains the absolute address of the currently active routine prefix. This field is updated by the DM tach time a now routine is to be run. Not used by DMA4.

Bytes $208-215$, current PSW: this field contains the last PSW used by the DM (LPSW) to return control to the section. Not used by DMA4.
jytes 216 - 223 active routine PSW: this field contains the last PSW loaded by the $D M$ to initate running a routine. Not used by DMA4.

Bytes $224-224+n$, section preface unit table(SPUT): this is an optional field of variable length (depending on the number of entries). The format of each SPUT entry is explained below.

Bytes $2244 n-224+n+8$ oparind 1 (optional): this field contains 8 bytes of information which is used as the first operand by routines that reference it in the routin prefix.

Bytes $224+n+8-224+n+1 \epsilon$ operand 2 (optional): this field contains 8 vytes of information which is used as the second operand by routines tnat reference it in the routine prefix. If a routine requires one operand, this field is onitted.

Both. Operand 1 and Operand 2, are used as line 4 of the SVC Di, D2, and D3 error messages. FOI sVC D1 and D2 these fields contain hex data. for sVC D3 these fields contain EBCDIC informetion.

Section Preface Unit Table (GPUT) (Figs. 4 and 5)


#### Abstract

This table is supplied in every diagnostic section that requires uDT assignments. It supplies an entry for every UDT unit that the section is to test or require. Tnis table is used by the DM to relate the symoolic unit types specisied by the program section to actual unit addresses specified in the UDT. The length of each entry is either 4 or 8 bytes, depending on the setting of bit 5 , wyte 12 of the section preface. The namber of entries must ve equal to the count specified in byte 13 of the section preface.

The fields in each entry are defined as follows.


| Bit | 0 | 0 | 0 | 1 | 1 | 1 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| $l$ |  |  |  |  |  |  |

Figure 4: 4 byte SPUT Entry


Figure 5: 8 oyte SPUT Entry
Bits 0 - 7. symbolic unit type: this field contains a pseudo.identification supplied by the programmer for a given unit. The DM associates this unit type to a physical unit and supplies the actual ajdress of that unit. Codes 00 and 01 are not used.

Bits $8-15$, $1 / 0$ options: this character indicates special features or options related to the entry $\therefore$ : the sput. The field may have a different meaning for each type of device. The I/O options that apply to the assigned unit address are plared in this field by the DM at the time cf UDT allocation to the section preface.

Eit 16 , required flaq: this wit, when ser to a 1 , tells the DM that this entry in the SPUT requires a UDT allocation in order for the section to we run. If the $D M$ cannot assign a UDT entry (such unit type not in UDT), an RNV message is printed and the section is not executed. If the oit is set to 0 , the unit can be tested but it is not required.

```
Bit 17, agsiqned flag: this flag is used to indicate that the DM has
assigned a unit address to the diagnostic section. The DM sets this
flag to a 1 when it ajsigns a unit address to the gPUT entry.
Bits 18 - 31 e channel and unit addressi this field contains the actuai channei and unit address for the device. supplied by the DM at the time of UDT allocation.
Bles \(32-39\) EM control byte ( 8 byte format only) : must be coded as zexos. Bit 39 has been reserved for tuture expansion of unit types.
Bits 40-63, Ceature definition field (8 krte formit only) this Lield is an extension of the I/0 option field.
```

THE KOUTINF. PREFIX.

Each routine contains a 4 byte prefix which is used by DM to pick up identification for error purposes and to pick up the address of the next routine for sequencing purposes. Each prefix starts on a word boundary.

A description of each field in the routine prefix follows.


Figure 6: Routine Prefix
Bits 0 - 7 , routine number: this field contains the routine identification number. Each routine has a unique nunber. This number is written as a 2 digit hexadecinal value. . 00 rust not be used to designate a routine number.
bit 8 , operand 1 field present: this flag indicates that the section preface contains the Operand 1 field and that this routine is using this field. If the flag is 0 , this routine does not use this field. If the flag is 1, the routine is using this field for storage of program generated data. It should be noted that the flag should be zero if the routine is not uoing thiof field even though the field may be present in the section preface.

Bit 9 operand 2 field present: this flag indicates that the section also contains the operand 2 field. The flag definition and section considerations are the same as for the operand 1 flag. When used, the Operand 1 flag must alsc be set.

Bit 10 , routine bypass flaq: if this flag is set to 1 it indicates that the DM should skip tnis routine if DM is operating in multi-program node.

Bits 11-15: not used.
Bits 16-31, address of next routine: this field contains the low order 16 bits of the adaress, relative to the section origin, of the prefix of the next routine. If this is the last routine, the field will contain the four hexadecimal digits, FFFF.

If the address of the next routine is FFFE, it indicates that the program section wants DM to load an overlay section that is on the loader source, and then reinitiate program execution oia the initial PSW.

PROGKAM IDENTIFICATION SCHEME
Program sections are indentified by a 5 digit nexadecimal number $\mathrm{F}_{2} \mathrm{P}_{2} \mathrm{~F}_{3} \mathrm{~S}_{2} \mathrm{~S}$, where:
$P_{1}$ indicates the system model. Some programs run on all systems and a $P_{1}$ of $F$ identifies them. Programs that run on sone wut not all nodels use a $P_{1}$ of $E$.
$P_{2} P_{3} S_{1}=$ Nachine area and/cr device broken into tolocks as:
000-0FF Assigned by the CE to special diagnostics or for selection of a preferred set of diagnostics.
100-38F CPU
400-4FF Storage
500-5FF Tape
600-6FF etc. through FFF
$S$ is the release level.

SAMPLE PROGRAM ID'S

32061 Model 30 CPU test at level 1.
E4412 Channel test, ievel 2. See program write-up for system models. F5010 Test at level 0 for all 2400 tape drives for all model cPU.

## PROGRAM IDENTIFICATION NUMBER CATEGORIES

The $P_{2} P_{3} S_{2}$ portion of the program identification is used as a search number by the diagnostic control programs. The user should become familiar with the search numbers for the programs he needs to run on his system. A general breakdown of search numbers by device or category follows: (additional devices are intermixed to utilize unused numbers)
$P_{2} P_{2} P_{3} S_{2} S=P r o g r a m$ identification number
$\mathrm{Xa}_{3} \mathrm{P}_{2}=\mathrm{Program}$ search number.
$\mu_{1}$ - System Identification

| 0 | - | Special System (non-systam/360) |
| :---: | :---: | :---: |
| 1 | - | Reserved |
| 2 | - | Model 20 |
| 3 | - | Model 30 |
| 4 | - | Model 40 Or 44 |
| 5 | - | Model 50 |
| 6 | - | Model 65 or 67 |
| 7 | - | Model 75 |
| 8 | - | Reserved for expansion |
| 9 | - | Model 95 |
| A | - | Reserved for expansion |
| B | - | Reserved for expansion |
| C | - | Reserved for expansion |
| D | - | FAA-9020 systen |
| E | - | Applicable to some but not all systems |
| F | - | Applicable to all systems |

$\mathrm{P}_{2} \mathrm{P}_{3} \mathrm{~S}_{2}$ - Machine Area and Device Breakdown 000-0FF Use by DM's. IPL, FLT, and special programs.

## CPU

100-15F Standard Instruction Set 1 (all models)
160-18F Stanuard Instruction Set 2 (all models)
190-1DF Floating Point Instructions (all models)
1E0-1FF Ducimal Instructions (all models)
200-25F Standard Instruction Set 1 (specific model)
260-28F Standard Instruction Set 2 (specific model)
290-2DF Floating Point Instructions (specific model)
2EO-2FF Decimal Instructions (specific model)
300-33F CPU expansion (all model coverage)
340-37F CPU expansion (specific model)
380-38F Timer (all models)
STORAGE
390-39F Standard main Storage (model oriented)
3AO-3AF Improved Main Storage (model oriented)
3B0-3BF Min storage txpansion (model oriented)
3C0-3C3 Local Storage (mod. 50, 60, 62, 70)
3c4-3c8 Bump (Mod. 50, 60, 62, 70)
3C9-3CF Storage Protect (all models)
3C0-3C5 Model 40 local store
3DO-3DF Shared main Storage (model oriented)
3E0-3EF Large capacity storage (model oriented)
3FO-3FF shared large capacity storage (nodel oriented)

## CHANNEL

```
400-41F Channels (all nodels)
420-43F MPX Cnan (model oriented)
440-45F Sel Chan (model oriented)
460-47F Storage Channel
480-4BF 2909 Channel
4Co-4CF Chann\inl Functional
4DO-4DF Channel to Channel
4EO-4FF Read write DirGct
TAPE
500-52F 2400 Tape
530-53F Hypertape
540-54F Tape Switch 2816/Hypertape
550-5FF Tape Expansion
```


## FILE

```
600-61F 2311 File
620-63F 2302 File
640-65F 2321 File
660-67F 2303 File 680-68F Dual Crannel
690-69F 2301 Drum
6A0-6BF 2314 File
6C0-6DF 2318 File
6E0-6EF \(2310(13 R K)\) File
6F0-6FF File Expansion
```

GRAPGICS AND DISPLAY
700-70F Low Cost Display
710-71F XY Plotter
720-72F Administrative Processor Ccnsole
730-73F Cypress
740-74F 1015 Inquiry Disulay terminal
750-75F 2250-1 Display Console - Unbuffered 760-76F -2250-1 Display Console - Buffered 770-78F 2250-2 Display Console 790-7CF 2280/81/82 Alpine Scanner/Recorder 7D0-7FF Expansion

## UNIT RECORD

| $800-80 F$ | 2821 |
| :--- | :--- |
| $810-81 F$ | 2540 Reader |
| $820-82 F$ | 2540 Punch |
| $830-83 F$ | 1403 Printer |
| $840-84 F$ | $22 \times X$ |
| $850-85 F$ | 1404 |
| $860-86 F$ | 2821 Two Channel Switch |
| $870-87 F$ | 1442 Reader/Punch |
| $880-88 F$ | 1443 Py\&nter |
| $890-89 F$ | 1445 |
| $8 A 0-8 B F$ | Expansion |
| $8 C 0-8 C F$ | 2501 |
| $8 D 0-8 D F$ | 2520 |
| $8 E 0-8 F F$ | Expansion |
| $900-90 F$ | $1050 / 1052$ |
| $910-91 F$ | Expansion |
| $920-92 F$ | 2671 Paper Tape Reader |
| $930-93 F$ | 2671 Paper Tape Punch |
| $940-97 F$ | Expansion |

## PROCESS CONTROL

```
980-98F 1827 Data Control
990-9FF Expansion
```


## PAP\&R DOCUMENT

| $A 00-A 1 F$ | 1419 |
| :--- | :--- |
| $A 20-A 3 F$ | 1418 |
| $A 40-A 5 F$ | 1412 |
| $A 60-A 7 F$ | 1428 |
| $A 80-A 8 F$ | 1285 |
| A90-A9F | 1231 |
| AAO-AFF | Expansion |

## COMMUNICATION

BOO-BOF 2701-SSYA
B10-B1F 2701-IBM Terminal Adapter 1 (SsA1)
B20-B2F 2701- Telegraph Adapter 1 (SSA2)
B30-B3F 2701-Telegraph Adapter 2 (SsA3)
B40-B4F 2701-IBM Terminal Adapter 2 (8sA4)
B50-B5F 2 Processor Switch
B60-B6F 2701-WTC Telegraph Adapter (88A6)
B70-B7F 2701-Contact Sense Adapter
B80-B8F 2701-Contact Operate Adapter
B90-B9F 2701-Parallel Lata Adapter
BAO-BAF 2701-Synchronous Data Adaptex
BRO-BEF 2701-Comet
BC0-BCF 2701-IBM Terminal Adapter 3
BUO-BDF 2701- Binary Synchronous Adapter
BE0-BEF 2701-PDSA-1
BFO-BFF 2701- Expaneion

## COMMUNICATIONS CONTROL UNITS

COO-C4F 2701 Expansion
C50-C7F Reserved
C80-C8F 2702
C90-C9F 7770
CAO-CAF 7772
CBO-CBF 2703
CCO-CCF Reserved CDO-CFF Expansion

## COMMUNICATIONS TERMINAL DEVICES

COO-D0F 1030
D10-D1F 1050
D20-D2F 1060
D30-D3F 10 MD
D40-D4F 1070 (17LL)
D50-D5F Model 28 TTY
D60-D6F Model 33 TTY D70-D7F Model 35 TTY
L80-D8F IBM Teletype D90-D9F WTC Telegraph
LAU-DAF $1016 / 1015$ Remote Terminal
DBO-DBF Low cost Display Remote Terminal DCO-DCF 2250 Femote Terminal
DDO-DDF Comet
DEO-DFF Expansion

SPECIAL FEATURES (RPQ S)
EOO-EFF (RPQ programs may also be fitted in their respective device categories)

EMULATOR DIAGNOSTICS
F00-F7F

LOG-OUZ ANALYSIS AND PRINT PROGRAMS
F80-FAF

## SYSTEM TESTS

FBO-FDF

UTILITX PROGRAMS
FEO-FEF All Systens (P'OK controlled)
FFO-FFE All Systems (Endicott controlled)

## PROGRAM DOCUMENTATION

PROGRAM DESCRIPTION

The program description (write-up) is tased on corporate engineering standard CES 0-0220 0 , which defines minimum requirements for such vocuments. Since program sections run only under diagnostic monitor control, many write-ups make reference to user's guides for detalls related to a particular $D M$. In general each program write-up contains the following items.

PURPOSE. This is a concise statement atout what the program is designed to do, including any limitations. The units, including any special features, that are tested by the program, should be stated.

REQUIREMENTS.
Program Requirements. This tells whether the program can run by itself, and the control programs, if any, with which it is compatible. If the program requires other programs to be present in the systeri. the details of such reguirements are given here. Symbolic unit type and option codes must also be given here, if any.

Equipment Requirements. Identified here are the system units required by the program in order to operate. This shall be complete, with special features, such as an interval timer or the floating point option. Also included shall be a statement of the core storage size requirements and whether the program requires space in certain addresses or is relocatable.

OPERATING PROCEDUKE. Standard operating procedures are a part of each diagnostic monitor user's guide and/or reference manual. Only if a standard operating frocedure is not applicable then this section of the write-up shall contain a step-ky-step description of what to do.

PRINT OUTS. In this section, examples of each of the print outs that can te produced by the program section can be given.

COHMENTS. Any data that are unique to the program and that do not belong to other sections of the write-up are given here.

## PROGRAM LISTING

The listing(Fig. 7) is provided for all sections and monitore. Two areas of the listing provide the program logic and the post processor aata. The listing contains the instructions and comments as coded by the programmer plus the machine language developed for each step.

The listing is relative to the actual core location. Core location and listing location are multifle of 4 K . This aliows for an effective oring of the base register and displacement to get to the actual location.


Figure 7: Sample Listing

## POST PROCESSOR

The post processor (Fig. 8) provides a cross reference for the sjmbols in the listing. Only synbols used in the example of Fig. 7. are shown.
Item (1) (2) (3) (4)

Figure 8: Sample Post Processor

In reference to above. Fig. 8:
Item one(1) describes the number of bytes assigned to the symbols. Item two (2) is the value assigned or the location at whicin the symbol is defined.
Iter tnree (3) is the symnol as used ty the programrtr. Note that they are sorted $L_{1}$ size and than alpnabetic within each group.
Item foux (4) is a list of the locations which use that symbol and are 1isted in ascending order.

The value of this cross reference is more readily seen when attempting to locate locations within a larger program which crosses several 4 K boundaries.

OBJECT DECK LISTING - TYPE 1 (HLX)


| COLS | $\begin{array}{ll}0 & 0 \\ 1 & 5\end{array}$ | 1 0 | 1 | 2 0 | 2 5 | 3 0 | 3 5 | 4 0 | 4 | $\begin{array}{ll} 4 & 4 \\ 1 & 5 \end{array}$ |  | $5 /, 7$ | 8 0 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  | 01440 OECFF <br> 0000014683 |  |  |  |  |  |  |  |  |  |  |
| CD 1 | $\begin{cases}0 C E C 4 & 44444 \\ 25240 & 00000\end{cases}$ |  |  |  | $\begin{aligned} & F F 44 F \\ & 00000 \end{aligned}$ | $\begin{aligned} & 01040 \\ & 00000 \end{aligned}$ | $\begin{aligned} & 05444 \\ & E 0000 \end{aligned}$ | $\begin{aligned} & 44444 \\ & 00000 \end{aligned}$ | $4444444 /$ 04000 0/ |  |  | $\begin{array}{r} \text { /FFFF } \\ / 50830 \end{array}$ | $\begin{aligned} & \text { FFFFF } \\ & 00001 \end{aligned}$ |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| CD 2 | 10Eber4 | 01044 | 01440 | OF300 | 00000 | 00000 | 40000 | 00011 |  | $44444 /$ | 1 | $44 F F F$ | FFFFF |
|  | \| 23730 | 00000 | 08000 | 18000 | 00000 | 00001 | 00040 | 00028 |  | 0000/ | 10 | 00830 | 00002 |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| CD 3 | 1 | etc. |  |  |  |  |  |  |  |  |  |  |  |

Figure 9: Sample Object Deck Listing (Type 1)

OBJECT DECK LISTING - TYPE 2 (HOLLERITH)

Some progray listings are supplemented by a Hollerith listing of the object deck. (Fig. 10) This method eliminates the conversion tatle use, enabling more rapid reconstruction of a daraged card, working directly fron listing to keypunch. All released programs in the future should contain this type.

Three lines are printed. Each column is interpreted and printed as 2 or 3 Hollerith characters, one above the other. Blank columns are shown as periods.

Three passes of a card through a keypunch, one pass for each line, are required to reproduce and.

Example: A sample taken from a listing follows:

PERIODS CORRESPOND TO BLANK COLUNHE
COLS 1 THKOUGH 20 COLS 21 THROUGH 40 COLS 41 THROUGH 60 COLS 61 TEROUGA
BRLD. . . . . A8. . . . AAAA AAANAAASNAOAAAOLAAOJ AAORNAOJAAOZAAOL AAOS AAPAAAPAHAPJ501300
$9 \quad Y 9 \quad Y 9 Y 9$ 8YQ98YO $9 Y 8$ 6Y8 8Y8 8Y8 8Y828Y8 8Y8 8Y8 8Y898Y889Y89
$\begin{array}{lllllllllllllll}9 & 9 & 9 & 999 & 999 & 999 & 999 & 999 & 999 & 999 & 999 & 999 & 999 & 999 & 9999\end{array}$

Figure 10: Sample Object Deck Listing(Type 2)

## PROGRAM CARDS

This section describes the various types of cards that make up a diagnostic progran Card deck.

Note: CM6 means extended IBM card code.

ESD CARD
ESD - External Symbol Dictionary. The ESD card is the first card of each proyram deck. The ESD Cara gives the name, origin, and length of the program section. This card also contains information required for the tape utility prograr.

| 1 | 12,2,9 punch |
| :---: | :---: |
| 2-4 | ESD (Hollerith) |
| 5 | Blank |
| 6-8 | Blank |
| 9-10 | Blank |
| 11-12 | $16(12,0,1,8,9 \text { and } 12,11,1,8,9)$ (not used) |
| 13-14 | Blank |
| 15-16 | External Symbol Identification(not used) |
| 17 | 2 for standard sections (some use an $X$ ) |
|  | B for cringup sections |
|  | S for SIP sections |
| 18-22 | Program name ( $P_{2} P_{2} P_{3} S_{2} S$, in Hollerith) |
| 23-24 | Elank |
| 25 | 0(zero) |
| 26-28 | 24 bit address of the first byte of section preface as assembled. (CM6) |
| 29 | Blank |
| 30-32 | Program section length in number of bytes. (CM6) |
| 33-44 | Reserved for section ID expansion |
| 45-52 | Reserved for RPQ |
| 53 | Blank |
| 54-63 | Part number(Hollerith, right justified) |
| 64 | Blank ("C" if mode of release is cards only) <br> ("B" for binary and cards only). |
| 65-71 | E.C. number (Hollerith) |
| 72 | Blank |
| 73-76 | Section ID( $\mathrm{Pa}_{2} \mathrm{P}_{3} \mathrm{~S}_{2} \mathrm{~S}$ in Hollerith) |
| 77-80 | Sequence number of card (Hollerith) |

## LDT CARD

LDT - Load Terminate Card. This card must be hand punched and is the last card of each program section.
$\mathrm{COl}_{2}$

| 1 | 12, 2,9 punch |
| :---: | :--- |
| $2-4$ | LDT |
| $5-71$ | Blank |
| $72-76$ | Program ID $\left(P_{1} P_{2} P_{3} S_{2} S\right.$ in Hollerith) |
| $77-80$ | Card sequence number |

TXT CARD
TXT - Text Card. There are a variable number of TXT cards with each program section. Each card contains up to 56 bytes of machine language text.

| 1 | 12,2,9 punch |
| :---: | :---: |
| 2-4 | TXT |
| 5 | Blank |
| 6-8 | 24 bit address of first byte of text |
| 9-10 | Blank |
| 11-12 | Number of bytes of text on card |
| 13-14 | Blank |
| 15-16 | External symbol identification (not used) |
| 17-72 | Text (each column, one byte) |
| 73-76 | Program ID |
| 77-80 | Sequence number of card |

RLD CAKD
RLD - Relocation List Dictionary. Each deck contains a variable number of KLD cards. At least 1 RLD card is required for the AL3 statement in the initial PSW of the section preface. RLD cards are used by the loader for updating a relocatakle factor(1 to 4 bytes in length) defined oy AL and CCW statements.

| 1 | 12. 2. 9 punch |
| :---: | :---: |
| 2-4 | RLD |
| 5-10 | Blank |
| 11-12 | Number of bytes of information in |
|  | variable field (each relocation) |
|  | factor requires 4 columns). |
|  | fields (each relocation factor requires 4 columns) |
| 13-16 | Blank |
| 17-20 | Relocation and position leaders (not used) |
| 21-72 | Variable field. (Up to 13 relocation |
|  | factors) |
| 73-80 | Program ID and sequence |

DAT CARD
DAT - Data Card. This card must be hand punched and must precede each set of data records and each overlay section.
cols.

| 1 | 12, 2, 9 punch |
| :--- | :--- |
| $2-4$ | DAT(in Hollexith) |
| $5-71$ | Blank |
| $72-76$ | Program ID $\left(P_{1} P_{3} P_{3} S_{A} S\right.$ in Hollerith $)$ |
| $77-80$ | Card Bequence number |

IPL CARD
IPL - Program Load Caru. This card is the first card in a stand-alone program.

Cols.

| 1-24 | 24 bytes for required programming |
| :---: | :---: |
| 25-27 | IPL(in Hollerith) |
| 28 | Blank |
| 29-32 | Proyram name(such as DMA8, UMC) |
|  | in Hollerith |
| 33 | Blank |
| 34-37 | Blank(Ficld is used by Editor) |
| 38 | Number of 4 K blocks that this |
|  | progran requires at IPL time. For |
|  | example, if a $\mathrm{DN}^{\text {requires }} 4 \mathrm{~K}$ to operate |
|  | ana does housekeeping in the second 4 K , |
|  | it requires two 4k Elocks. (Column is |
|  | punched in CM6 code) |
| 39-41 | Blanks |
| 42-44 | Addresis(in CM6) that appears in the |
|  | DMIO card. (see Note 1) |
| 45-46 | Blanks |
| 47-48 | Maximum number of entries which are |
|  | allowed in the UDT punched |
| 49 | Count of cards in DMIO, and SRT |
|  | field (CM6) (See note 1) |
| 50 | Count of cards in SDT field(CM6) |
|  | (See note 1) |
| 51 | Count of cards in UDT field (CM6) |
|  | (See note 1) |
| 52-53 | Blanks |
| 54-63 | Part number (Hollerith, right justified) |
| 64 | Blank ("C" if mode of release is cards only). |
|  | ("B" for binary and cards orly). |
| 65-71 | E.C. number(Hollerith) |
| 72-76 | Programi ID ( $\mathrm{P}_{1} \mathrm{P}_{2} \mathrm{P}_{3} \mathrm{~S}_{2} \mathrm{~S}$ in Hollerith) |
| 77-80 | Card sequense numotr(Hollerith) |

Note 1 - These fields should be punched if the program is a control program and has a DMIO, SRT, and UDT. If the program is not a control program, the fields should de left blank.

## END CARD

END - End Card. Last card in a stand-alone program.

| Cols. |  |
| :---: | :--- |
| 1 | $12,2,9$ punch |
| $2-4$ | END (in Hollerith) |
| $5-71$ | Blank |
| $72-76$ | Program ID ( $P_{2} P_{2} P_{3} S_{1} s$ in Hollerith $)$ |
| $77-80$ | Card sequence number |

```
REP CARD
    REP - Replace card. This card provides a means for making temporary
        changes or corrections to a diagnostic.
            Col8.
                            1 12. 2. 9 punch
                            2-4 KEP(in Hollerith)
    5-6 Blank
    7-1.2 The 24 bit address(6 hex char) of the
        first byte to be replaced. Use the
                                address provided in the program listing.
                                Month *
        14-15 16 Day 
        14-15 
        17-72 Data - blocks of 4 digits. Each block
                                separated by a corma. No blanks
                ketween blocks.
        73-76 Section I.D.(Pa,P3,S_,S)
All information in columns 2-80 is punched in Hollerith code.
* Month is punched using 1 character
    Jan - Sept are 1 through }
    Oct is alpha "O"
    Nov is "n"
    Dec is ``"
These replace cards should be inserted after the TXT cards and before the RID
cards.
```

DECK LAYOUT
The diagnostic tape utility program (FOFF) is designed around the diagnostic program card deck orders as described below. Any other is not recommended as results are not guaranteed.

Object Deck w/o Data cards.

```
ESD
TXT(s)
KLD(s)
LDT
```

Opject Deck with pata records.
ESD
TXT(s)
RLD (s)
DAT
80 char records
LDT

## Owject Leck with overlays

ESD
TXT(s)
KLD(s)
DAT
ESD
TXT (8)
RLD(s)
DAT
ESD
TXT (s)
RLD(s)
LDT
Object Deck with Data Recoras and overlays
ESD
TXT(s)
RLD(s)
DAT
80 char records
DAT
ESD
TXT (B)
RLD (8)
DAT
80 char recorde
LDT
goiect Deck for an IPI Progran
IPL
Loader Cards
TXT (8)
END
NOTE: These card groups will be blocked if tne diagnostic input is orher than the card reader. This will be a function of the utility program.

## DIAGNOSTIC MONITOR GENERAL DESCRIPTION

There are several types of diagnostic monitors, depending on the system size and the flexibility of communication desired between the DM and the frogram section. Presently available are the following diagnostic monitors(DM): LM1, DMA4/3C, DMK, DMAB, DME, and DM44. Refer to Fig. 11. Diagnostic monitors are control programs designed to provide certain facilities for diagnostic programs, such as :

- Loading the programe.
- Lefining the system configuration to each program.
- Handiling interruptions for each program.
- Executing job requests via input messages.
- Printing output messages.
vetailed explanations of each diagnostic monitor are to be found in their respective user's guiaes:

Dil1 F/N 5396299 (Poughkeepsie)
DNA4/30 P/N 840034 (Endicott)
LMk P/N 5396298 (Poughkeepsie)
DIAAB $\quad 2 / N 5396297$ (Pouyhkeepsie)
DriE Y/N 5763442 (Kingston)
DM44 P/N 5820812 (Hursiey, England)


Figure 11: DM 8 umary Chart

* DMC is replaced by DMAB-7 and DME, and is no longur being maintained. The multiprograming features of DNC are replaced by oyotem teats, such ae SIP and MIDAB.


## DIAGNOSTIC UITILITY PROGRAM GENERAL DESCRIPTION

Detailed explanations of the utility programs are found in their respecrive writeups or user's guides. The following are noted herein only to explain their purpose.

## FOFF Diagnostic Tape Utilitye P/N 5395610

The field engineer receives the diagnostic progran package in a tape, disk, or card mode. Since diagnostic programs are sent with a unit from its place of manufacture, the field engineer nay receive the program package in several modes. FOFF is a tape utility frograni. It is used by the field engineer to fenerate a single tape which contains all of the diagnostic programs for nis syster.

The various update functions of FOFF are:
Add a new program or programs to an existing system tape.
Alter a program on an existing system tape by changing on a byte basis the text portion of any such program.
Change or replace an entire program.
Delete a program.
Duplicate the existing system tape.
Generate a system tape from card image records.
Merge up to six system tapes into a single system tape.
Add a program at the beginning of a system tape.
Rearrange selected programs from their present position on the systell tape to the area immediately following the IPL programs.
Sy'stem configuration of a diagnostic monitor.
Utility functions of FOFF are:
Card to rape.
List the programs appearing on the system tape.
runch the programs from the system tape.
print the programs from the system tape.

## FOFD Diagnostic Tape Conversione P/N 5396294

This is a tape converaion program. Its only purpose is to convert any old master system tape generated by FOFF-0 or FOFF-1 ( 80 character records) into a blocked system tape. 3712 (decimal) byte records, that can of processed by FOFF-4 or higher. The reason for blocking the system tape was so that FOFF could execute searching functions faster. The record size, 3712, was arbitrarily selected based on the average size of a program section.

Once, the old system tape is converted, FOFD is never used again and is to be set aside.

## FOFA File Loadere P/N 5396121

Tnis program providen the field Engineer with an IPL loader program for the 2311 CE disk pack. It resides on track zero in an IPL format on a disk pack previously formatted by FOFE, the fjle utility progrm. FofA is loaded in by means of setting the address of the 2311 disk file in the load unit switches ind gressing the load key. Then it is used to load in a diagnostic monitcr. FOFA has no control after the diagnostic monitor takes over.

## FOFE Diagnostic Disk File Utilitye P/N 5396099

This program provides a means of maintaining or generating his diagnostic programs on a 2311 disk pack. With it, he can generate a diagnostic disk pack or add new programs to an existing disk pack. The disk fack must have standard home addresses. The recommended progran for this is FFFO, file initialization.

## SETTING UP LOOPS

Let us start with basic principles.
First a 360 CPU can execute tut one sequence of instructions at a time. urdinarily, instructions are executed in the sequence in which they appear in main storage.

The sequential execution of instructions can be altered in two ways: by the sxecution of a urancn instruction and by the interruption mechanise. The braneh ipatruction netis na explanation.. What about the interrupticn muchanism?

Hasically, the interruption mechanisa becomes active between the time when the extcution of one instruction is completed or terminated, and the execution of the subsequent instruction is begun. When the interruption mechanism becomes active, it asks the question odoes there txist a condition that shoula cause a different stream of instructions to be extcuted. "If the answer is no, the machine proceeds to execute the next instruction. If the answer is yes, the riachine goes to a fixed location to fetch a pointer(Program Status word, PSW) that points to a new instruction strean that corresponds to the interruption condition. The machine then proceeds to execute the new instruction stream. At the time the new PS'N is fetched, the previousiy active PSW is stored by the macnine in a fixed location to mark the point in the original instrucrion stream where execution was stopped.
$1 f$ we represent the instruction strean of a unit diagnostic routine as


Then we establish a loop by ingerting a oranch at the desired point as


Note that we are assuming that there is mo branoh internal to the loop that branches outside the loop.

So far so good. DM has not entered the picture. The difficulty comes when interruptions occur. Ordinarily five interrupiion new PSW's point to routines internal to DM. Thus if we are not careful. we shall break out of the loop and into $D M$ when interruptions occur. This can be avoided in two ways: either disable the interruptions so that they cannot occur, or adjust tise interruption pornters (new PSW's) so that they no longer point to $\operatorname{LN}$ instruction strear. But only input/output interruptions and machint-check interruptions can te disabled.

The simplest way to adjust the interruption new PSW's is to have them point to the first instruction in the loop as


Observe what we have now. Barring addressing failures, no instructions other than those in the established loop will be executed. DM has been locked out! Also observe that it is not necessary to have all of the interruption new PSW's point to the same place in the loop.

Suppose, however, that we want to ignore program interruptions. That is. if instructions $j$ and $p$ cause program interruptions, we want to froceed to instructions $j+1$ and $p+1$ instead of going back to the beginning of the loop.

Recall that the program interruption old PSW will point to the instruction following the one that caused the interruption. What we want to do is to use this PSW wien the program interruption occurs. This is accomplished by having the program interruption new PSW point to a LOAD PSW instruction that loads the program interruption old PSW.

Consider now what happens when instruction $j$ causes a program interruption:

1. Execution of $j$ completed (or terminated).
2. Interruption mechanism asks if any interruptions are pending. Program interruption is waiting to te serviced.
3. The hardware stores the current PSW, which now points to the instruction $j+1$, in the program interruption old PSW location.
4. The hardware Eetches the program interruptions new PSW. This PSW points to the LOAD PSW instruction.
5. The LOAD PSW ingtruction is executej, using as its effective address, the address of the program interruption old PSW.
6. The original, updated PSW is now in force. Hence the instruction at $j+1$ is executed next.


Notice that this method preserves the logic of the loop. The cott is that an instruction outside the loop must be executed when the interruption occurs. clearly the other classes of interruptions could be handied in a similar way.

So we can see that all of the standard looping features that the ce has become accustomed to in earlier systems are still available in system/360.

To these have been added the ability to have the DM automatically establish loops with a minimen of mantat intervention required.

If the $C E$ knows the specific routine that he wants to have looped, he can type in the messages to ioad in a section and cycle a routine in that section.

## DIAGHOSTIC ENGINEERING MEMORANDUNS

## UIAGNOSTIC ENGINEERING MEMO \#1

This memorandum calls attention to diagnostics that cannot be relocated or run from LCS, attached to a model 50, which are as follows:

- 5340 Diagnose Model 50 - Part 1
- E381 Timer
- E3C9 Storage Protect
- E4\% M Multiplexor channel invalid operations-routine 36 fails.
- E443 Selector channel CCin flags
- E444 Selector channel invalid operations-routine 36 fails.
- F14C Interrupt
- F521 IRg tape
- FS22 IRG tape

In addition, any diagnostic program dependent on timings or other affecting factors cannot be run or reiocated in lCS memory, unless specifically stated in the individual program write-up.

Note: Program level 3 of $E 424$ and 5444 corrects routine 36.

## DIAGNOSTIC ENGINEERING MEMO \#2

Subject: Pseudo Unit Tyfe Codes, 24 and 25.
To avoid problems with duplicate channel/unit addresses entered in the diagnostic monitor unit definition table, it is suggested that during the initial system configurating of the $D M$, the user leave out the subject pseuac unit type codes and associated channel/unit addresses. These can be added later.

If these codes and associated addresses are omitted, the sections requiring these UDT entries cause the DM to print out an RNV message, meaning requested device not found, and the section is not run. (An RNV message from any section should cause you to make reference to the program write-up.)

Later, to use unit type codes 24 and 25, you need to reassign channel/unit addresses away from some other unit type.
dIAGNOSTIC ENGINEERING MEMO \#3
Subject: Diagnostic Sections 43C2 and E427.
When defining a system configuration to a diagnostic monitor, direct your attention to the following:

```
43C2 - requires a UDT entry of:
    200000xX - A non-existent device on the MPX channel. XX
                cannot be 07.
    22000xXx - A non-existent device on an Existing gelector
                channel. XXX must be 100 for channel 1 and 200
                        for chamnel 2.
```

    E427-requires a UDT entry of 20000007.
    
## DIAGNOSTIC ENGINEERING MEMO

Subject: FOFE Restriction with Programs
Assembled uy a System/ 360 Assembler
The first TXT card cf diagnostic programs assembled by means of a System 360 Assembler usually contains a pyte count of zero. FOFE cannot handle such a card and processes it incorrectly in its file utility operations. This type of TXT card should have been removed from the object deck before the program was released. It is usually the 2nd card in tne object deck and has zeros $(12,0,1,8,9)$ in columns 11 and 12.

If you have trouble, putting a program on disk file uming Fore, check for the above condition. This TXT card must be deleted.

FOFE is in the process of being updated and will contain a provision to sense and bypass such cards.

## UNIT TYPE ANL OPTICNAL FEATURE CODES

Since syster/ 360 contains a variety of devices, there exists the task of first defining the syster to the diagnostic monitor being used, so that it in turn can convey the informaticn to a variety of program sections.

A unit aefinition language has keen defined, so that DM and section can communicate. When the section is loajed, it asks DM if a particular device is available. DM nakes its UCT tatle available, so that the section can test each entry in the table with its pre-coded unit type code and option bytes. If a matching entry is found, the section runs. If not, section is not executed.
Refer to individual $D M$ user's guides for initially preparing each DM so that the system configuration data is contained within each DN. Refer to the program description of FOFF for a means of inserting this data in a DM cn tape.
The following pages contain charts which show the unit type codes and options for all possible devices. Program secticns that test these devices should have in their respective program write-ups, a description of the unit type cocie to be used, also.

The following charts, fig. 12, show only the fir:t two bytes of a UDT entry to be punched into the diagnostic ranitor system configuration cards. The first tyte is the unit onde of the device represented ty two hex digits. The second byte is the cftion field, represented by two hex digits, which are derived from the 8 tits.
The third and fourth bytes (not shown) contain a channel and unit address of the unit.

Note: these UDT charts are not intended to supercede program writeups. Detailed and up to data information is always found in the frograf writeups of each program in the section entitled progran Requirements.
Symbolic unit type codes, not yet assigned, are added to the UDT cnarts for your convenience. These will te assignea at some future date as required.

UNIT TYPE ANE OPTION CODES FOR 4 BYTE ENTRY


Figure 12: Unit Types and options













Note: Check program write-ups of RPQ frograms for rore oction $k i t$ details.

UNIT CODES FOR 8 BYTE ENTRY

Zne first 4 bytes of chese unit entries are described in the previous 4 byte unit definition e inarts. Only the second 4 bytes are shown here. Always refer to progran descriptions for fur ietails, since these charts do not necessarily show latest revisions.


Figure 13: Unit and Feature Codes for 8 Byte Entry

## Diagnostic Program Report

```
Flease indicate any problers, errors, c\piissions, or desired improvements
in the entire diagnostic program package, ycu received.
vescrite the problem. Indicate:
    Program name or document
    EC level -
    DM used -
    System configuration(that frcgram was run on) which caused problem.
Did you find a solution? If you did, what is ycur suggested solution?
How can the diagnostic program package te improved?
Submitted by: (please use your mailing address)
Name
```

$\qquad$

```
Address
```

$\qquad$

```
Investigated by: (for Diag. Eng. use)
Name
```

$\qquad$

```
Dept.
```

$\qquad$

```
Action takens
```

fold fold

```

```

    BMSINESS KEYIY MAIL
    fold
fold

```

SR23-3112-0
Courses:
11271
41242
52150
52152

International Business Machines Corporation
Field Engineering Division
360 Hamilton Avenue, White Plains, N.Y. 10601
IBM World Trade Americas/Far East Corporation
Town of Mount Pleasant, Route 9, North Tarrytown, N.Y., U.S.A. 10591
IBM World Trade Europe/Middle East/Africa Corporation
360 Hamilton Avenue, White Plains, N.Y., U.S.A. 10601```

