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PREFACE

This publication provides customer Concepts and Facilities, Form C28-6535
engineers and other technical personnel
with information describing the internal Supervisor and Data Management Macro-
organization and operation of the FORTRAN Instructions, Form C28-6647
IV (G) compiler. It is part of an inte~r
grated library of IBM System/360 Operating Linkage Editor, Program__Logic_Manual,
System Program Logic Manuals. Other publi- Form Y28-6610
cations required for an understanding of ’
the FORTRAN 1V (G) compiler are: System Generation, Form C28-6554
IBM System/360 Operating System: This publication <consists of two

sections:

Principles of Operation, Form A22-6821
.Section 1 is an introduction that

FORTRAN 1V Langquage, Form C28-6515 describes the FORTRAN IV (G) compiler as a

. whole, including its relationship to the
Introduction to Control Program _Logic, operating system. The major components of
Program Logic Manual, Form Y28-6605 the compiler and relationships among them

are also described in this section.

FORTRAN_IV_(G_and_H) Programmer's Guide,
Form C28-6817 Section 2 consists of a discussion of
compiler operation. Each component of the
Any reference to a Programmer's Guide compiler is described in sufficient detail
in this publication applies to FORTRAN to enable the reader to understand its
IV_(G_and H) Programmer's.Guide, Form operation, and to provide a frame of
C28-6817. The FORTRAN IV _(G) Program- reference for the comments and coding supp-
mer's Guide, Form C28-6639, (to which lied in the program listing. Common data

references may exist in this publica- such as tables, blocks, and work areas is
tion) has been replaced by the com- discussed only to the extent required to
bined G and H Programmer's Guide. understand the 1logic of each component.

Flowcharts are included at the end of this
Although not regquired, the following section.
publications are related to this publica-
tion and should be consulted: Following Section 2, are appendixes that
. contain reference material.
IBM System/360 Operation System:

If more detailed information is
Sequential Access Methods, Program Logic required, the reader sho?ld see the com-
Manual, Form Y28-6604 ments, remarks, and coding in the FORTRAN

IV (G) program listing.

Third Edition (December 1972)

This is a reprint of GY28-6638-1 incorporating changes in Technical
Newsletters GY28-6826, dated November 15, 1968 (Release 17),
GY28-6829, dated July 23, 1969 (Release 18), and GY28-6847, dated
January 15, 1971 (Release 20).

Changes are periodically made to the specifications herein; any
such changes will be reported in subsequent revisions or Technical
Newsletters.

Requests for copies of IBM publications should be made to your IBM
representative or to the IBM branch office serving your locality.

Address comments concerning the contents of this publication to
IBM Corporation, Programming Publications, 1271 Avenue of the Amerlcas,
New York, New York 10020.
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This section contains general informa-
tion describing the purpose of the FORTRAN
IV (G) compiler, the minimum machine confi-
guration required, the relationship of the
compiler to the operating system, compiler
design and implementation, and compiler
output, The various rolls,* variables,
registers, pointers, and drivers used by
the compiler are also discussed.

PURPOSE _OF THE COMPILER

The IBM System/360 Operating System
FORTRAN IV (G) compiler is designed to
accept programs written in the FORTRAN 1V
language as defined in the publication IBM
System/360: FORTRAN IV _ Langquage, Form
C28-6515,

The compiler produces error messages for
invalid statements, and, optionally, a
listing of the source module, storage maps,
and an object module acceptable to the
System/360 Operating System linkage editor.

MACHINE CONFIGURATION

The minimum system configuration
required for the use of the IBM System/360
Operating System with the FORTRAN IV (G)
compiler is as follows:

e An IBM System/360 Model 40 computer
with a storage capacity of 128K bytes
and a standard and floating-point
instruction set.

e A device for operator communication,
such as an IBM 1052 Keyboard Printer.

o At least one direct-access device pro-
vided for system residence.

COMPILER AND SYSTEM/360 OPERATING SYSTEM

The FORTRAN IV (G) compiler is a proces-
sing program of the IBM System/360

iMost of the tables used by the compiler

are called rolls. (Further explanation of
rolls is given in *"Rolls and Roll
Controls. ")

SECTION_ 1: INTRODUCTION TO_THE COMPILER

Operating System. As a processing program,
the compiler communicates with the control
program for input/output and other ser-
vices. A general description of the con-
trol program is given in the publication
IBM System/360 Operating System: Introduc-
tion to Control Program__Logic, Program

Logic Manual.

A compilation, or a batch of compila-
tions, is requested using the job statement
(JOB), the execute statement (EXEC), and
data definition statements (DD). - Alterna-
tively, cataloged procedures may be used.
A discussion of FORTRAN IV compilation and
the available cataloged procedures is given
in the publication IBM System/360 Operating
System: FORTRAN IV (G) Programmer's Guide.

The compiler receives control initially
from the calling program (e.g., job sche-
duler or another program that CALLs, LINKs
to, or ATTACHes the compiler). Once the
compiler receives control, it uses the QSAM
access method for all of its input/output
operations. After compilation is com-
pleted, control is returned to the calling

program.

COMPILER DESIGN

The compiler will operate within a total
of 80K bytes of main storage. This figure
includes space for the compiler code, - data
management access routines, and sufficient

working space to meet other storage
requirements stated ' throughout this
publication.

Any additional storage available is used
as additional roll storage.

LIMITATIONS OF THE COMPILER

The System/360 Operating System FORTRAN
IV (G) compiler and the object module it
produces can be executed on all System/360
models from Model 40 and above, under
control of the operating system control
program. All input information must be
written in either BCD or EBCDIC representa-
tion. The compiler is designed to process
all properly written programs so that the
object code produced by the compiler is
compatible with the ex1st1ng mathematical
library subroutines.

Section 1: 1Introduction to the Compiler 9



If ten source read errors occur during
the compilation, or if it is not possible
to use SYSPRINT, the operation of the
compiler 1is terminated. The operation of
the compiler is also limited by the availa-
bility of main storage space. The compila-
tion is terminated if:

e The roll storage area is exceeded

e Any single 1roll exceeds 64K bytes,
thereby making it unaddressable

exceeds its

e The WORK or EXIT roll
allocated storage
Note: If any of these conditions occur

during the first phase of the compilation,
the statement currently being processed may
be discarded; in this case, the compilation
continues with the next statement.

COMPILER IMPLEMENTATION

The primary control and processing rou-

tines (hereafter referred to as "POP rou-
tines" or "compiler routines") of the com-
piler are primarily written in machine-

independent pseudo -instructions called POP
instructions.

Interpretation of the pseudo instruc-
tions is accomplished by routines written
in the System/360 Operating System assembl-
er language. These routines (hereafter
referred to as "POP subroutines") are an
integral part of the compiler and perform
the operations specified by the POP ins~-
tructions, e.g., saving of backup informa-
tion, maintaining data. 1nd1cators, and gen-
eral housekeeping.

Control of the compiler operation is
greatly affected by source language syntax
rules during the first phase of the .compil=-
er, Parse. During this phase, identifiers
and explicit declarations encountered in
parsing are placed in tables and a Polish
notation  form of the program is produced.
(For further information on Polish nota-
tion, see Appendlx C, "Polish Notation
Formats. ™)

10

.generating
-phases, operate directly on the tables and

formed by a compiler. .

area, IEYROL.

The compiler quite frequently uses the
method of recursion in parsing, analysis,
and optimization. All optimizing and code
routines, which appear in later

Polish notation produced by Parse.

‘The compiler 1is .- also designed so that
reloading of the compiler is unnecessary in
order to accomplish multiple compilations.

POP LANGUAGE

The FORTRAN IV (G) compiler is written
in a combination of two languages: the
System/360 Operating System assembler lan-
guage, which . is wused where it is most
efficient, and the POP language.

The POP ‘language is a mnemonic macro
programming language whose instructions
include functions that are frequently per-
POP instructions are

written for assembly by the System/360
Operating System- assembler, with the POP
instructions defined as macros. Each POP

instruction 1is assembled as a pair of
address constants which together indicate
an instruction code  and an operand. A
statement or instruction written in the POP
language is called a POP. - The POP instruc-
tions are described in Appendix A.

COMPILER ORGANIZATION

The System/360 Operating System FORTRAN

IV . (G) compiler is composed of a control
.phase, Invocation, and five processing
phases . (see Figure 1): . Parse, Allocate,

Unify, Gen, and Exit. The operating system
names for these phases -are, respectively,
IEYFORT, - IEYPAR, - IEYALL, ' IEYUNF, IEYGEN,
and IEYEXT. - (The first level control and
second level processing .compiler routines
used in each phase are shown in Figure 2.)
In addition, Move is a pre-assembled work
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Section 1: Introduction to the. Compiler 11



Control Phase: Invocation (IEYFORT)

The Invocation phase (IEYFORT) is loaded
upon invocation of the compiler and remains
in core storage throughout compilation. It
is entered initially from the calling pro-
gram, from each module at -the end of its
processing, and from Exit after compilation
is complete, :

At the initial entry, the Invocation
phase initializes bits in IEYFORT1 from the
options specified by the programmer for the
compilation, opens data sets, and fetches
the modules IEYPAR, IEYALL, IEYUNF, IEYGEN,
and IEYEXT via a series of LOAD macro
instructions. These modules remain in core
storage for a series of main program and
subprogram compilations unless it is deter-
mined that additional space required for
tables is not available. When this occurs,
modules - that precede the active one are
deleted, and compilation is resumed. If
more space is required, modules that follow
the currently active one are deleted.

When a module completes processing, it
returns to IEYFORT, which ensures the pre-
sence of the next module and transfers to
it. During initialization for a subpro-

gram, IEYFORT ensures that all modules are
loaded.
The last entry is made from the Exit

phase at the completion of a compilation.
When the entry is made from Exit, the
Invocation phase checks for multiple compi-
lations. If another compilation is
required, the compiler is reinitialized and
the main storage space allocated for the
expansion of rolls is assigned to the next
compilation; otherwise, control is returned
to the calling program.

Phase 1: Parse (IEYPAR)

Parse accepts FORTRAN statements in card

format from SYSIN and scans these to pro-
duce error messages on the SYSPRINT data
set, a source module 1listing (optional),

and Polish notation for the program. The
Polish notation is maintained on internal
tables for use by subsequent phases. In

addition, Parse produces the roll entries
defining the symbols used in the source
module,
Phase 2: Allocate (IEYALL)

Allocate, which operates immediately

after Parse, uses the roll entries produced

12

~object instruction for

by Parse to perform the storage allocation
for the variables defined in the source
module. The addressing information thus
produced is then left in main storage to be
used by the next phase.

The ESD cards for the object module
itself, COMMON blocks and subprograms, and
TXT cards for NAMELIST tables, 1literal
constants and FORMAT statements are pro-
duced by Allocate on the SYSPUNCH and/or
SYSLIN data sets. Error messages for
COMMON and EQUIVALENCE statements, unclosed
DO loops and undefined labels are produced
on SYSPRINT; on the MAP option, maps of
data storage are also produced.

Phase 3: Unify (IEYUNF)

The Unify phase optimizes the usage of
general registers within DO 1ldops by
operating on roll data which describes
array references. The optimization applies
to references which include subscripts of
the form ax+b, where a and b are positive
constants and x 1is an active induction
variable (that is, x is a DO-controlled
variable and the reference occurs within
the DO loop controlling it), and where the
array does not have any adjustable dimen-
sions. The addressing portion of the
each. such array
reference is constructed to minimize the
number of registers used for the reference
and the number of registers which must be
changed as each induction variable changes.

Phase 4: Gen (IEYGEN)

Gen uses the Polish notation produced by
Parse and the memory allocation information
produced by Allocate. From this informa-
tion, Gen produces the code, prologues, and
epilogues required for the object module.
In order to produce the object code, Gen
resolves labeled statement references
(i.e., a branch target label) and subpro-
gram entry references.

The final output from Gen is a complete
form of the machine language code which is
internally maintained for writing by the
Exit phase.



Phase 5: Exit (IEYEXT)

Exit, which is the last processing phase
of the compiler, produces the TXT cards for
the remaining portion of the object module,
the RLD cards (which contain the relocat-
able information), and the END card. This
output 1is placed optionally on the SYSLIN

data set for 1linkage editor processing
and/or SYSPUNCH if a card deck has been
requested. Additionally, a listing of the

generated code may be written on the SYS-

Section 1:

PRINT data set in a format similar to that
produced by an assembly program.

Roll (IEYROL)

Roll contains static rolls and roll
information always required for compiler
operations. These are described under the

heading "Rolls and Roll Controls®™ later in
this section.

Introduction to the Compiler 13
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Figure

3. Compiler Storage Configuration

COMPILER STORAGE CONFIGURATION

Figure 3 illustrates the relative posi-
tions, but not the relative sizes of the
component parts of the FORTRAN compiler as
they exist in main storage. The component
parts of each phase are described in Sec-
tion 2.

COMPILER OUTPUT

The source module(s) to be compiled
appear as input to the compiler on the
SYSIN data set. The SYSLIN, SYSPRINT, and
SYSPUNCH data sets are used (depending on
the options specified by the wuser) to
contain the output of the compilation.

The output of the compiler is repre-
sented in EBCDIC form and consists. of any
or all of the following:

Object Module (linkage editor input)

Source Module listing

Object Module listing

Storage maps

Error messages (always produced)

Relocatable card images for punchiné

The overall data flow and the data sets
used for compilation are illustrated in

Figure 4. The type of output is determined
by compile time parameters.

Section 1: Introduction to the Compiler 15
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|Object Module |
>| (ESD, TXT, RLD, |
|END) Card Images|
L 1

r 1
>| Storage |
| Map |
L 3
r 1
| Source |
>| Module |
| Listing |
L 4

SYSPRINT

SYSPRINT

SYSPUNCH

SYSLIN

SYSPRINT

SYSPRINT

b s o e s . — — —— —— —— — —— — — — —— — — — —— — — —— — — — S— — — —— —— — — — ——— — — — ]

Figure 4. Compiler Output
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OBJECT MODULE

The configuration of the object module
produced by the FORTRAN IV (G) compiler is
shown in Figure 5.

Entry point--->
Heading

r
I
1L
T
| Save area
|
]
| Base table

| Branch table
L
v

{Subprogram argument

|lists
F

| Subprogram addresses

| EQUIVALENCE variables]|
b -~ -4

T
|Scalar variables

|Arrays
L

| NAMELIST tables

jLiteral constants |
| (except those used |
|in DATA and PAUSE |
| statements) |

| FORMAT statements
L

|and constants
|8 -—

1
|
¢ i
| Temporary storage |
|
4
|
4

. Figure S. Object Module Configuration

Components of the Object Module

The following paragraphs describe the
components of the object module produced by
the FORTRAN IV (G) compiler,

HEADING: The object module heading
includes all initializing instructions

required prior to the execution of the body

of the object module. Among other func-
tions, these instructions set general
register 13 (see "Object Module General
Register Usage") and perform various opera-
tions, depending on whether the prbgram is
a main program or a subprogram and on
whether it calls subprograms. (See "Code
Produced f£for SUBROUTINE and FUNCTION
Subprograms. ")

SAVE __AREA: The at maximuam 72
bytes long, is reserved for information
saved by called subprograms. Figure 6
shows an example of the use of this area in
program Y, which is called by program X,

and which calls program Z.

save area,

The first byte of the fifth word in the
save area (Save Area of Y + 16) is set to
all ones by program Z before it returns to
program Y. Before the return is made, all
general registers are restored to their
program Y values,

E_TAB The base table is a 1list of
adiresses from which the object module
loads a general register prior to accessing
data; the general register is then used as
a base in the data referencing instruction.

Because an interval of 4096 bytes of
storage can be referenced by means of the
machine instruction D field, consecutive
values representing a single control sec-
tion in this table differ from each other
by at least 4096 bytes. Only one base
table entry is constructed for an array
which exceeds 4096 bytes in length; hence,
there 1is a possibility that an interval of
more than 4096 bytes exists between conse-
cutive values for a single control section
in the table.
table

The addresses compiled into this

are all relative, and are modified by the
linkage editor prior to object module
execntion. Those entries constructed for

references to COMMON are modified by the
beginning address of the appropriate COMMON
block; those entries constructed for
references to variables and constants
within the object module itself are modi-
fied by the beginning address of the appro-
priate object module.

Section 1: Introduction to the Compiler 17



<---4 bytes——-->

r
| Subprogram

Save Area of Y|epilogue address
8

b
+4 |Program X save
| area address

S

+8 |Program Z save
|area address

]
|
|
|
|
|
|
|
|
|
| ¢
| +12 |Register 14
|
|
|
|
|
]
|
|
|
|
|
L

O 4
+16 |Register 15 |
41
a
+20 |Register 0 |
e 1
! - |
| . |
| . |
pommm e i
+72 |Register 12 |
4

Figure 6. Example of IJse of Save Area

BRANCH TABLE: This table contains one
fullword entry for each branch target label
(a label referred to in a branch statement)
and statement function in the source
module. In addition, one entry occurs for
each 1label produced by the compiler in
generating the object module. These labels
refer to return points in DO loops and to
the statement following complete Logical IF
statements, and are called made labels.

In the object module code, any branch is
performed by 1loading general register 14
(see "Object Module General Register
Usage”) from this table, and using a BCR
instrucé¢tion. The values placed in this
table by the compiler are relative ad-
dresses. Each value is modified by the
base address of the object module by the
linkage editor. i

SUBPROGRAM ARGUMENT LISTS: This portion of
the object module contains the addresses of
the arguments for all subprograms called.
In calling a subprogram, the object module
uses general register 1 to transmit a
location in this table. The subprogram
then acquires the addresses - of its argu-
ments from that location and from as many
subsequent locations as there are argu-
ments. The sign bit of the word containing
the address of the last argument for each
subprogram is set to one.
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<---Stored by initial entry code.
<---Stored by program Y .

<---Stored by program Z, if it calls subroutines-

Values on leaving program Y,

stored by program Z.

e e U U U S —— |

SUBPROGRAM ADDRESSES: This 1list contains
one entry for each FUNCTION or SUBROUTINE
subprogram referenced by the object module.
The entry will hold the address of that
subprogram when it @ is supplied by the
linkage editor. The compiler reserves the
correct amount of space for the list, based
on the number of subprograms referred to by
the source module.

EQUIVALENCE VARIABLES: This area of the
object module contains unsubscripted
variables and arrays, listed in EQUIVALENCE

sets which do not refer to COMMON.

SCALAR VARIABLES: All - non-subscripted
variables which are not in COMMON and are
not members -of EQUIVALENCE sets appear in
this area of the object module.

ARRAYS: All arrays which are not in
COMMON, and are not members of EQUIVALENCE
sets appear in this area of the object
module.

NAMELIST TABLES: For each NAMELIST name
and DISPLAY statement in the source module,
a NAMELIST table is constructed by the
compiler and placed in this area of the
object module. Each table consists of one
entry for each scalar variable or array
listed following the NAMELIST name or in
the DISPLAY statement, and begins with four
words of the following form:




T a 1
W | |
|Word ] 1 2 3 u ] 1 2 3 4 |
k T | q
I 1 I ' P 1 | I
| | name field | 1 | . name field
| 2 | | | 2 i |
I b .| ! e .|
| 3 i ] | | |
] | not used ] ] 3 | address field
! 4 | | | b D Bt To——s-—- o= 4
t t ! ! I | |no. | y

| 4 | type | mode |dimens. |length |
R To f=mommm P Ao !
where the name field contains the NAMELIST 1 ]indica-|first dimension factor |
name, right justified. For the DISPLAY | 5 |tor |field |
statement, the name is DBGnn#, where nn is ] -4 -
the number of the DISPLAY statement within ] |not |second dimension factor|
the source program or subprogram. | 6 |used |field
| O
Table entries for scalar variables have ] |not Jthird dimension factor 1
the following form: ] 7 Jused |field |
1 b e 4

T 1 ] . . |
W o : l
{Word ] 1 2 3 4 | ] . . |
b b 4 | etc. etc. ]
| 1 | | t- - -
] | name field |
| 2 | ] where:
| ¢ e :

] 3 ] address field ] name field
] I3 T T —-——4 contains the name of the array, right
| b ] type | mode | not used ] justified.
L . 1 ——he e J ;
address field
contains the relative address of the
where: beginning of the array within the

name field )
contains the name of the scalar vari-
able, right justified.

address field
contains the relative address of the
variable within the object module.

type field
contains zero to indicate a scalar
variable.

mode field
contains the mode of the variable,

coded as fo@llows:

Logical,
Logical,

1 byte

fullword

Integer, halfword

Integer, fullword

Real, double precision

Real, single precision

Complex, double precision

complex, single precision

Literal (not currently
compiler-generated)

BOONOUE W
L1 T 1 1 [ TR VR | I 1

NAMELIST table
the following form:

entries for arrays have

Section 1:

object module.

mode field

contains the mode of the array ele-
ments, coded as for scalar variables, -
above.

no. dimens.
contains the number of dimensions in
the array; this value may be 1-7.

length field
contains the length of the array
ment in bytes.

ele-

indicator field
is set to zero if the array has been
defined to have variable dimensions;
otherwise, it is set to nonzero.

first dimension factor field
contains the total size of the array
in bytes.

second dimension factor field
contains the address of the second
multiplier for the array (nl*L, where
nl is the size of the first dimension
in elements, and L is the number of
bytes per element).
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third dimension factor field

contains the address of the third
multiplier for the array (nl*n2#*L,
where nl is the size of the first

dimension in elements, n2 is the size
of the second dimension, and L is the
number of bytes per element).

A final entry for each NAMELIST table is
added after the last variable or array name
to signify the end of that particular list.

This entry is a fullword in length and
contains all zeros.
LITERAL CONSTANTS: This area contains a

list of the literal constants used in the
source module, except for those specified
in DATA and PAUSE statements.

FORMAT STATEMENTS: The FORMAT statements
specified in the source module are con-
tained in this area of the object module.
The statements are in an encoded form in
the order of their appearance in the source
module. (See "Appendix D: Code Produced
by the Compiler.") The information contains
all specifications of the statement but not
the word FORMAT.

TEMPORARY STORAGE AND CONSTANTS: This area
always begins on a double precision boun-
dary and contains, in no specific order,
the constants required by the object module
code and the space for the storage of
temporary results during computations. Not
all of the source module constants neces-
sarily appear in this area, since as many
constants as possible are used as immediate
data 1in the code produced. Some constants
may appear which are not present in the
source module, but which have been produced
by the compiler.

PROGRAM TEXT: If the object module con-
tains statement functions, the code for
these statements begins the program text
and is preceded by an instruction that
branches around them to the first execut-
able statement of the programe (See
"Statement Functions" in Appendix D for
further explanation of this code.) Follow-
ing the code for the statement functions is
the code for the executable statements of
the source module.

Object Module General Register Usage

The object module produced by the
FORTRAN IV (G) compiler uses the System/360
general registers in the following way:

Register 0: Used as an accumulator.

Register 1: Used as an accumulator and

to hold the beginning address of the
argument 1list in branches to sub-
programs.
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Register 2: Used as an accumulator.

Register 3: Used as an accumulator.
Registers 4 through 7: Contain index
values as required for references to

array variables, where the subscripts
are linear functions of DO variables and
the array does not have variable
dimensions.

Registers 8 and 9: Contain index values
as required for references to array
variables, where the subscripts are of
the form x#+c, where x 1is a non DC-
controlled variable and ¢ is a constant.

Register 9: Contains index values as
required for references to array
variables where the subscripts are non-
linear of the form I*J, where I and J
are the variables,

Registers 1C¢ through 12: Contain Dbase
addresses loaded from the base table.

Register 13: Contains the beginning
address of the object module save area;
this value is loaded at the beginning of
program execution. Register 13 is also
used for access to the base table, since
the base table follows the save area in
main storage.

Contains the return
address for subprograms and holds the
address of branch target instructions
during the execution of branch
instructions.

Register 14:

Register 15: Contains the entry point
address for subprograms as they are
called by the object module.

SOURCE MODULE LISTING

The optional source module listing is a
symbolic listing of the source module; it
contains indications of errors encountered
in the program during compilation. The
error message resulting from an erroneous
statement does not necessarily cause ter-
mination of compiler processing nor the
discarding of the statement. Recognizable
portions of declaration statements are
retained, and diagnosis always proceeds
until the end of the program.

OBJECT MODULE LISTING

The optional object module listing uses
the standard System/360 Operating System



assembler mnemonic operation codes and,
where possible, refers to the symbolic
variable names contained in the source
module. Labels used in the source module
are 1indicated at the appropriate places in
the object code listing.

STORAGE MAPS

The optibnal storage map consists of six
independent listings of storage informa-
tion. Each listing specifies the names and
locations of a particular class of vari-
able. The listings are:

e COMMON variables

EQUIVALENCE variables
® Scalar variables

e Array variables

o NAMELiéT tables

e FORMAT statements

A list of the subprograms called is also
produced.

ERROR MESSAGES

Errors are indicated by 1listing the
statement in its original form with the
erroneous phrases or characters undermarked
by the dollar sign character, followed ' by
comments indicating the type of the error.
This method is described in more detail in
"Phase 1 of the Compiler: Parse (IEYPAR)."

Common Error Messages

The message NO CORE AVAILABLE is pro-
duced (through IEYFORT) by all phases of
the compiler when the program being com-
piled exhausts the main storage space
available to the compiler. This message is
produced only when the PRESS MEMORY routine
cannot provide unused main storage space on
request from the compiler.

The message ROLL SIZE EXCEEDED is pro-
duced (through the Invocation phase,
IEYPORT) by all phases of the compiler when
the size of any single roll or rolls is
greater than permitted. The following cir-
cumstances cause this message to  be
produced: :

e The WORK roll exceeds the fixed storage
space assigned to it.

e The EXIT roll exceeds the fixed storage
space assigned to it.

e Any other roll, with the exception of
the AFTER ,POLISH roll and the CODE
roll, exceeds 64K bytes of storage. 1In
this case, the capacity of the ADDRESS
field of a pointer to the roll is
exceeded and, therefore, the informa-
tion on the roll is unaddressable. The
AFTER POLISH and CODE rolls are
excepted, since pointers to these rolls
are not required.

The compilation terminates following the
printing of either of these messages.

COMPILER DATA STRUCTURES

The POP language is designed to manipul-
ate certain well-defined data structures.

Rolls, which are the tables primarily
used by the compiler, are automatically
handled by the POP instructions; that is,
when information is moved to and from
rolls, controls indicating the status of
the rolls are automatically updated.

Items (variables) with fixed structures
are used to maintain control values for
rolls, to hold input characters being pro-
cessed, and to record Polish notation, etc.
These item structures are also handled
automatically by the POP instructions.

The arrangement of the parts of the
compiler is significant because of the
extensive use of relative addressing in the
compiler. General registers are used to
hold base addresses, to control some rolls,
and to assist in the interpretation of the
POP instructions,

ROLLS AND ROLL CONTROLS

Most of the tables employed by the
compiler are called rolls. This term de-
scribes a table which at any point in time
occupies only as much storage as is
required for the maximum amount of informa-
tion it has held during the present compi-
lation (exceptions to this rule are noted
later). Another distinctive feature of a
roll is that it is used so that the last
information placed on it is the first
information retrieved. ~-- it uses a "push
up? logic.
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With the exception of the WORK and  EXIT

rolls, the rolls of the compiler are main-
tained in an area called the roll storage
area. - The 'rolls ' in this-. area-are both
named and numbered. While. the references

to rolls in this document and in the
compiler comments are primarily. by name,
the names -are converted to corresponding
numbers at assembly.time. and the rolls are
arranged in storage and referred to by
number.

If the roll storage area is considered
to.. be one block of continuous storage, the
rolls are placed in-this area in. .ascending

sequence by roll number; that is, roll 0
begins at the base address of the roll
storage area; ..rolls.1, 2, 3, etc., follow

roll zero in sequence, with the roll whose
number is largest terminating the roll
storage area.

Initially, all rolls except roll 0 are
empty and occupy no space;- this . is accomp-
lished by having thé beginning and "end of
all rolls located at the same place. (Roll
0, the  LIB roll, 1is a fixed-length roll
which contains all of its data. initially.)
when information is to be placed on a roll
and no space is available due to a conflict
with the next roll, rolls greater-in number
than the roll in question are moved down
(to higher addresses). to _make the space
available.  This is accomplished by physic-
ally moving the information on:.the rolls a
fixed number of storage locations and alt-
ering the controls :to indicate the change.
Thus, roll 0 never changes in size, loca-
tion, or contents; all other rolls. expand
to higher -addresses as required. When
information is removed from a roll, the
space which had been occupied by that
information is left vacant; therefore, it
is- not necessary to move rolls for each
addition of information. -

With the exception of the area occupied
by roll 0, the roll storage area actually
consists of any number of - non-contiguous
blocks of 4096 bytes of storage. The space
required for roll 0 is not part of one of
these blocks., Additional blocks of storage
are acquired by the compiler whenever cur-
rent roll storage 1is exceeded. -If the
system is unable to fulfill a request for
roll storage, the PRESS MEMORY routine is
entered to find roll space that is no
longer in |use, If 32 or more bytes are
found, the compilation continues. If fewer
than 32 bytes are found, the compilation of
the current program .is terminated, the
message NO CORE AVAILABLE is printed, and
space is freed. - If there are multiple
programs, the next one is compiled.

The following paragraphs describe the

controls and statistics maintained by the
compiler in order +to control the storage
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allocation for rolls and the functioning o
the "push up" logic. : .

ROLL ADR Table

The ROLL ADR table is a 1000-byte table
maintained in IEYROL. Each entry in this
table holds the beginning address  of a
block of storage which has been assigned to
the roll storage area. The first address
in the table 1is always the . beginning
address of roll 0. The second address is
that of the first U4K-byte block of storage
and, therefore, the. beginning address of
roll 1. Initially, _ the last - address
recorded on  the table is the beginning
address of a block which holds the CODE and

AFTER POLISH rolls, with the CODE roll
beginning at the first 1location: in the
block.

As information 1is recorded on rolls
during the operation of the compiler, addi-

tional storage space may eventually be
required. Whenever storage is needed for a
roll which precedes the CODE roll, an

additional UK Dblock is requested from the
system and its address is inserted into the
ROLL ADR table immediately before the entry
describing the CODE roll base. This inser-
tion requires that any entries describing

the CODE and AFTER POLISH rolls be moved
down in the ROLL ADR table. The informa-
tion on all rolls following (greater in

number than) the roll requiring . the space
is then moved down a fixed number of words.

The roll which immediately precedes the
CODE roll moves into the new block of
storage. This movement of the  rolls
creates the desired space for the roll

requiring it. The movement of rolls.does
not respect roll boundaries; that is, it is
entirely possible that any roll or rolls
may bridge two blocks of storage.

When additional storage space is
required for the AFTER POLISH roll, a block
is requested from the system and its begin-
ning address is added to the bottom of the
ROLL ADR table. When the CODE roll
requires more space, a new block is. added
in the same manner, the AFTER POLISH roll
is moved down into the new block, and the

vacated space 1is available to the CODE
roll. :

The CODE and AFTER POLISH rolls are
handled separately because the amount of

information which can be expected to reside
on them makes it impractical to move them
frequently in order to satisfy storage
requirements for all other rolls. The CODE
roll is also somewhat unique in that it is
assigned a large amount of space: before it
is used; that is, the AFTER POLISH roll-



does not begin at the same location as does
the CODE roll. :

BASE, BOTTOM, and TOP Tables

In order to permit dynamic allocation as
well as to permit the use of the "push up"
logic, . tables containing the variables
BASE, BOTTOM, - and. TOP. are maintained to
record the current status of each of the
rolls. These variables indicate addresses
of rolls. Information stored on rolls is
in . units of fullwords; hence, these
addresses are always multiples of four.
The length of each of the tables is deter-
mined by the number of rolls, and the roll
number. is an index to the appropriate word
in each table for the roll. :

Each of the variables occupies a full-
word and has the following configuration:

11 12 3

0 12 90 1
~ T - T - -1
| | Entry number| |
| ~|into the | Displacement |
| |ROLL ADR | (12 bits) |
| | Table I I
L 1 —————-a1 - J
The entry number points to an entry in the

ROLL ADR table and, hence, to the beginning
address of a block of roll storage. The
displacement 1is a byte count “from the
beginning ofthe indicated storage block to

the 1location to which the variable (BASE,
BOTTOM, or TOP) refers.
It 1is significant to -note that the

displacement field in these variables occu-
pies twelve Dbits., If the displacement
field is increased beyond its maximum value
(4095), the overflow increases the entry
number into the ROLL ADR table; this is the

desired result, since it simply causes the
variable to point to the next entry in the
table -and effectively indicate the next
location in the roll storage

area, the
beginning of the next block.

The first status variable for each roll,

BASE, indicates the beginning address of
that roll, minus four. The second vari-
able, BOTTOM, indicates the address of the

most recently entered word on the roll.

If the roll is completely empty, its
BOTTOM is equal to its BASE; otherwise,
BOTTOM always exceeds BASE by a multiple of
four. Figure 7 illustrates a roll which
contains information.

BASE (n) l

r 1
> | | <===—= unused
TP () ) | [
prmmm e o4
prmmmmm oo 1
t -
prommm oo :
| . | X bytes
| . |
| . I
e ——————— i
BOTTOM(n)~-—-=>| |
L 4
Figure 7. Roll Containing K Bytes of
Information

When information is to be added to a
roll, it 1is stored at the address pointed
to by BOTTOM, plus four, and BOTTOM is
increased by four. When a word is to be
retrieved from a roll, it is read from the
address specified by BOTTOM, and, under
most. circumstances, BOTTOM is reduced by
four, thus indicating that the word is no
longer occupied by the roll. This altera-
tion of the value of BOTTOM is termed

_____ If the information retrieved from
a roll is to remain on the roll as well as
at the destination, BOTTOM is not changed.:
This operation is indicated by the . use of
the word ‘“"keep" in the POP instructions
that perform it.-

The current length (in bytes) of a roll
is determined by subtracting its BASE from
its BOTTOM. Note that this is +true even
though the. entry number field appears in
these variables, since each increase in
entry number indicates 4096 bytes occupied
by the roll. Thus, there is no 1limitation
on the size of a roll from this source.

For each 1roll, an additional status
variable, called TOP, is maintained. TOP
enables the program to protect a portion of
the roll from destruction, while allowing
the use of the 1roll as though it were
empty. Protecting 'a roll in this way 1is
called reserving the roll. The contents of
TOP (always greater than or equal to the
contents of BASE) indicate a false BASE for
the roll. The area between BASE and TOP,
when TOP does not equal BASE, cannot be
altered or removed from the roll. Ascend-
ing locations from TOP constitute the new,
empty roll.

Like BASE, TOP points to the word imme-
diately preceding the first word into which
information can be stored. A value is
automatically stored in this unused word
when the roll is reserved; the value is the
previous value of TOP, minus the value of
BASE and 1is called  the reserve _mark.
Storage of this value permits more than one
segment of the roll to be reserved.

Section 1: Introduction to the Compiler = 23



A single roll (roll n), then, containing
K bytes of information, (where K'is always
a multiple of four) and having no reserved
status, has the following settings for its
status variables:

BOTTOM = BASE + K = TOP + K

Figure 7 also illustrates this roll. 1If
the same roll contains L bytes reserved and
K additional bytes of information, the
settings of its status variables are as
follows:

BOTTOM = TOP + K = BASE + L + K + U

This roll is shown in Figure 8. Note that
the relationships given above are valid
because of the structure of the BASE,
BOTTOM, and TOP variables.

4 bytes

1
| <=——unused

-1
|

BASE (n)-————- >

L bytes

4
|
|
4
1
|
|
|
y
|
|
3
1
|
4
1
|

TOP (n)-———-—-—— > <---previous

TOP-BASE

— i, e b . i — . c— ek s e c——

t

K bytes

BOTTOM (n)—-—-->
Roll Containing L Bytes of Re-
served Infcrmation and K Bytes

~ of New Information

Figure 8.

Special Rolls

The WORK roll and the EXIT roll are
special rolls in that they are not main-
tained in the roll storage area, but rather
appear in IEYROL with a fixed amount of
storage allocated to each. They are rolls
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in the sense that they employ the same push
up logic which is used for the other rolls;
however, they are not numbered, and their
controls are, therefore, not maintained in
the tables used for the other rolls.

The WORK roll is used as a temporary
storage area during the operations of the
compiler. Because information is moved to
and from the roll frequently it is handled
separately from other rolls.

‘The EXIT roll warrants special treatment
because it is used frequently in maintain-
ing exit and entrance addresses for compil-
er routines.

The bottom of the WORK roll is
in general register U4, WRKADR;
register 5, EXTADR, holds the address of
the bottom of the EXIT roll. These values
are absolute addresses rather than in the
format of the BOTTOM variable recorded for
other rolls.,

recorded
general

For a more detailed explanation of the
WORK and EXIT rolls, see Appendix B "Rolls
Used by the Compiler."

Central Items, Groups, and Group Stats

CENTRAL ITEMS: The items SYMBOL 1, SYMBOL
2, SYMBOL 3, DATA 0, DATA 1, DATA 2, DATA 3
and DATA U4, two bytes each in length, and
DATA 5, eight bytes in 1length, contain
variable names and constants. These items
are called central due to the nature and
frequency of their wuse. They occupy
storage in the order listed, with DATA 1
aligned to a doubleword boundary.

In general, SYMBOL 1, 2,
variable names; DATA 1 and 2 are used to
hold real constants, DATA 3 and 4 to hold
integer constants, DATA 1, 2, 3 and 4 to
hold double precision and complex con-
stants, and DATA 1, 2, 3, 4 and 5 to hold
double-precision complex constants.

and 3 hold

GROUPS: While the basic unit of informa-
tion stored on rolls is a fullword, many
rolls contain logically connected informa-
tion which requires more than a singleword
of storage. .Such a collection of informa-
tion is called a group and always occupies
a multiple of four bytes. A word of a
group of more than one word is sometimes
called a rung of the group.

Regardless of the size of the group on a
given roll, the item BOTTOM for the roll
always points to the last word on the roll.
Figure 9 shows a roll with a group size of
twelve.



4 bytes
r 3 BASE (n)
| | <--
-+ 4 (TOP (n)
| I
L d
T 1
1st group < | |
L 4
v 1
| |
L 4
v 1
| |
_ k i
2nd group « | |
k
|
L
S r
I |
R ¥
1} 1
3rd group « | |
t .|
] | <-- BOTTOM (n)
L 4
Figure 9. Roll With a Group Size of
Twelve

For some rolls, the size of the group is
not fixed. In these cases a construct
called a "plex" is used. The first word of
each plex holds the number of words in the
plex, exclusive of itself; the remainder
holds the information needed in the group.
(See Figure 10.)

4 bytes
r h)
BASE (n) | |<---no. words
->t 4 in group
TOP (n). S .|
| 3 |
L 4
r L
¢ {
l I c:[roup
b 1 information
| | )
b 1
| 4 I
[ b
r 1
| .
b 1
| | ) plex
t 1
r
I 1}
t {
| |
b 1
| 2 Il.
8 Jd
r 1
| | > plex
| - 4
T 1
BOTTOM (n) | |s
L 4
Figure 10. Roll with Variable Group Size

The assignment of roll storage does not
respect group boundaries; thus, groups may
be split between two blocks of roll
storage.

s GROUP__STATS: Since the size of the group
varies from roll . to roll, this charac-
teristic of each roll must be tabulated in
order to provide proper manipulation of the
roll. In addition, the groups on a roll
are frequently searched against the values
held in the central items (SYMBOL 1, 2, 3,
etCey)e Additional characteristics of the
roll must be tabulated in order to provide

for this function. Four variables tabu-
lated in the group stats tables are
required to maintain this information.

(See Section 2 "IEYROL Module.")

The first group stats table contains a
l1-word entry for each roll. The entry is
divided into two halfword values. The
first of these is the displacement in bytes
from SYMBOL 1 for a group search; that is,
the number of bytes to the right of the
beginning of SYMBOL 1 from which a compara-
tive search with the group on the roll
should begin. This value is zero for rolls
which contain variable names (since these
begin in SYMBOL 1), eight for rolls which
contain real, double-precision, complex or
double-precision complex constants (since
these begin in DATA 1), and twelve for
rolls which contain integer constants.

The second value in the first group
stats table is also a displacement; the
distance in bytes from the beginning of the
group on the roll to the byte from which a
comparative search with the central items
should begin.

The second group stats table also holds
a 1-word entry for each roll; these entries
are also divided into two halfword values.
The first of these is the number of conse-
cutive bytes to be used in a comparative
search, and refers to both the group on the
roll and the group in the central items
with which it is being compared.

is
in
the

The second item in the second table
the size of the group on the roll,
bytes. For rolls which hold plexes,
value of this item is four.

For example, the DP_CONST roll, which is
used to hold the double-precision constants
required for +the object module, has.an
8-byte group. The settings of the Group
Stats for this roll are 8, 0, 8, and 8,
respectively. The first 8 indicates that
when this roll 1is searched in comparison
with the central items, the search should
begin eight bytes to the right of SYMBOL 1
(at DATA 1). The 0 indicates that there is
no displacement in the group itself; that
is, no information precedes the value to be
compared in the group. The second 8 is the
size of the value to be searched. The
final 8 is the number of bytes per group on
the roll.
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The group stats for the ARRAY roll
(which holds the names and dimension infor-
mation of arrays) ‘are 0, 0, 6, and 20.
They indicate that the search begins at
SYMBOL 1, that the search begins 0 bytes to
the right of the beginning of the group on
the roll, that the number of bytes to be
searched is 6, and that the group 6 size on
the roll is 20 bytes.

Figures 11 and 12 show the two group
stats tables containing the information on

the DP CONST roll and the ARRAY roll
discussed above. It should be noted that
the information contained on these two

tables is arranged according to roll num-
bers. In other words, the group stats for
roll 5 are in the sixth entry in the tables
(starting with entry number 0).

4 bytes ' .
- T ;!
L ! 4
r T 1
L 4 J
r 1
| . |
| |
| |
t {
v T
DP CONST roll---=>| 8] 04
[N 1 4
r 1
] . |
| . |
| . |
1 y]
v T R}
ARRAY roll—-—->| 0] 0}
b ) N y ]
r 1
| . |
| . |
| . |
b T 4
v 1 4
Figure 11. First Group Stats Table
4 bytes
r T 1
[ 4 y ]
v T 1
1 1 2
T N
| . |
| . !
| . |
L 4
13 T 1
DP CONST roll-—->| 8] 8|
[} 4 4
v 1
| . |
| }
| . a
L 1
v T b
ARRAY roll-—-->| 6| 20}
L L d
r M
| . |
| . |
| . |
[N ]
L} T 1
L L J

Figure 12. Second Group Stats Table
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- tions.

OTHER VARIABLES

In addition to the  central items,
several other variables used in the compil-
er perform functions which are significant
to' the understanding of the POP instruc-
These are described in the follow-
ing paragraphs.

Answer Box

The variable ANSWER BOX, which is re-
corded in the first byte of the first word
of each EXIT roll group, is wused to hold
the true or false responses from POP
instructions. The value "true" is repre-
sented by a nonzero value in this variable,
and "false" by zero. The value is checked
by POP jump instructions.

Multiple Precision Arithmetic

Most of the arithmetic performed in the
compiler is- fullword arithmetic. When
double-precision arithmetic 1is required,
the variables MPAC 1 and MPAC 2, four bytes
each in 1length, are wused as a double-
precision register. These variables are
maintained in main storage.

Scan Control

Several variables are used in the
character scanning performed by the first
processing ‘phase of +the compiler, Parse.
Their names, and terms associated with
their values, are frequently used 1in
describing the POP instructions.

The variable CRRNT CHAR holds the source
statement character which is currently
being inspected; the variable is four bytes
long. The position (scan arrow) of the
current character within the input state-
ment (its column number, where a continuous
column count is maintained over each state-
ment) is held in the low-order bit posi-
tions of the fullword variable CRRNT CHAR
CNT.

Non-blank characters are called "active
characters, " except when 1literal or IBM
card code - information is being scanned.
The variable LAST CHAR CNT, which occupies
one word of storage, holds the column
number of the active character previous to
the one in CRRNT CHAR.



1
Column number: 1234567890

DO 50 I =1, 4

A(I) = B(I)*%*2
DO 50 J=1, 5
50 Cc(J+1) .= A(I)

Explanation:

In the
which contains the above statements,
ment 50 is currently being parsed.

processing of the source module
state-
The

current character from the input buffer is
J. The settings of the scan control
variables are shown in Figure 13.
ettt 1
| (EBCDIC) J |
L e e e e e e e e e e e e e e e 4

CRRNT CHAR
[T T T T 1
| N
L J

CRRNT CHAR CNT

(scan arrow)
0t 1
|1 8 |
L J

LAST CHAR CNT

Figure 13, Scan Control Variables

Flags

Several flags are used in the compiler.
These 1-word variables have two possible
values: on, represented by nonzero, and
off, represented by zero. The name of the
flag indicates the significance of the "on"
setting in all cases.

Quotes

are sequences of characters pre-
count; they

Quotes
ceded by a halfword character

are compared with the input data to deter-
mine a statement type during the Parse
phase. These constants are grouped
together at the end of phase 1. The

location 1labeled QUOTE BASE is the begin-
ning location of the first quote; instruc-

tions which refer
with address fields
this location.

to quotes are assembled
which are relative to

Figure 14 shows some of the quotes used
by the compiler and how they -‘are arranged
in storage. ‘

4 bytes
r 1
QUOTE BASE | 00 02 N D |
prmmmm oo .
| 00 08 I M |
e 1
| E N S I |
prmm e 1
| © N b b |
prmm oo .
| 00 07 M P |
- 1
| L I C I
b oo .
| T b b b |
——- —-- -1
| 00 07 L o |
e 1
| G I C A |
pmmm e e 1
| L b b b |
b .
| . |
| . I
| . |
¢ -4
| 00 06 F o |
prmm oo 1
R M A T |
B

Messages

The messages used in the compiler, which
are also grouped together at the end of
Phase 1, are the error messages required by
Parse for the source module 1listing. The
first byte of each message holds the condi-
tion code for the error described by the
message. The second byte of the message is
the number of bytes in the remainder of the
message. The message follows this halfword
of information.

The location labeled MESSAGE BASE is the
beginning location of the first message;
instructions which refer to messages are
assembled with address fields relative to
this location.
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COMPILER ARRANGEMENT AND GENERAL REGISTER General register 2, PGB2, holds the
USAGE : beginning address of the global jump table,
a table containing the addresses of compil-
er routines which are the targets of jump
Figure 15 shows the arrangement of the instructions. (See Appendix A for further
compiler in main storage with the Parse discussion of this table and the way in
phase shown in detail. General registers which it is used.) The global jump table
that hold base locations within the compil- appears in each phase of the compiler and
er are shown pointing to the locations they is labeled PROGRAM BASE 2; thus, the value
indicate. Note that the labels CBASE and held in general register 2 is changed at
PROGRAM BASE 2 appear in each phase of the the beginning of each phase of the
compiler; the general registers CONSTR and compiler.
PGB2 contain the locations of those labels
in the operating phase.

r T T T T TS T T T T T T T T T ST T T T T T T T T T T T T T T T T 1
] Register | Label | Contents |
¢ i L {
] Invocation Phase |
¢ v pomm—mmmmome- - ---—--——-{ low
| POPPGB--->| POP TABLE | POP Jump Table | storage
| | b i
| | POP SETUP | POP Machine Language Subroutines

| | T T —— -4
| | | Data for POP Subroutines |
prmmm oo e ¥ - |
| ROLLBR--->]| ROLL BASE | Roll Statistics (Bases, Tops, Bottoms) |
| 1 | frmm oo - -4
| | | Group Stats (Displacements, Group Sizes) |
| ! b = i
| | | WORK Roll |
| | v ——— e 1
| 1 | EXIT Roll |
| | % 1
| | | ROLL ADR Table |
| | pommmmmm oo cc - -4
] | | Roll storage |
A A NN NSNS NSNS NSSS IS NI NSNS NI NSNS NSNS NSNS NSNS NN NI NSNS NSNS NSNS NN NN NNNNNNANSNNINNSNNNNANS
| ] | Roll Storage* ]
e t-- ~
'] CONSTR--->| CBASE | Parse Data Items |
| | - T 4
| | | Parse Routines ]
| ! k i
| PGB2————- >] PROGRAM BASE 2 | Parse Global Jump Table |
| 1 T ; ---4
| | Parse Routines containing assembler ]
| ] | language branch targets

| T oo e 1
| | QUOTE BASE | Quotes |
| | k i
| | MESSAGE BASE | Messages 1
I i - A ——————————————————————————————— - 4 high
] PHASE 2: Allocate | storage
i 4
i -== 1
] PHASE 3: Unify |
e :
| PHASE 4: Gen |
b B
r 1
| PHASE 5: Exit |
L —_— - — e e e e o e o e e e e e e e e e o e e e e o e 2 o ,’
r

| *Roll storage is allocated in U4K-byte blocks, beginning from the higher end]
| of storage contiguous with Parse. Additional blocks are obtained,. as|

| needed, from preceding (lower) U4K-byte blocks of storage. : |
L J

' Figure 15. Compiler Arrangemeht~with Registers
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Compiler routines which contain assem-
bler language instructions and are either
branched to by other assembler language
instructions or which themselves perform
internal branches, follow the global jump

table. General register 2 is used as a
base register for references to both the
global jump table and these routines.

Figure 15 shows this register in Parse.

General register 3, called POPADR in the
compiler code, is used in the sequencing of
the POP operations. It holds the address
of the current POP, and is incremented by 2
as each POP is interpreted.

General register 4, called WRKADR, holds
the address of the current bottom of the
WORK roll.

General register 5, called EXTADR, holds

the address of the current bottom of the
EXIT roll.
General register 6, called POPXIT, holds

the return location for POP subroutines.
When POPs are being interpreted by POP
SETUP, the return is to POP SETUP; when

machine language instructions branch to the

POPs, it is to the next instruction.
General register 7, called ADDR, holds
the address portion of the current POP
instruction (eight bits); it is also used
in the decoding of the operation code
portion of POP instructions.
General register 8, called POPPGB, holds

the beginning address of the machine lan-
guage code for the POP instructions and the
POP jump table. Figure 15 shows this
register, which is used as a base for
references to these areas.

called CONSTR, holds
referred

General register 9,
the beginning address of the data
to by the compiler routines. This area
precedes the routines themselves, and is
labeled CBASE, as indicated in Figure 15.
This register is, therefore, used as a base
register for references to data as well as

for references to the routines in the
compiler; its wvalue is changed at the
beginning of each phase.

General register 10, ROLLBR, holds the
beginning address of the roll area; that

is, the beginning address of the base table
(see Figure 15). The value in this
register remains constant throughout the
operation of the compiler.

General register 11, RETURN, holds
return addresses for the POP subroutines.

The remaining general registers are used
temporarily for various purposes 1in the
compiler.

POINTERS

Information defining a source module
variable (its name, dimensions, etc.) is
recorded by the compiler when the name of
the variable appears in an Explicit speci-
fication or DIMENSION statement. For
variables which are not explicitly defined,
this information is recorded when the first
use of the variable is encountered. All
constants are recorded when they are first
used in the source module.

All references to a given variable or
constant are indicated by a pointer to the
location at which the information defining
that variable or constant is stored. The
use of the pointer eliminates redundancy
and saves compiler space.

The pointer is a

1-word value in the
following format: '

1 byte 1 byte 2 bytes
r T ] === 1
| TaG | OPERATOR | ADDRESS |
L 4. R J
where:
TAG

is a 1-byte item whose value is repre-
sented in two parts: MODE, occupying
the upper four bits, indicates whether
the variable or constant is integer,
real, complex or logical; SIZE, indi-
cated in the lower four bits, speci-
fies the length of the variable or

constant (in bytes) minus one. (See
Figure 15.1).

Al T T 1
|value | MODE | Value | SIZE |
p------- t----- 1 R
] 0 | Integer | 0 | 1 byte |
} 1 | Real ] 1 | 2 bytes |
| 2 | Complex | 3 | 4 bytes |
| 3 | Logical | 7 | 8 bytes |
) 4 | Literals | F | 16 bytes |
| | Hexadecimal | | |
[, R i R d

Figure 15.1 TAG Field MODE and SIZE Values
OPERATOR
is a 1-byte item which contains the
roll number of the roll on which the
group defining the constant or vari-
able is stored.

ADDRESS
is a 2-byte item which holds the
relative address (in bytes) of .the

group which contains the information
for the constant or variable; the
address 1is relative to the TOP of the
roll.
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The pointer contains all the information
required to determine an absolute location
in the roll storage area. The roll number
(from the OPERATOR field) is first used  as
an index into the TOP table. The ADDRESS
field of the pointer is then added to the
TOP, - and. the result is handled as follows:

1. Its entry number field (bits 12
through 19) is used as an index .into
the ROLL ADR-.table. -

2+ Its ‘displacement - field (bits 20

- through 31) is..added to the base

address found in the ROLL. ADR table.

The result of step 2 is the address
indicated by the pointer.

Example: - Using a pointer whose OPERATOR
field- contains the value 2 and whose
ADDRESS field contains the value 4, and the
following tables:

TOP ROLL ADR
T T T 1 g 1
0 | | | | 0 | |
e e b 4
1] | | | 1] |
2 | | 2 | 20 | 2 | 1000 |
et B b !
o . | I . |
S I . | 1 . |
o . | | . |
| ! | |
the location 1024 is.determined.  Note that
for larger values in the pointer and in

TOP, the entry number field of TOP can be
modified by the addition of ADDRESS. In
this case the result of the addition holds

2 and 24 in the entry number and displace-
ment- fields, respectively.

'Since’relative addresses are recorded in
po;nters,» it is not necessary to alter a
pointer-when the roll pointed to is moved.
Note also that the relative address in the
pointer may exceed 4096 bytes with no
complication of the addressing scheme. The
only limitation on the size of a roll comes
about because of the size of the ADDRESS

field of the pointer: 16 bits permit
values less than 64K bytes to be
represented.
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For the purposes of object code genera-
tion, the mode and size of the constant or
variable is available to influence the type
of operations which can be employed, e.qg.,

integer or - . floating, fullword, or
doubleword.
DRIVERS

In the generation of Polish notation
from the source language statements,
"drivers" are also used. These "“drivers"

are values that are one word long and have
the same format as the pointer. The +two
types of drivers used by the compiler are
discussed in the following paragraphs.

Operation Drivers

One type of driver 1is the operation
driver, which indicates arithmetic or log-
ical operations to be performed. The
fields of the driver are:

TAG
is a 1-byte item whose value is repre-
sented in two parts: MODE, occupying
the upper four bits, indicates the
‘mode of the operation, e.g., integer,
floating-point, complex or logical;
SIZE, indicated in the lower four
bits, specifies the 1length of the
result of the operation (in bytes)
minus one. )

OPERATOR :
is a 1-byte item containing a value
which indicates the operation to be
performed, e.g., addition, subtrac-
tion, etc.’  The values for OPERATOR
are larger than the number of 'any
roll, and hence, also serve to distin-
guish a driver from a pointer.

ADDRESS

is a 2-byte item containing a value
which indicates the "forcing strength"

of the operation specified by the
driver; its values range from zero to
ten. o ‘

~ The forcing strengths associated with
the operation drivers are given in Table 1.



Table 1. Internal Configuration of Opera-
tion Drivers
r T T T q
] | | | ADDRESS |
| ] | | (Forcing ]
|Driver | TAG? | OPERATOR|Strength) |
L i 4 1 4
[ 3 T T T |
| Sprog2 | 00 | 40 | 00 00 ]
L 1 4 Y .{
T T T T~
| Power | 00 | 42 ] 00 01
L Il 1 1 . 4
L} T T T R
|Unary Minus | 00 | 43 | 00 02 |
——m oo e fommmmmmmm e 4
|Multiply | 00 | uy | 00 03 ]
L 1 1 1 4
r " T T - 1
|Divide | 00 | 45 | 00 03 ]
1 4 1 ____+ ............ .q
L 3 T T -
|ada | 00 | 4e | 00 Ou ]
L i 1 LN § |
T T T T 1
| Subtract | 00 | 47 ] 00 04 ]
e e oo 4
|GT | 00 | 48 | 00 05 |
L 1 1 1 4
T K] - T Kl 1
|GE | 00 | 49 | 00 05 ]
} e .
|LT | 00 | 113\ | 00 05 !
N i S N 1 ¥ |
r T T T 1
|LE | 00 | uB | 00 05 ]
pomm oo s e frmmmmmmmm e :
1EQ ] 00 | 4c | 00 05 |
[y _+___ 4 1 1
L ] T T 1
| NE | 00 | 4D | 00 05
1 N e e e e .
T T T + 'q
{ NOT ] 00 | LE | 00 06 ]
L —_—— 1 __+ 1 4
r T T 1
| AND | 00 | uF | 00 07 |
F e B Frmmmmmem e 1
] OR | 00 | 50 |- 00 08
T ——— 4-———4 + 1
|Plus and Below| | | ]
] Phony3 | 00 ] 3F | 00 09 ]
I 1 1 1 d
[} T T T B
| EOE“ | 00 | 3F | 00 OA |
8 i § i 4

}1The MODE and SIZE settings are placed in|
| the driver when it is used. |
|2Indicates a function reference. ]
|3Used to designate the beginning of an|
| - expression. )
14Means "end of expression"™ and is used]

| for that purpose. : J
L

Control Drivers

The other type of driver used in the
generation of Polish notation is called the
control driver. It is used to ‘indicate the
type of the statement for which code is to
be written. The control driver may also
designate some other control function ' such
as an I/0 list, an array reference, or an
error linkage.

The fields of the control driver differ
from those of the operation driver in that
zero is contained in the TAG field, 255 in
the OPERATOR field (the distinguishing mark
for control drivers), and a unique value in
the  ADDRESS field. The value ' in - the
ADDRESS field is an entry number into a
table of branches to routines that process
each statement type or control function; it

is used in this way during the operations
of = Gen. The formats of the operation
drivers and control drivers are given in

Appendix E.

Table 1 lists the operation drivers and
the values contained in each field. The
control drivers are given in Table 2. The
ADDRESS field 1is the only field given

because the TAG and OPERATOR fields are
constant. All values are represented in
hexadecimal.
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Table 2. 1Internal Configuration of Con- Table 2. Internal Configuration of Con-
trol Drivers (Part 1 of 2) trol Drivers (Part Z of 2)
r T -——=- r T 1
b l R | |
| Driver | APDRESS | | Driver | RDDRESS |
| | | I [ [
F -- oot T f-omomm 1
| AFDS I 8 | | ERR= | 210 |
R 1 4 } 4 _I
[} 1) 1 v T
| ARRAY | 23C | | EXP and ARG I 4go |
f--—- B T $-mmmoomm oo 1
| ASSIGN | 20 | | FIND | uc |
1 4 4 L 1 _'
H T 1 r +
| ASSIGNED GOTO | 1c ] | FORMAT | 208 I
et i - oo oo .
| ASSIGNMENT | 4 ] | FORMAT STA | 30. |
1 1 4 I8 4 ,l
H T 1 r +
| AT | 68 | | GoTo I 14 |
¢ 3---- §  prmommmmmmmmmmeemeoeeeee fm-mmoemmee .
| BSREF | 34 | | 1IF | 24 |
% —_— R 4 ‘,_ 4 _i
L) 1 T
| cALL | 2c ] | IOL DO CLOSE I 218 I
F e fommmmmee § oo frmmmmmmmmeem .
| cGoTo | 18 ] | IOL DO DATA | 21c |
1 31 4 1 1 ____l
v T 1 L ] T
| CONTINUE | 28 | | I0 LIST | 214 I
frmmmmmmm o - e § e e - 1
| DATA | 3c ] } LOGICAL IF I 60 |
} 1 4 I8 1 ____{
T T 1 r T
| DEFIWE FILE | i | | NAMELIST | 204 [
F —mmmmmmmo o oo T e 1
| DIRECT IO ] 200 | | PAUSE | 38 |
I8 1 J 1 ! _|
r T 1 r T
| DISPLAY ID | 74 | | READ WRITE [ 48 I
F i R T T fommmm e 1
| Do | 10 | }  RETURN ] 50 |
L 4 i | 1 1 4
t T 1 [ T 1
| DUMMY | 68 I | STANDARD PRINT UNIT | 234 |
b-- - s oo rmmmmmmmmeen y
| END ] C | | STANDARD PUNCH UNIT | 238 |
L 3 4 I8 —_— 4
r T a v T 1
| END= | 20C a | STANDARD READ UNIT | 230 I
t e 1 - —mmm oo fommmmmmmmeem :
| ERROR LINK 1 | 54 ] | STOP | 6U |
I 1 4 L 4 _‘
r T R r T
| ERROR LINK 2 | 58 | | SUBPROGRAM | 40 I
e — oo LI e 1
| ERROR LINK 3 | 5C ] | TRACE OFF | 70 I
L i 4 } B S, _l
[} T
| TRACE ON | 6C |
e S 1
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This section describes in detail the
Invocation phase and the five processing
phases of the compiler and their operation.
The IEYROL module is also described.

INVOCATION PHASE (IEYFORT)

The Invocation phase is the compiler
control phase and is the first and 1last
phase of the compiler. (The logic of the
phase is illustrated in Chart 00.) If the
compiler is invoked in an EXEC statement,
control is received from the operating
system control program. However, control
may be received from other programs through
use of one of the system macro instruc-
tions: (CALL, LINK, or ATTACH.

IEYFORT performs compiler initializa-
tion, expansion of roll storage assignment,
input/output request processing, and com-
piler termination. The following para-

graphs describe these operations in greater

detail.

IEYFORT, CHART 00

IEYFORT is the basic control routine of
the Invocation phase. Its operation is
invoked by the operating system or by
another program through either the CALL,
LINK, or ATTACH macro instructions. The
execution of IEYFORT includes scanning the
specified compiler options, setting the
ddnames for designated data sets, initia-
lizing heading information, and acquiring
time and date information from the system.

IEYFORT sets pointers and indicators to
the options, data sets, and heading infor-
mation specified for use by the compiler.
The options are given in 40 or fewer
characters, and are preceded in storage by
a binary count of the option information.
This character count immediately precedes
the first 1location which contains the
option data. The options themselves are
represented in EBCDIC.

On entry to IEYFORT, general register 1
contains the address of a group of three or
fewer pointers. Pointer 1 of the group
holds the beginning address of an area in
storage that contains the execute options
specified by the programmer (set in the
OPTSCAN routine),

SECTION 2: COMPILER OPERATION

Pointer 2 contains the address of the
list of DD names to be used by the compiler
(set in the DDNAMES routine).

Pointer 3 contains the address of the
heading information. Heading data nay
designate such information as the continua-
tion of pages, and the titles of pages.

If the FORTRAN compiler is invoked by
the control program (i.e., called by the
system), pointers 2 and 3 are not used.
However, if the compiler is invoked by some
other source, all pointers may be wused.
The 1latter condition is determined through
an interrogation of the high order bit of a

pointer. If this bit is set, the remaining
pointers are nonexistent. Nevertheless,
pointers 1 and 3 may exist while pointer 2

is nonexistent; in this
contains all zeros.

case, pointer 2

During the operation of IEYFORT, the
SYSIN and SYSPRINT data sets are always
opened through use of the OPEN  macro
instruction. The SYSLIN and SYSPUNCH data
sets are also opened depending upon the
specification of the LOAD and DECK options.
The block sizes of these data sets are set
to 80, 120, 80 and 80, respectively. These
data sets may be blocked or unblocked
(RECFM=F, FB, or FBA) depending upon the
DCB specification in the DD statements.
IEYFORT concludes the compiler initializa-
tion process with a branch to the first
processing phase = of the compiler, Parse
(IEYPAR).

From . this point in the operation of the
compiler, each processing phase calls the
next phase to be executed. However, the
Invocation phase is re-entered periodically
when the compiler performs such input/
output operations as printing, punching, or
reading. The last entry to the Invocation
phase is at the completion of the compiler
operation.

IEYPRNT, Chart O0OA4

IEYPRNT is the routine that is called by
the compiler when any request for printing
is issued. The routine sets and checks the
print controls such as setting the 1line
count, advancing the line count, checking
the lines used, and controlling the spacing
before and after the printing of each line.
These control items are set, checked, . and
inserted into the SYSPRINT control format,
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and the parameter information and print
addresses are initialized for SYSPRINT.

If there is an error during the printing
operation, EREXITPR sets the ' error code
resulting from the print error. Any error
occurring. during an input/output operation
results in a termination of compiler
operation.

PRNTHEAD, Chart 01A2

PRNTHEAD is called by IEYPRNT after it
has been determined that the next print
operation begins on a new page. The pro-
gram name and the new page number placed
into the heading format and any parameter
information and origin addresses are
inserted into the SYSPRINT. format. If an
optional heading is specified by the pro-
grammer, it is inserted into the print line
format. A PUT macro instruction is issued
to print the designated line, and all print
controls are advanced for the next print
operation.

IEYREAD, Chart 01A4

IEYREAD is called by the compiler at the
time that a read operation is indicated.
It reads input in card format from SYSIN
using the GET macro instruction. IEYREAD
can handle concatenated data sets.

If an error occurs during the read
operation, the routine EREXITIN is called.
This routine checks the error code
generated and prints the appropriate error
message.,

IEYPCH, Chart 02A3

When a punch output
requested by the compiler, control is tran-
sferred to the IEYPCH routine. The LOAD
and DECK options are checked to determlne
what output to perform.

operation is

Any errors: detected during output result

in a transfer of control to the EREXITPC,
for SYSPUNCH, or EREXITLN, for SYSLIN,
routine. The routine sets a flag so that

no further output is placed on the affected
file.
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PRNTMSG, Chart 03A1

PRNTMSG 'is called when any type of
message 1is' to be printed. The print area
is initialized with blanks and the .origin
and displacement controls are set. The
message is printed in two segments; each
segment is inserted into the print area
after the complete message length is deter-
mined and the length and origin of each
segment has been calculated. Once the
entire message has been inserted, the car-
riage control for printing is set and
control is transferred to the system to
print the message.

IEYMOR, Chart 01D1

IEYMOR is called when additional roll
storage area is needed for compiler opera-
tion. This routine may be entered from any
of the processing phases of the compiler.
The GETMAIN mac¢ro instruction is issued by

this routine and transfers control to the
system for the allocation of one U4K-byte
block of contiguous storage. The system

returns to IEYMOR with the absolute address
of the beginning of the storage block in
general register: 1. Once the requested
storage space has been obtained, IEYMOR
returns to the invoking phase. If the
system is unable to allocate the requested
storage, inactive modules of . the compiler
are deleted. Those preceding the currently
active module are deleted first; then those
following it are deleted, if necessary.
Should additional space be needed after all

inactive modules are deleted, compiler
operations are terminated.

When IEYMOR returns to the invoking
phase with the ~absolute . address of the

storage block. in general register 1, the
invoking phase then stores the contents of
register 1. in the ROLL ADR table.

The ROLL ADR table is wused by the
compiler to record the addresses of the
different blocks of storage that have been
allocated for additional roll capacity.
The contents of the table are later used in
IEYRETN for releasing of the same storage
blocks.

IEYNOCR

IEYNOCR is called by PRESS MEMORY
(IEYPAR) whenever it is unable to obtain at
least 32 bytes of unused storage. IEYNOCR
prints the message NO CORE AVAILABLE,
branches to a subroutine that checks to see
if there are any source language cards to
be disregarded, and then exits to IEYRETN.



IEYRETN, Chart 03A2

The compiler termination routine
(IEYRETN) is invoked by Exit (IEYEXT) or by
one of the input/output routines after the
detection of an error.

The routine first obtains the error
condition code returned by the compiler and
tests this value against any previous value
received during the compilation. The com-
piler communications area for the error
code 1is set to the highest code received
and a program name of "Main" is set in the
event of multiple compilations. The rou-
tine then checks general register 1 for the
address of the ROLL ADR table. Each entry
of the ROLI, ADR table indicates the begin-
ning of a 4K~-byte block of roll storage
that must be released. A FREEMAIN macro
instruction is issued for each block of
storage indicated in the table until a zero
entry 1is encountered (this denotes the end
of the ROLL ADR table). '

The presence of more than one source
module in the input stream is checked by
interrogating the end-of-file indication
and the first card following this notation.
1f another compilation is indicated, the
line, card, and page count control items
are reinitialized and all save registers
used by the Invocation phase are restored.
The number of diagnostic messages generated
for the compilation is added to a total
count for the multiple compilation and the
diagnostic error count is reset to zero.
The first processing phase of the compiler,
Parse (IEYPAR), is called and the operation
of the compiler proceeds as described in
the previous paragraphs and those pertain-
ing to the processing phases.

If another compilation is not indicated,
a check is made to determine if there was a
multiple compilation. If there was a mul-
tiple compilation, an indication of the
total number of diagnostic messages
generated for all of the compilations is
printed. Also, routine IEYFINAL closes the
data set files used Dby the compiler (by
means of the CLOSE macro instructionji. The
terminal error condition code is obtained
and set for the return to the invoking
program, and all saved registers . are
restored before the return is made. .

Routine IEYFINAL also receives control
from other compiler routines when an input/
output error is detected.

each

OPTSCAN, Chart AA

OPTSCAN determines the existence of the
parameters specifying the compiler options.
If options are specified, the wvalidity of
option is checked against the parame-
ter table and the pointer to these options
is set once the options have been vali-
dated. The program name is noted depending
upon the presence or absence of the NAME
parameter. However, if these options are
not specified, the first pointer of the
group of three supplied to the compiler by
the system contains zero.

DDNAMES, Chart AB

DDNAMES scans the entries made for the
names of the data sets to be used by the
compiler. The entries corresponding to
SYSN, SYSIN, SYSPRINT, and SYSPUNCH are
checked; if an alternate name has been
provided, it is inserted into the DCB area.

HEADOPT, Chart AC

HEADOPT determines the existence of the
optional heading information. 1f such
information exists, 1its 1length is deter-
mined, it is centered for printing, and
then 1is inserted into the Printmsg Table,
with pointer 3 being set.

TIMEDAT, Chart AD

TIMEDAT serves only to obtain the time
and date information from the system and to
insert the data into the heading line.

OUTPUT FROM IEYFORT

The following paragraphs describe the
error messages produced during the opera-
tion of the Invocation phase. These mes-
sages denote the progress of the compila-
tion, and denote - the condition which
results in the termination of the compiler.
IEY028T NO CORE AVAILABLE - COMPILATION
TERMINATED

The system was unable to provide a
4K-byte block of additional roll
storage and PRESS MEMORY was
entered. It, too, was unable to
obtain space. The condition code
is 16.
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IEY029I

IEY030I

IEY031I

IEY032I

IEYO341

IEY0351
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DECK OUTPUT DELETED

The DECK option has been specified,
and an error occurred during the
process of punching the designated
output. No error condition code is
generated for this error.

LINK EDIT OUTPUT DELETED

The LOAD option has been specified,
and an error occurred during the
process of generating the load
module. The condition code is 16.

ROLL SIZE EXCEEDED

This message is produced when: (1}
The WORK or EXIT roll has exceeded
the storage capacity assigned; or
(2) Another roll used by the com-
piler has exceeded 64K bytes of
storage, thus making it unaddress-
able. (This condition applies to
all rolls
and CODE

code is 16.

rolls,) The condition

NULL PROGRAM

produced when an

encountered on
set prior to any
The condi-

This message is
end-of-data set is
the input data
valid source statement.
tion code is 0.

I/0 ERROR [(COMPILATION TERMINATED]
XXXo o o XXX

This message 1is produced when an
input/output error is detected dur-
ing compilation. If the error
occurred on SYSPUNCH, compilation
is continued and the COMPILATION
TERMINATED portion of the message
is not printed.  The condition code
is 8. If the error occurred on
SYSIN, SYSPRINT, or SYSLIN, compi-
lation is terminated. The condi-
tion code is 16. XXX...Xxx is the
character string formatted by the
SYNADAF macro instruction. For an
interpretation of this informaticn,
see the publication IBM_System/360
operating System: Supervisor_ and
Data Management Macro-Instructions,
Form C28-6647.

UNABLE TO OPEN ddname

This message is produced when the
required ddname data definition
card is missing or the ddname is
misspelled.

except the AFTER POLISH

Multiple Compilations

The following message
the end of 2 multiple.
to indicate the total number of
errors that occurred. The message
will not appear if the cowpiler is
terminated because of an error con-

appears at
compilation

dition or if the compilation con-
sisted of only one main or one
subprograin.
#STATISTICS* NO DIAGNOSTICS THIS
STEP
- or
*STATISTICS* nnn DIAGNOSTICS THIS
STEP
where:
nnn is the total number of diagnostic
messages for the multiple compilation

expressed as a decimal integer.

PHASE 1 OF THE COMPILER: PARSE (IEYPAR)

"The first processing phase of the
FORTRAN IV (G) compiler, Parse, accepts
FORTRAN statements in card format as input

and translates them.
ments are translated to
which define the

Specification state-
entries on rolls
symbols of the program.

Active statements are translated to Polish
notation. The Polish notation and roll
entries produced by Parse are its primary
output. In addition, Parse writes out all
erroneous statements and the associated
error messages. Parse produces a full
source module 1listing when the SOURCE

option is specified.

The following description of Parse con-
sists of two parts. The first part, "Flow
of Phase 1," describes the overall logic of
the phase by means of both narrative and
flowcharts.

The second part, "Output from Phase 1,°"
describes the Polish notation produced by
Parse. The construction of this output,
from which subsequent phases produce object
code, 1is the primary function performed by
Parse. See DAppendix C for the Polish
format for each statement type.

The source listing format and the error

messages produced by Parse are also
discussed.

The rolls manipulated by Parse are
listed in Table 3 and are mentioned in the
following description of the phase. At the
first mention of a roll, its nature is
briefly described. See Appendix B ‘for a

complete description of a format of a roll.



Table

3. Rolls Used by Parse

Roll Name

Lib

Source

Ind Var

Polish

Literal Const

Hex Const

Global

Fx Const

Fl Const

Dp Const

Complex Const

Dp Complex
const

Temp Name

Tenp

Error Temp

DO Loops Open

Error Message

Error Char

Init

Xtend Lbl

Xtend Target
Lbl

Array

Entry Names

Global Dmy

Error

Local Dmy

o o e e e e e e . e . i e . s . S — — — — — ————

Roll Name
Local Sprog
Explicit

Call Lbl
Namelist Names
Namelist Items

Array Dimension

Temp Data Name

Temp Polish

Equivalence

Used Lib
Function

Common Data

common Name

Implicit

Equivalence
Of fset

Lbl

Scalar

Data Var

Literal Temp

Format

Script

Loop Data

Program Script

AT

Subchk

After Polish

— e — I — — —— — — — — —— — C—— — — — — — — — — — — — — — — — )

|
]
1
|
1
!
|
|
I
1
|
|
1
!
|
|
|
1
|
1
|
-
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FLOW OF PHASE 1, CHART 04~

START COMPILER initializes the operation
of Parse, setting flags from the user
options, reading and writing out (on
option) any initial comment cards in the
source module, and leaving the first card
of the first statement in an input area.
This routine concludes with the transfer of
control to STATEMENT PROCESS.

STATEMENT PROCESS (G0631) controls the
operation of ' Parse. The first routine
called by STATEMENT PROCESS is PRINT AND
READ. SOURCE. On return from that routine,
the previous source statement and its error

messages have been written out (as defined

by user options), and the statement to be
processed (including any comment cards)
plus the first card of the next statement

will be on the SOURCE _roll. (This roll
holds the source statements, one character
per byte.) STATEMENT PROCESS then calls
STA INIT to initialize for the processing
of the statement and LBL FIELD XLATE to
process the label field of the statement.

On return from LBL FIELD XLATE, if an
error has been detected in the label field
or in column 6, STATEMENT PROCESS restarts.

Otherwise, STA XLATE and STA FINAL are
called to complete the translation of the
source statement. Oon return from STA
FINAL, if the last statement of the source
module has not been scanned, STATEMENT
PROCESS restarts.,

When the last card of a source module

has been scanned, STATEMENT PROCESS deter-
mines whether it was an END card; if not,
it writes a message. The routine then sets
a flag to indicate that no further card
images should be read, and calls PRINT AND
READ SOURCE to write out the last statement
for the source listing (depending on wheth-
er the SOURCE option was specified or was
indicated as the default condition at sys-
tem generation time).

When no END card appears, two tests are
made: (1) If the last statement was an
Arithmetic IF statement, the Polish nota-

tion must be moved to the AFTER POLISH
roll; (2) If the last statement was of a
type which does not continue in sequence to
the next statement (e.g., GO TO, RETURN),
no code is required to terminate the object

module, and the Polish notation for an END
statement 1is constructed on the POLISH
roll. If the NEXT STA LBL FLAG is off,

indicating that the last statement was not
of this type, the Polish notation for a
STOP or RETURN statement is constructed on
the POLISH roll, depending on whether the
source module is a main program or a
subprogram.

After the Polish notation for the STOP
or RETURN has been constructed on the
POLISH 1roll, the Polish notation for the
END statement is then constructed.

Parse keeps track of all inner DO loops
that may possibly have an extended range.
Parse tags the LABEL _roll entries for those

labels within the DO loops that are poss-
ible re-entry points from an extended
range. These tags indicate the points at

which general registers 4 through 7 must be
restored. The appropriate LOOP DATA roll
groups are also tagged to indicate to the
Gen phase which of the inner DO loops may
possibly have an extended range. Gen then
produces object code to save registers 4
through 7. : )

After processing the last statement of
the source module, a pointer to the LOOP
IND VAR roll 1is released, and,
source module was a main program, the
routine REGISTER IBCOM (G0707) is called to
record IBCOM as a required subprogram. For
all = source modules, - the information
required for Allocate is then moved to the

appropriate area, and the Parse phase is
terminated.
PRINT and READ SOURCE, Chart BA

PRINT AND READ SOURCE (G0837) serves
three functions: ‘
1. It writes out the previous source
statement ‘and its error messages as
indicated by user options.

2., It reads the new source  statement to
be processed, including any comment
cards, as well as the first card of
the statement following the one to be
processed,

3. It performs an initial classification
of the statement to be processed.

The statement to be written out is found
on the SOURCE roll. ©One line at a time is
removed from this roll and placed in a
120-byte output area from which it is
written out. The new statement being read
into the SOURCE roll ‘is placed in an

80-byte input area and replaces the state-
ment being written out as space on the
SOURCE roll becomes available. Any blank

card images in the source module are elimi-
nated before they reach the SOURCE roll.
Comment cards are placed on the SOURCE roll
exactly as they appear in the source
module. The last card image placed on the
SOURCE roll is the first card of the source
statement following the one about to be
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processed; therefore, any comment . cards
that appear between two statements are
processed with the statement which precedes
them. When an END card has been read, no
further reading is performed.

The initial classification of the state-
ment that occurs during the operation of
this routine determines, . at most, two
characteristics about the statement to. be
processed: (1) If it is a statement of the
assignment type, i.e., either an arithmetic
or logical assignment statement or a state-
ment function, or (2) If it is a Logical IF
statement, whether the statement "S" (the
consequence of the Logical 1IF) is an
assignment statement. Two flags are set to
indicate the results of this classification
for later routines.

At the conclusion of this routine, all
of the previous source statements and their
errors have been removed from the SOURCE
roll and are written out., In addition, all
of the statements to be processed (up to
and including the first card of the state-
ment following it) have been placed on the
SOURCE roll.

STA INIT, Chart BB

STA INIT (G0632) initializes for the
Parse processing of a source statement. It
sets the CRRNT CHAR CNT and the LAST CHAR
CNT to 1, and places the character from
column 1 of the source card in the variable
CRRNT CHAR.

It then determines, from a count made
during input of the statement, the number
of card images in the statement; multiply-
ing this value by 80, STA INIT sets up a
variable (LAST SOURCE CHAR) to indicate the
character number of the last character in
the statement.

The routine finally releases the TEMP
NAME roll and sets several flags and
variables to constant initial values before
returning to STATEMENT PROCESS.

LBL_FIELD XLATE, Chart BC

LBL FIELD XLATE (G0635) first saves .the
address of the current WORK and EXIT roll
bottoms. It then inspects the first six
columns of the first card of a statement.
It determines whether a label appears, and
records the label if it does. If any
errors are detected in the label field -or
in column 6 of the source card, LBL FIELD
XLATE records these errors for later print-
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ing and returns to STATEMENT PROCESS
{(through SYNTAX FAIL) with the ANSWER BOX
set to false.

Pointers to all labels within DO loops
are placed on the XTEND LBL roll. Labels
that are jump targets (other than Jjumps
within the DO loop) are tagged to indicate
to Gen at which points to restore general
registers 4 through 7. : ,

If the statement being processed is the
statement following an Arithmetic IF state-
ment, LBL FIELD XLATE moves the Polish
notation for the Arithmetic IF statement to
the AFTER POLISH roll after adding a point-
er to the label of the present statement to
it.

STA XLATE, Chart BD

Under the control of STA XLATE (G063b)
the source module statement on the SOURCE
roll is processed and the Polish notation
for that statement is produced on the
POLISH 1roll, which holds Polish notation
for source statements, one statement at a
time. Errors occurring in the statément
are recorded for writing on the source
module listing.

The addresses of the bottoms of the WORK
and EXIT rolls are saved. Then, if the
statement is of the assignment type (the
first flag set by PRINT AND READ SOURCE is
on), STA XLATE ensures that a BLOCK DATA
subprogram is not being compiled and falls
through to ASSIGNMENT STA XLATE (G0637).
If a BLOCK DATA subprogram is being com-
piled, STA XLATE returns after recording an
invalid statement error message. If the
statement 1is not of the assignment type, a
branch is made to LITERAL TEST (G0640),
which determines the nature of the state-
ment from its first word(s), and branches
to the appropriate routine for processing
the statement. The names of the statement
processing routines indicate their func-
tions; for example, DO statements are
translated by DO STA XLATE, while Computed
GO TO statements are translated by CGOTO
STA XLATE.

With the exception of LOGICAL IF STA
XLATE, the statement processing routines
terminate their operation through STA XLATE
‘EXIT. LOGICAL IF STA XLATE moves the
second flag set by PRINT AND READ SOURCE
(which indicates whether the statement "S"
is an assignment statement) into the first
flag, and calls STA XLATE as a subroutine



for the translation of the statement "S."
When all of the Logical IF statement,
including "S," has been translated, LOGICAL
IF STA XLATE also terminates through STA
XLATE EXIT.

STA XLATE
whether errors

EXIT (G0723) determines
in the statement are of a

severity level which warrants discarding
the statement. If such errors exist, and
the statement is active (as opposed to a
specification statement), the Polish nota-
tion produced for the statement is removed
and replaced by an invalid statement driver
before a return is made to STATEMENT
PROCESS. Otherwise, the Polish notation is
left intact, and a return is made to
STATEMENT PROCESS.
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STA_FINAL, Chart BE

'STA FINAL (G0633) increases the state-
ment number by one for the statement just
processed. It then determines whether any
Polish notation has been produced on the
POLISH roll; if no Polish notation is
present, STA FINAL returns to STATEMENT
PROCESS.

If the
tion of a type which may not

statement produced Polish nota-
close a DO

loop, STA FINAL bypasses the check for the
close of a DO loop. Otherwise, STA FINAL
determines whether the label (if there is
one) of the statement corresponds to the
label of the terminal statement of a DO
loop. If so, the label pointer (or poin-
ters, if the statement terminates several

DO loops) is removed from the DO_LOOPS OPEN
roll, which holds pointers to DO 1loop
terminal statements until the terminal

statements are found.

When the statement is the target of a DO
loop, extended range checking is continued.
DO loops which have no transfers out of the
loop are eliminated as extended range can-

didates. In addition, the nest level count
is reduced by one and the information
concerning the array references in the

closed loop is moved from the SCRIPT roll
to the PROGRAM SCRIPT roll.

STA FINAL then places the label pointer
(if it is required) on the Polish notation
for the statement, and, at STA FINAL END,
adds the statement number to the Polish.

Except when the statement just processed
was an Arithmetic IF statement, STA FINAL
END terminates its operation by moving the
Polish notation for the statement to the
AFTER POLISH roll. In the case of the
Arithmetic IF, the Polish notation is not
moved until the label of the next statement
has been processed by LBL  FIELD XLATE.
When the Polish notation has been moved,
STA FINAL returns to STATEMENT PROCESS.

ACTIVE END_STA XLATE, Chart BF

" ACTIVE END STA XLATE (GO642) 'is invoked
by STATEMENT PROCESS when the END card has

been omitted and the last statement in the
source module has been read. If the last
statement was not a branch, the routine

determines whether a subprogram or a main
program is being terminated. If it is - a
subpraogram, the Polish notation for a
RETURN is constructed; if it is a main
program, the Polish notation for a STOP
statement 1is - constructed. If the last
statement was a branch, this routine
returns without doing anything.

PROCESS POLISH, Chart BG

PROCESS POLISH (GO844) moves a count of
the number of words in the Polish notation
for a statement, and the Polish notation
for +that statement, to the AFTER POLISH
roll.

OUTPUT FROM PHASE 1

The output from Parse 1is the Polish
notation and roll entries produced for
source module active statements, the roll
entries produced for source module specifi-
cation statements, and the source module
listing (on option SOURCE) and error mes-

sages. The following paragraphs describe
the Polish notation and the source and
error listings. See Appendix B for

descriptions of roll formats.

Polish Notation

The primary output from Phase 1 of the
compiler is the Polish notation for the
source module active statements. This
representation of the statements is pro-
duced one statement at a time on the POLISH
roll. At the end of the processing of each
statement, the Polish notation 1is trans-
ferred to the AFTER POLISH roll, where it
is held wuntil it 1is required by later
phases of the compiler.

The format of the Polish notation dif-
fers from one type of statement to another.
The following paragraphs describe the gen-
eral rules for the construction of Polish
notation for expressions. The specific
formats of the Polish notation produced for
the various FORTRAN statements are given in
Appendix C.

Polish notation is a method of writing
arithmetic expressions whereby the tradi-
tional sequence of "operand;" "operation"
"operand," is altered to a functional nota-
tion of "operation" "operand," T“operand;."
Use of this notation has the advantage of
eliminating the need for brackets of

various levels to indicate the order of
operations, since any "operand" may itself
be a sequence of the form "operation"
"operand™ “operand," to any level of
nesting.

Assuming expressions which do not
include any terms enclosed in parentheses,

the following procedure 1is used to con-
struct the Polish notation for an
expression:
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1. At the beginning of the expression, an
artificial driver is placed on the
WORK roll; this driver is the Plus and
Below Phony driver, and has a lower
forcing strength than any -arith-
metic or logical operator. (Forcing
strengths are given in Table 1.)

2. As each variable name or constant in
the expression is encountered, a
pointer to the defining group is
placed on the POLISH roll.

3.. When an operator is encountered, the
corresponding driver is constructed
and it 1is compared with the 1last

driver on the WORK roll:

a. If the current driver has a higher
forcing strength than the driver
on the bottom of the WORK roll
(the "previous" driver, for the
purposes of this discussion), the
current driver is added to the
WORK roll and the analysis of the
expression continues,

b, If the current driver has a forc-
ing strength which is lower than
or equal to the forcing strength
of the previous driver, then:

(1) If the previous driver is the
Plus and Below Phony driver,

the current driver replaces
the previous driver on the
WORK roll (this situation can

only occur when the current
driver is an EOE driver, indi-
cating the end of the expres-
sion) and the analysis of the
expression is terminated.

(2) If the previous driver is not
the Plus and Below Phony driv-
er, the  previous driver is
removed from the WORK roll and
placed on the POLISH roll, and
the comparison of the current
driver. against the previous
driver is repeated (that is,
using the same current driver,
this procedure 1is  repeated
from 3).

The - sequence of operations which occurs
when the analysis of an expression is

terminated removes the EOE driver from the
WORK roll. :
Example _1: The expression A + B produces
the Polish notation

A

B

+
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where:

A represents a pointer to the deflnlng
group for the variable A

+ represents the Add driver. This nota-
tion is produced from the top down; when it
is read from the bottom .up, the sequence
described above for Polish notation is
satisfied.

Explanation: The following operations
occur in the production of this Polish
notation:

1. The Plus and Below Phony driver is
placed on the WORK roll.

2. A 'pointer to A is placed on the POLISH
roll.

3. An Add driver is constructed and com-
pared with the Plus and Below Phony
driver on the bottom of the WORK roll;
the Add driver has a higher forcing
strength and is therefore added to the
WORK roll (according to rule 3a,
above) . .

4, A pointer to B is placed on the POLISH
roll.

5. An EOE (end of expression) driver is
constructed and compared with the BAdd
driver on the bottom of the WORK roll;
the EOE driver has a lower forcing
strength, and the Add driver is there-
fore removed from the WORK roll and
added to the POLISH roll (rule 3b2).

6. The EOE driver is compared with the
Plus and Below Phony driver on the
bottom of +the WORK roll; the EOE
driver has a lower forcing strength,
and therefore (according to rule 3bl)
replaces the Plus and Below Phony
driver on the WORK roll.

7. The analysis of the expression is
terminated and the EOE driver is
removed from the WORK roll. The
Polish notation for the expression is
on the POLISH roll.

‘B /C

Example 2: The expression A+
produces the Polish notation

A ;

B

C

/.

+
which,~read from the bottom up, is + /7 C B

A.



Explanation:. The following operations
occur in the production of this ‘Polish
notation:

1. The - Plus and - Below Phony driver is

placed on the WORK roll.

2. A p01nter to A is’ placed on the POLISH
rolls

3.v An Add driver is construcﬁed and com-
pared with the Plus and Below Phony

driver; the Add driver has the higher
forcing strength and is placed on the
WORK roll.

4. A pointer to B is placed on the POLISH
roll.

5. A Divide driver is
compared with the Add driver; the
Divide driver has the ' higher forcing
strength and 1is placed on the WORK
roll.. : . .

6. A pointer to C is placed on the POLISH
roll.

7. An EOE driver is constructed and com-
pared with +the Divide driver; since
the EOE driver has the 1lower forcing
strength, the Divide driver is moved
to the POLISH roll.

8. The EOE driver is compared with the
Add Adriver; since the EOE driver has
the lower forcing strength, the 2add
driver is moved to the POLISH roll.

9. The EOE driver is compared with the
Plus and Below Phony driver; since the
EOE -driver has the lower forcing
strength, it replaces the Plus and
Below Phony driver on the WORK roll,
and the analysis of the expression
terminates with the removal of one
group from the WORK roll.

Example 3: The expression A / B - C
produces the Polish notation

A

B

/

C
which, read from the bottom up, is - C / B
A. . :
Explanation: The ~f0116wing operations
occur in the production of this Polish
notation:

1. The Plus

and Below Phony driver is
placed on the WORK roll. .

constructed and .

2. A pointer to A is placed on the POLISH
roll.:

3. A Divide driver 1is constructed and
compared with the Plus and Below Phony
driver; the Divide driver has the
higher forcing strength and is added
to the WORK roll.

4, A pointer to B is placed on.the POLISH
: roll.

5. A Subtract driver is constructed and
compared with the Divide driver;  the
‘Subtract  driver R has-.a lower forcing
strength, therefore the Divide. driver
is moved to the POLISH roll.

6. The Subtract driver is compared w1th
the Plus and Below Phony driver; the
Subtract driver has the higher forcing
strength and is added to the WORK
roll.

7. A pointer to C is placed on the POLISH
roll.

8. An EOE driver is constructed and com-
pared with the Subtract driver; since
the EOE driver has a 1lower forcing
strength, the Subtract driver is moved
to the POLISH roll.

9. The EOE driver is compared with the
Plus and-Below Phony driver; the EOE
driver replaces the Plus and Below
Phony driver on the WORK roll and. the
analysis of the expression is ter-
minated.

Recursion is used in the translation . of
an expression when a left parenthesis is
found; therefore, the term enclosed in the
parentheses 1is handled as a separate

expression. The following three examples
illustrate the resulting Polish notation
when more complicated expressions are
transformed: '

Polish Notation
-*+DCBA
/*DC-BA
+**XC/-CX/ZX

Expression

1. A-B*(C+D)

2. (A-B)/(C*D)

3. X/Z/ (X-C) +C**X

The following should be noted with re-
spect to the exponentiation operation:

e Exponentiations on  the same level are
scanned right to 1left. Thus, the
expression A**Bx*C**D is equivalent to
the expression A*#* (B**(C**D)),

¢ Two groups are added to the POLISH roll
to indicate each exponentiation opera-
tion. The first of these is the Power
driver; the second is a pointer to the

group on -the global subprogram roll
(GLOBAL SPROG roll) which defines the
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required exponentiation routine. Thus,
the expression A ** B produces the
following Polish notation:

Pointer to A.

Pointer to B -

Power driver :
Pointer to exponentiation routine

The concept of Polish notation is
extended in the FORTRAN IV (G) compiler to
include not only the representation of
arithmetic expressions, but also the repre-
sentation of all parts of the active state-
ments of the FORTRAN language. The parti-
cular notation produced for each type of
statement is described in Appendix C. Once
an entire source statement has been pro-
duced on the POLISH roll, phase 1 copies
this roll to the AFTER POLISH roll and the
processing of the next statement begins
with the POLISH roll empty.

Source Listing

The
source module listing.
is requested by the user (by means
option SOURCE), source module cards are
listed exactly as they appear on the input
data set with error messages added on
separate lines of the 1listing. If no
source module 1listing is requested, Parse
writes only erroneous statements and their
error messages. -

secondary output from Parse is the
If a source listing
of the

The following paragraphs describe the
error recording methods used in ‘phase 1,
the format of the source listing and the
error messages generated.

ERROR RECORDING: As a rule, Parse attempts
to continue processing source statements in
which errors are found. However, certain
errors are catastrophic and cause Parse to
terminate processing at the point in the
statement where the error occurred.

compiled
call to the

Statements which cannot be
properly are replaced by a
FORTRAN error routine IHCIBERH.

three techniques of
The first of

Throughout Parse,
error recording are used.
these is used when the error is not cata-
strophic. This method records the char-
acter position in the statement at which
the error was detected (by means of IEYLCE,
IEYLCT, or IEYLCF instructions) and the
number of the error type on the ERROR roll;
after recording this information, Parse
continues to scan the statement.

The second and third techniques of error
recording are used when the error detected
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is catastrophic, at least to part of the
statement being scanned. The second tech-
nique is a Jjump to an error recording
routine, such as ALLOCATION FAIL or SUB-
SCRIPTS FAIL, which records the error and
jumps to FAIL. The third technique is the
use of one of the instructions, such as
IEYCSF or IEYQSF, which automatically jump
to SYNTAX FAIL if the required condition is

not met. SYNTAX FAIL also exits through
FAIL. : .
If the statement being processed is

active and errors have been detected in it,
FAIL removes any Polish notation which has
been produced for the statement from the
POLISH roll, replacing it with. an error
indicator. FAIL then restores WORK and
EXIT roll controls to their condition at
the 1last time they were saved and returns
accordingly.

Some translation routines modify the
action of the FAIL routine through the use
of the IEYJPE instruction so that FAIL
returns immediately to the location follow-
ing the IEYJPE instruction.. The transla-
tion routine can then resume the processing
of the statement from that point.

FORMAT OF THE SOURCE MODULE LISTING: Error
information for a source module card con-
taining errors appears on the listing lines
immediately following that card. For each
error encountered, a $ sign 1is printed
beneath the active character preceding the
one which was being inspected when the"-
error was detected. The only exception
would be in the case of a SYNTAX error. In
such a case, the $ sign wundermarks the
character being inspected when the error is
detected. The 1listing line which follows
the printed card contains only the $ sign
markers. .

The next 1line of the listing describes
the marked errors. The errors are numbered
within the card (counting from one for the
first error marked); the number is followed
by a right parenthesis, the error number,
and the type of the error. Three errors
are described on each 1line, for as many
lines as are required to 1list all the
marked errors on the source card.

The following is an illustration of the
printed output from phase 1:



DIMENSION ARY(200), BRY(200) CRY(S5,10,10)
o $
1) IE!OO“I COMMA

IF (AA + BB) 15, 20, 250000
$

1) 1IEY010I SIZE

ARY(J) = BRY
$ $ :
1) IEY002I LABEL 2) IEY012I SUBSCRIPT
GTO 30

$
1) IEY013I SYNTAX

ERROR TYPES: The types of errors detected
and reported by Parse are described in the
following paragraphs. For each error type,
the entire message which agppears on the
source output is given; the condition code
and a description of the causes of this
error follows the message.

IEY001I ILLEGAL TYPE: This message is
associated with the source module statement
when the type of a variable is not correct
for its usage. Examples of situations in
which this message would be given are: (1)
The variable in an Assigned GO TO statement
is not an integer variakle; (2) In an
assignment statement, the variable on the
left of the equal sign is of  1logical type
and the expression on the right side is
not. The condition code is 8. ‘

IEY002I LABEL: This message appears with a
statement which should be 1labeled and is
not. Examples of such statements are: (1)
A FORMAT statement; (2) The statement fol-
lowing a GO TO statement. The condition
code for the error is 0.

IEY003I NAME LENGTH: The name of a vari-
able, COMMON block, NAMELIST, or subprogram
exceeds six characters in length. If two
variable names appear in an expression
without a separating operation symbol, this
message is produced. The condition code is
4,

IEYOO4I COMMA: A comma 1is supposed to
appear in a statement and it does not. The
condition code is 0.

IEY005I ILLEGAL LABEL: The
label is invalid for example, if an attempt
is made to branch to the label of a FORMAT
statement, ILLEGAL LABEL is produced. The
condition code is 8.

usage of a

JEY006I DUPLICATE LABEL: A label appearing
in the 1label field of a statement is
already defined (has appeared in the label
field of a previous statement). The condi-
tion code is 8.

IEY010I SIZE:

IEY007I ID CONFLICT: The name of a vari-
able or subprogram is used improperly, in
the sense that a previous  .statement or  a
previous portion of the present statement
has established a type for the namne, - and
the present usage is in conflict with that
type. Examples of such situations are:
(1)  The name listed in a CALL statement is
the name of a variable, not a subprogram;
(2) A single name appears more than once in
the durmmy list of a statement function; (3)
A name listed in an EXTERNAL statement has

already been defined in another context.
The condition code is 8.

IEY008I ALLOCATION: Storage assignments
specified by a source module statement -

cannot be performed due to an inconsistency
between the present usage of a variable
name and some prior usage of that name, or
due to an improper usage of a name when it

first occurs in the source module.
Examples of the situations causing the
error are: (1) A name listed in a COMMON
block has been 1listed in anothexr COMMON
block; 2) A variable listed in an EQUIVA-
LENCE statement 1is followed by more than

seven subscripts. The condition code is 8.
The statements of a source
module are wused in an improper sequence.
This message 1is produced, for example,
when: (1) An IMPLICIT statement appears as
anything other than the first or second
statement of the source module; (2) An
ENTRY statement appears within a DO loop.
The condition code is 8.

IEY00SI ORDER:

A number used in the source
module does not conform to the legal values
for its wuse., Examples are: (1) The size
specification in an Explicit specification

statement is not one of the acceptable
values; (2) A label which 1is wused 1in a
statement exceeds the legal size. for a

statement label; (3) An integer constant is
too large., The condition code is 8.

IEY011I UNDIMENSIONED: A variable name
indicates an array (i.e., subscripts follow
the name), and the variable has not been

dimensioned. The condition code is 8.

IEY012I__SUBSCRIPT: The number of sub-
scripts used in an array reference is
either too large or too small for the

array. The condition code is 8.

The statement or part of a
refers does not
If a state-

IEY013I SYNTAX:
statement to which it
conform to FORTRAN IV syntax.

ment cannot be identified, this error mes-
sage is used. Oother cases 1in which it
appears = are: (1) A non-digit appears in

the 1label field; ' (2) Fewer than three

labels follow the expression in an Arith-
metic IF statement. The condition code 1is
8.
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IEY014I CONVERT: In a DATA statement or in
an Explicit specification statement con-
taining data values, the mode of the con-
stant 1is different from the mode of the
variable with which it is associated. The
compiler converts the constant to the
correct mode. Therefore, this message is
simply a notification to the programmer
that the conversion 1is performed. The
condition code is 0.

CARD: The source module
statement. The

IEY015I NO_END
does not contain an END
condition code is O.

ILLEGAL__STA.: The statement to
which it is attached 1is invalid in the
context: in which it has been used.
Examples of situations in which this mes-
sage appears are: (1) The statement S in a
Logical IF statement (the result of the
true condition) is a specification state-
ment, a DO statement, etc.; 2) An ENTRY
statement appears in the source module and
the source module is not a subprogram. The
condition code is 8.

IEYO01l61

IEY017I ILLEGAL STA. WRN : A RETURN I
statement appears in any source module
other than a SUBROUTINE subprogram. The

condition code is O.

IEY018I NUMBER ARG: A reference to a
Iibrary subprogram appears with the in-
correct number of arguments specified.

The condition code is 4.

IEY027I CONTINUATION CARDS DELETED: More
than 19 continuation lines were read for 1
statement. All subsequent lines are
skipped until the beginning of the next
statement 1is encountered. The condition
code is 8. '

IEY033I COMMENTS DELETED: More than 30
comment lines were read between the initial
lines of 2 consecutive statements. The
31st comment line and all subsequent com-
ment 1lines are skipped until the beginning
of the next statement is encountered.
(There 1is no restriction cn the number of
comment lines preceding the first state-
ment.) The condition code is 0.

IEY036I ILLEGAL LABEL WRN: The label on
this nonexecutable statement has no valid
use beyond visual identification, and may
produce errcrs in the object module if the

same label is the target of a branch-type
statement. (Only branches to executable
statements are valid.) This message is

produced, for example, when an END state-
ment is labeled. The message is issued as
a warning only. The condition code is 4.

uy

IEY037I PREVIOUSLY DIMENSIONED__WRN, : The
array flagged has been previously dimen-
sioned. The dimensions that were given
first are used. Examples of this error are
(1) a DIMENSION statement defining an array
with a subsequent COMMON statement defining
the same array with new dimensions, or (2)
array dimersions specified in a Type state-
ment and also. in a subsequent DIMENSION

and/or COMMON statement. The condition
code is 4.
IEY038I SIZE WRN.: A variable has Adata

initializing values that exceed the size of
the scalar, the array, or the array ele-
ment. Examples of this error are (1) the
specification REAL A/'ABCDE'/ where A has
not been previously dimensioned (i.e., A is
a scalar), or (2) the specification

DATA A(1)/7H ARBRCDEFG/ where A has been
previously dimensicned. The condition code
is 4.

PHASE 2 OF THE COMPILER: ALLOCATE (IEYALL)

Phase 2 of the
assignment of storage for the
defined in the source module.

compiler performs the
variables
The results

‘of the allocation operations are entered on

tables which are left in storage for the
next phase. In addition, Allocate writes
(on option) the object module ESD cards,
the TXT cards for NAMELIST tables, literal
constants, and FORMAT statements, and pro-
duces error messages and storage maps
(optionally) on the SYSPRINT data set.

The following paragraphs describe the
operations of Allocate in two parts. The
first part, "Flow of Phase 2," describes
the overall logic of the phase by means of
narrative and flowcharts.,

The second part, "Output frcm Phase 2,"
describes the error messages and memory
maps which are produced on the source
module 1listing during the operation of the
phase, as well as the ESD and TXT cards
produced. It also describes the types of
error detection performed during Allocate.

Rolls manipulated by Allocate are listed
in Table U4, and are briefly described in
context. Detailed descriptions of roll
structures are given in Appendix B.



Table

~ - -

|RO11 |
|No. Roll Name | N
| 1 Source |
| 5 Literal Const |
| 7 Global Sprog |
| 14 Temp |
] 15 Do Loops Open |
| 18 1Init |
| 19 Equiv Temp |
|} 20 Equiv Hold |
| 21 Base Table ]
| 22 Array |
| 23 Dmy Dimension |
] 24 Entry Names |
| 25 Global Dmy |
| 26 Error Lbl ]
| 27 Local Dmy |
] 28 Local Sprog |
| 29 Explicit |
| 30 Error Symbol |
| 31 Namelist Names |
| 32 Namelist Items |
| 34 Branch Table ]
| 37 Egquivalence |
| 37 Byte Scalar |
| 38 Used Lib |
] Function |
| 39 cCommon Data |
L 4

4. Rolls Used by Allocate

Roll Name

Halfword
Scalar
Comnmon Name
Implicit
Fquivalence
Offset
Lbl
Scalar
Data Var
Common Data
Temp
Namelist
Allocation
Ccommon Area
Common Name
Temp
Equiv
Allocation
common
Allocation
Format
Subchk
General
Allocation
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FLOW OF PHASE 2, CHART 05

START ALLOCATION (G0359) controls the
operation of the Allocate phase. The pri-
.mary function of this routine is to call
the subordinate routines which actually
perform the operations of the phase.

of Allccate 1is divided
into three parts: the first part performs
initialization; the second part (called
pass 1) makes an estimate of the number of
base table entries required to accommodate
the data in the object module; the third
part actually assigns storage locations for
the object module components, leaving indi-
cations of the assignment in main storage
for use by subsequent phases.

The operation

The first part of Allocate's . operation
is performed by calling the routines ALPHA
IBL AND L SPROG, PREP EQUIV AND PRINT
ERRORS,- BLOCK DATA PROG ALLOCATION, PREP
DMY DIM AND PRINT ERRORS, PRCCESS DO LOOPS,
PROCESS LBL AND LOCAL SPROGS, BUILD PROGRAM
"ESD, ENTRY NAME ALLOCATION, COMMON
ALLOCATION AND OUTPUT, and EQUIV ALLOCATION
PRINT ERRORS, : :

After return from EQUIYV ALLOCATION PRINT
ERRORS, START ALLOCATION initializes for
and begins pass 1. The 'variable PROGRAM
BRERK, which is used to maintain the rela-
tive address being assigned to an object
module component, 1is restored after being
destroyed during the allocation of = COMMCN
and  EQUIVALENCE. 2 The groups in the BASE
TABLE_roll (which becomes the ‘object module
base table) are counted, and the value ten
is added to this count to’ provide an
estimate of the size of the -object - module
tase takle. = The BASE TABLE roll is then
reserved so that groups added to the roll
can be ‘separated from those used in the
count. The value one is ‘assigned to the
variable AREA CODE, indicating that storage
to be assigned is all relative to the
teginning of the object module and ' carries
its ESD number.

When these operations are complete,
START ALLOCATION <calls EASE AND BRANCH
TABLE ALLOC, and upon return from this
routine again increases the variable

PROGRAM BREAK by the amount  of storage
allocated to EQUIVALENCE. START ALLOCATION
continues its operation by calling  BUILD
ADDITIONAL PBASES, PREP NAMELIST, SCALAR
ALLOCATE, ARRAY ALLOCATE, PASS 1 GLOBAL

SPROG ALLOCATE, SPROG ARG ALLOCATION,
LITERAL CONST ALLOCATION and  FORMAT
ALLOCATICN. .

After  the  operation of  FORMAT

ALLOCATICN, the last part of Allocate is
begun. - 'The variable PROGRAM BREAK is re-
initialized to the value it was assigned

‘provide for data values which

prior to pass 1. The BASE TABLE roll
groups are counted to determine the total
size of the roll after groups have been
added by pass 1; again, five extra groups
(or ten words) are added to the count to
will appear
in the object module, but which are not yet
‘defined. The PASS 1 FLAG is then turned
off, and START ALLOCATION calls DERUG
ALLOCATE, ALPHA SCRLAR ARRAY AND SPROG,
BASE AND BRANCH TABLE ALLOC, GLOBAL SPROG
ALLOCATE, SPROG ARG ALLOCATION, EQUIV MAP,
SCALAR ALLOCATE, ARRAY ALLOCATE, BUILD
NAMELIST TABLE, LITERAL CONST ALLOCATION,
and FORMAT ALLOCATION. ‘

At RELEASE ROLLS, START ALLOCATIOR con-
cludes its operation by releasing rolls,
increasing the PROGRAM BREAK to ensure that
the next base begins on a doubleword boun-
dary, and calling CALCULATE BASE AND DISP
and BUILD ADDITIONAL BASES in order to
guarantee that at least three bases are
allotted for the TEMP__AND_ _CONST_ _roll.
After this calculation, Allocate prepares
for and relinquishes control to Unify.

ALPHA LBL AND L SPROGS, Chart CA

This routine (G(0543) is the first rou-
tine called by START ALLOCATION., It moves
the binary labels from the LBL roll and the
statement function names ' from - the LOCAL
SPROG roll to the DATA VAR roll. The order
of the labels and statement function nares

on their respective rolls is maintained,
and  the 1location on the DATAR VAR roll at
which each begins is recorded. The names
are moved because Allocate destroys them in
storing allocation information, and Exit
needs them for writing the object module
listing.

ALPHA SCALAR_ARRAY AND SPROG, Chart CA

This routine moves the names of scalars,
arrays, and called subprograms to the DATA
VAR roll from the rolls on which they are
placed by Parse. ~The order of names is
preserved and the beginning location  for
each type of name on the DATA VAR roll is
saved.

PREP_EQUIV AND PRINT ERRORS, Chart CB

Subscript information on the EQUIVALENCE
OFFSET roll (which indicates the subscripts
used in EQUIVALENCE statements in the
source module) is used by this routine
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(G0362) to  calculate the relative ad-
dresses of array elements referred to in
statements. (Pointers to the EQUIVALENCE

CFFSET roll are found on the EQUIVALENCE
roll for all subscripted references 1in
EQUIVALENCE statements.) The addresses
computed are relative to the beginning of
the array. When an array reference in a
source module EQUIVALENCE sfatement is out-
side the array, designates an excessive
number of dimensions, or specifies too few
dimensions, an error message is printed by
this routine.

BLOCK DATA PROG ALLOCATION, Chart CC

This routine {G0361) controls the allo-
cation
DIMENSION, EQUIVALENCE,

in a BLOCK DATA subprogram.

and Type statements
Since all data

specified in EQUIVALENCE must be allocated
under COMMON, this routine registers an
error upon encountering on the EQUIVALENCE

roll. The routine terminates with a jump

to RELEASE RCLLS (G0360), which, in turn,
terminates the Allocate phase.
PREP DMY DIM AND PRINT ERRCRS, Chart CD

This routine (G0365) ccnstructs the DMY
DIMENSION roll, placing a rointer to the
ENTRY NAMES roll group defining the ENTRY
with which a dummy array is connected, and
a pointer to the array for each dummy array

containing a dummy dimension.

Before the 1roll is constructed, this
routine ' ensures that each array having
dumry dimensions is itself a dummy, and
that each dummy dimension listed for the
array 1is either in COMMON or is a global
dummy variable in the same call. If any of
these conditions are not satisfied, error

nmessages are written.

PROCESS DO_LOOPS, Chart CE

This routine (G0371) inspects the DO
LOOPS OPEN roll for the purpose of deter-
mining whether DO 1loops opened by the
source module have been left unclosed; that
is, whether the terminal statement of a DO
loop has been omitted from the source
module, The DO LOOPS CPEN roll holds
pointers to labels of target statements for
DO 1loops until the loops are closed. If
any information is present on this roll,
loops have been left unclosed.
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information on the DO
records the

Oon encountering
LOOPS OPEN roll, this routine
undefined 1labels for 1listing as DO loop
errors, and (on option) 1lists them. It
also sets the high order bit of the TAG
the undefined label to zero; this indicates
to Gen that the loop is not closed.

PROCESS_IBL AND LOCAL SPROGS, Chart CF

This routine (G0372) constructs the
BRANCH TABLE roll, which is to become the

of data specified in DATA, COMMON,

object module branch table. The routine
first processes the LBL roll. For each
branch target label found on that roll, a
new BRANCH TABLE roll group is constructed,

and the label on the LBL roll is replaced
with a pointer to the group constructed.
Undefined 1labels are also detected and

printed during this process.

When this operation 1is complete, the
LOCAL__SPROG_roll (which lists the names of
all statement functions) is inspected, and
for each statement function, a group is
added to the BRANCH TABLE roll, and part of
the statement function name is placed with
a pointer to the constructed group.

BUILD PROGRAM ESD, Chart CG

This routine (GO0374)  constructs and
punches the ESD cards for the object module

itself (the program name) and for each
ENTRY to the object module. It also
assigns main storage locations to the

object module heading by increasing the
PROGRAM BREAK by the amount of storage
required.

ENTRY NAME ALLOCATION, Chart CH

This routine (G0376) does nothing if the
source module is other than a FUNCTION
subprogram. If, however, the source module
is a FUNCTION, this routine places the
names of all ENTRYs to the source module on
the EQUIVALENCE roll as a single
EQUIVALENCE set; it also ensures that the
ENTRY name has been used as a scalar in the

routine. If the variable has not been
used, an appropriate error message is
printed and the scalar variable is defined

by this routine.



COMMON ALLOCATION AND OUTPUT, Chart CI

This routine (G0377) allocates all COM-
MON storage, one block at a time, generat-
ing the COMMON ALLOCATION roll (which holds
the name, base pointer, and displacement
for all COMMON variables) in the process.
Groups are added to the BASE TABLE roll as
they are required to provide for references
to variables in COMMON. The ESD cards for
COMMON are constructed and written out.
All errors in COMMON allocation are written
on the source listing and the map of COMMON
storage is also written (on option).

EQUIV_ALLOCATION PRINT ERRORS, Chart CK

This routine (G0381) allocates storage
for EQUIVALENCE variables, creating the
EQUIVALENCE ALLOCATION roll in the process.
For each variable appearing in an EQUIVA-
LENCE set, except for EQUIVALENCE variables
which refer to COMMON (which have been
removed from the EQUIVALENCE roll during
the allocation of COMMON storage), the name
of the variable and its address are
recorded.

The information pertaining to EQUIVA-
LENCE sets is stored on the EQUIV ALLOCA-
TION roll in order of ascending addresses.
Required bases are added to the BASE TABLE
roll, and all remaining EQUIVALENCE errors
are printed.

BASE AND BRANCH TABLE ALLOC, Chart CL

This routine (GOou37) assigns main
storage for the object module save area,
base table, and branch table. The required
base table entries are added as needed,
PROGRAM BREAK 1is increased, and the base
pointer and displacement for each of these
areas is recorded in a save area for use by
Gen. During pass 1 of Allocate, this
assignment of storage 1is tentative and
depends on the estimate of the size of the
base table. The second time this routine
is operated, the actual number of base
table entries required in the object module
has been determined by pass 1 and the space
allocation is final.

SCALAR ALLOCATE, Chart CM

Fach group on the SCALAR roll is
inspected by this routine (G0397), which
defines all nonsubscripted variables. It

allocates storage for the variables listed
on the roll, except for those which are in
COMMON or members of EQUIVALENCE sets. The
first +time SCALAR ALLOCATE operates, it
determines the number of base table entries
required to accommodate references to the
object module scalar variables. The infor-
mation on the SCALAR roll is not altered,
nor is any other roll built or modified by
the routine.

At the second operation of the routine,
the SCALAR roll is modified, and the actual
storage locations (represented by the base
pointer and displacement) to be occupied by
the scalar variable are either computed and
stored on the SCALAR roll or copied from
the COMMON or EQUIV ALLOCATION roll to the
SCALAR roll.

All "call by name" dummy variables are
placed on the FULL WORD SCALAR roll; as
each remaining scalar 1is inspected, its
mode is determined. If it is of size 8 or
16 (double-precision real or single- or
double-precision complex), storage is allo-
cated immediately. If the variable does
not require doubleword alignment, it is
moved to one of three rolls depending on
its size: FULL WORD SCALAR, HALF WORD
SC€ALAR, or BYTE SCALAR.

When all groups on the SCALAR roll have

been processed in this manner, the
variables on the FULL WORD SCALAR roll,
then the HALF WORD SCALAR roll, then the

BYTE SCALAR roll are assigned storage. The

map of scalars is produced (on option) by
this routine.

ARRAY ALLOCATE, Chart CN

This routine (GO401), like SCALAR ALLOC-
ATE, 1is called twice by START ALLOCATE.
The first time it is called, it determines
the number of base table entries required
for references to the object module arrays.
The second time the routine is operated, it
actually assigns storage for the arrays,
and records the appropriate base pointer
and displacement on the ARRAY roll.

As each array name is found on the ARRAY
roll, it is compared with those on the
COMMON, EQUIV, and GLOBAL DMY rolls. For
COMMON and EQUIVALENCEd arrays, the alloca-
tion information is copied from the appro-
priate roll. Since all dummy arrays are
Ycall by name" dummies, dummy array groups
are always replaced with pointers to the
GLOBAL DMY roll. For each array to be
assigned storage, new base table entries
are constructed as required. In no case is
more than one base used for a single array.
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Since arrays are allocated in the order
of their.  appearance, some unused storage
space may appear between consecutive arrays
due to. the required:alignment. The array
map - 1is produced . (on. option) by . this
routine. . - : )

PASS 1 GLOBAL SPROG ALLOCATE, Chart CO

This routine (GO402) counts the groups
on the GLOBAL SPROG and USED LIB FUNCTION
rolls (which hold, respectively, the non-
library: and . .library subprogram names
referred to in the source module) to deter-
mine the number. of. base table entries
required for references to the subprogram
addresses region of the object module. The
required BASE TABLE roll groups are added.

SPROG_ARG ALLOCATION, Chart CP

This routine (GO442) adds the number of
arguments to subprograms (and thus, the
number of words in the argument list area
of the object module) to the PROGRAM BREAK,
thus allocating storage for this portion of
the object module. BASE TABLE roll groups
are added as required. .

PREP NAMELIST, Chart CQ

This routine (GO443) determines the
amount of main storage space required for
each object module NAMELIST table. The
NAMELIST ALLOCATION roll is produced during
this routine's operation; it contains, for
each NAMELIST data item, the name of the
item and a pointer to the SCALAR or ARRAY
roll group defining it. If any data name
mentioned in a NAMELIST is not the name of
a scalar or array, the appropriate error
message is printed by this routine.

The NAMELIST NAMES roll is left holding
the NAMELIST name and the absolute location
of the beginning of the corresponding
object module NAMELIST table. Required
BASE TABLE roll groups are added by this
routine.

LITERAL CONST ALLOCATION, Chart CR

This routine (GOu4U44) is called twice by
START ALLOCATION. Its first operation de-
termines the number of BASE TABLE roll
groups which should be added to cover the

48

literal constants in the
The -° second operation of the routine
actually assigns storage for  all 1literal
constants (except those appearing in source
module DATA and PAUSE statements) and
writes (on option) the TXT cards for them.

object module.

FORMAT ALLOCATION, Chart CS

This routine (GO445) is called twice by
START ALLOCATION. The first time it. is
called 1is during the operation of pass 1.
In pass 1, the PROGRAM BREAK 1is increased
by the number of bytes occupied by each
FORMAT.

The second time that FORMAT ALLOCATION
is called, each FORMAT is written out and
the FORMAT roll is rebuilt. The base and
displacement information and a pointer to
the label of the FORMAT statement are the
contents  of the rebuilt FORMAT group. The
map of the FORMAT statements used in the
object module 1is also written out. - (on
option) by this routine. :

EQUIV _MAP, cChart CT

This routine (GO441) adjusts the values
on the EQUIVALENCE ALLOCATION roll to the
corrected (for the correct allocation of
the base table, since this routine operates
after the completion of pass 1) base point-
er and displacement, and constructs the
BASE TABLE roll groups required. The map
of EQUIVALENCE variables 1is produced (on
option) by this routine.

GLOBAL SPROG ALLOCATE, Chart CU

This routine (GO403) goes through the
GLOBAL SPROG and USED LIB FUNCTION rolls,
inserting the base pointer and displacement
for each of the subprograms 1listed there;
this 1is the allocation of storage for the
subprogram addresses region of the object
module. The ESD cards for the subprograms
are written, the required BASE TABLE roll
groups are added, and a list of the subpro-
grams called is produced (on option).

BUILD NAMELIST TABLE, Chart CV

This routine (GO0405) operates after pass
1 of Allocate. It uses the NAMELIST NAMES
roll in determining the base and displace-



each NAMELIST reference in the
The BASE TABLE roll "groups
are added as required. The PRCGRAM BREAK
is increascd as indicated, and the TXT
cards are written out according to the base
and displacement calculations for each
entry on the NAMELIST ALLOCATION roll. A
map of the NAMELIST tables is produced (on
option) by this routine.

mwent for
source module.

BUILD ADDITIONAL_BASES, Chart CW

This routine (G0438) is called whenever
it may be necessary to construct a new BASE
TABLE roll group. It determines whether a
new base is required and, if so, constructs
it. '

DEBUG ALLOCATE, Chart_ CX

(GO5u45) processes the
inforration on the INIT and SUBCHEK rolls,
marking the groups on the SCALAR, ARRAY,
and GLOBAL DMY rolls which define the
variables listed. When all the information
on the SUBCHK roll has been processed, the
routine returns.

This routine

OUTPUT FROM PHASE 2

The following paragraphs describe the
output from Allocate: error messages,
maps, and cards. Allocate alsc produces
roll entries describing the assignment of
main storage. See Appendix B for descrip-

tions of the roll formats.

Frror Messages Produced by Allocate

listing, with error
indications and error messages for the
errors detected during initial processing
of the source statements, is produced by
phase 1 of the compiler. Certain program
errors can occur, however, which cannot be
detected until storage allocation takes
place. These errors are detected and
~reported (if a listing has been requested),
at the end of the listing by ALLOCATE; the
error messages are described in the follow-
ing paragraphs.

The source module

FUNCTION ERROR: When the program being
compiled is a FUNCTION subprogram, a check
is made to determine whether a scalar with
the same name as the FUNCTION and each

ENTRY is defined. If no such scalars are
listed on the SCALAR roll, the wessage -

IEY01l9I FUNCTION ENTRIES,UNUEFINED

source module 1listing.
followed by a list of the
The condition ccde is 4.

is written on the
The message 1is
undefined names.

two types can
definitions of EQUIVALENCE
sets which refer to the COMMON area. The
first type of error exists because of a
contradiction in the allocation specified,
e.g., the EQUIVALENCE sets (A,B(6),C(2))
and (B(8),C(1)). The second error type is
due to an attempt to extend the beginning
of the COMMON area, as in COMMON A,B,C and
ECUIVALENCE (A,F(10)). )

COMMON _ERRORS: Errors of

exist in the

An additional error in the assignment of
COMMON storage occurs if the source program
attempts to allocate a variable to a loca-
tion which does not fall on the appropriate
boundary. Since each COMMON block is
assumed to begin on a douvple-precision
boundary, this error can be produced in
either (or both) the COMMON statement and
an EQUIVALENCE statement which refers to
COMMON,

When each block of COMMON
been allocated, the message

storage has

IEY020I CCMMON BLOCK / / ERRORS

is printed if any error has been detected

(the block name is provided). The message
is followed by a 1list of the variables
which could not be allocated due to the

errors. The condition code is 4.

Unclosed DO _Loops

If DO loops are initiated in the source
module, but their terminal statements do
not exist, Allocate finds pointers to the
labels of the nonexistent terminal state-
ments on the DO .LOOPS OPEN roll. If
pointers are found on the roll, the message

IEY021I UNCLOSED DC LOOPS

is printed, followed by a 1list of the
labels which appeared in DO statements and
were not defined in the source module. The
condition code is 8. )
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UNDEFINED LABELS: If any lakels are used
in the source module but are not defined,
they constitute 1label errors. Allocate
checks for this situation. At the conclu-
sion of this check, the message

IEY022Y UNDEFINED LABELS

If there are undefined 1labels
they are listed
message. The

is printed.
used in the source module,
on the lines following the
condition code is 8.

EQUIVALENCE ERRORS: Allocation errors due

to the arrangement of EQUIVALENCE state-
ments which do not refer to COMMCN
variables may have two causes., The first

of these is the conflict between two EQUIV-
ALENCE sets; for example, (A,B(6),C(3)) and
(B(8),C(1)).

The second is due to incompatible boun-
dary alignment in the EQUIVALENCE set. The
first variable in each EQUIVALENCE set is
assigned to its appropriate koundary, and a
record is kept of the size of the variable.
Then, as each variakle in the set is
grocessed, if any variable of a greater
size requires alignment, the entire set is
moved accordingly. If any variable is
encountered of the size which caused the
last alignment, or of lower size, and that
variable is not on the agrropriate boun-
dary, this error has occurred.

If EQUIVALENCE errors of either of these
types occur, the message

IEY023I EQUIVALENCE ALLOCATION ERRORS

is printed. The message is followed by a
list of the variables which could not be
allocated according to source module speci-
fications. The condition code is 4.

Another class of EQUIVALENCE error is
the specification, in an ECUIVALENCE set,
of an array element which is outside the
arraye. These errors are summarized under
the heading

IEY024I EQUIVALENCE DEFINITICN ERRORS
condi-

on the source module listing. The
tion code is 4. .

DUMMY DIMENSION ERRORS: If variables spe-
cified as quwmy array dimemnsions are not in
COMMON and are not global dummy variables,
they constitute errors. These are summa-
rized under the heading ‘ :

IEY025I DUMMY DIMENSION ERRCRS

on the source module listing. The
tion code is 4.
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BLOCK DATA ERRORS: If variables specified

COMMON MAP:

condi-

within the BLOCK DATA subprogram have not
also been  defined as COMMON, they consti-
tute errors. The message

IEY0261I BLOCK DATA PROGRAM ERRORS
is produced on the
followed by a

variables in error.
u.

source module listing
summarization of the
The condition code 1is

Storage Maps_Produced_by Allocate

Allocate produces the storage maps de-
scribed below during its operations; these
maps are printed only if the MAP option is
specified by the programrmer.

The map of each COMMON block
is produced by Allocate. The map is headed
by two title lines; the first of these is

COMMON / name / MAP SIZE n
and the second is the pair of words
SYMBOL LOCATION

printed five times across the line. The
title lines are followed by a list of the
variables assigned to the COMMON block and
their relative addresses, five variables
per 1line, in order of ascending relative
addresses. The name contained within the
slashes 1is the name of the COMMON block.
The amcunt of core occupied by the block
(n) is given in hexadecimal and represents
the number of bytes occupied.

Subprogram List

Allocate prints a list of the subpro-
grams called by the source module being
compiled. This list is printed only if the
MAP option is specified by the programmer.
The subprogram list is headed by the line

SUBPROGRAMS CALLED

and contains the names of the subroutines
and functions referred to in the source
module.
SCALAR__MAP: The scalar map is produced by
Allocate and consists of -two title lines,
the first of which reads

SCALAR MAP

and the second of which is identical to the
second title line of the COMMON maps. The



title is followed by
COMMON scalar variables, five variables per
line, and their relative addresses, in
cxder of ascending relative addresses.

a list of the non-

ARRAY MAP: The first title line of the

array map reads
ARRAY MAP

In all other respects, the
identical to the scalar mag.

array map is

EQUIVALENCE__MAP: The first title line of
the map of ECUIVALENCE sets reads

EQUIVALENCE LCATA MAP

The second line for both maps is standard.
The variables listed in the EQUIVALENCE map
are those not defined as COMMON.

NAMELIST MAP: This map shows the locations
of the NAMELIST tables. The first title

line reads

NAMELIST MAP

and the second 1line 1is standard. The
symbol- listed is +the NAMELIST name asso-
ciated with each of the tables.

FORMAT MAP: This map gives the labels and
locations of FORMAT statemrents. The first
title line is

FORMAT STATEMENT MAP

and the second title is the same as @ the

others described. The symkol listed is the
label of the FORMAT statement.

Cards Produced by Allocate

both ESD and TXT
DECK option or a
specified by the

Allocate produces
cards, provided that a
LOAD option has been

programmer. All ESD cards required by the
object module are produced during this
phase. These include cards for the CSECT

in which the object module is contained for
each COMMON block and for each subprogram
referred to by the object module.

The ESD cards that are produced by
Allocate . are . given in the following order
according to type:

ESD, type 0 - contains the name of the
program and indicates the begin-
ning of the object module.

ESD, type 1 - contains the entry point to a
SUBROUTINE or FUNCTION subpro-
gram, or the name specified in
the NAME option, or the name
MAIN. - The name designated on the
card 1indicates where control is
given to begin execution of the
module.

ESD, type 2 - contains the names of subpro-
grams referred to in the source
module by CALL statements,
EXTERNAL statements, explicit
function references, and implicit
function references.

ESD, type 5 - contains information about

each COMMON block.

The TXT cards produced during this phase
£fill the following areas of the object
module:

o The NAMELIST tables
e The literal constants

¢ The FORMAT statements

The other TXT cards required for the
object module are produced by later phases
of the compiler.

PHASE_3 OF _THE_COMPILER: _UNIFY (IEYUNF)

The third phase - of the compiler opti-
mizes the subscripting operations performred
by the object module by deciding, on the
basis of frequency of use, which subscript
expressions within DO loops are to appear
in general registers, and which are to ' be
maintained in storage.

The following paragraphs, “"Flow of Phase
3," describe the operation of Unify by
means of narrative and flowcharts.

The rolls manipulated by Unify are
listed in Table 5 and are mentioned in the
following discussion of the phase; these
rolls are briefly described in context.
See Appendix B for a complete. description
of any roll used in the phase.
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Table 5. Rolls Used by Unify

r T -
| Roll Number | Roll Name |
| 2 | Nonstd Script |
| 3 | Nest Script i
| 4 | loop Script 1
| 13 | Std Script |
| 14 | Temp ]
| 20 | Reg ]
| 21 | Base Table |
i 22 | Array ]
| 52 | Loop Control |
| 54 | Script |
| 55 | loop Data |
] 56 | Program Script |
] 57 | Array Ref |
] 58 | Adr Const |
R — ;R —

FLOW OF PHASE 3, CHART 07

START UNIFY (G0111) controls the opera-
tion of this phase of the compiler, It
initializes for the phase by setting the
proper number of groups on the ARRAY REF
roll to zero (this function is performed by
the routine ARRAY REF ROLL ALLOTMENT) and
moving the information transmitted on the
PROGRAM SCRIPT roll to the SCRIPT roll.
When the initialization is complete, the
reserve blocks on the SCRIPT roll are in
order from the outermost lcop of the 1last
source Tmodule DO nest (at the top of the
roll) to the innermost loop of the first
source module DO nest (at the bottom of the
roll).

After initialization, START UNIFY begins
the optiwmizing process Ly inspecting the
last group of a reserve block on the SCRIPT
roll; a value of zero in this group indi-
cates the end of the SCRIPT roll informa-
tion. When the value is nonzero, DO NEST
UNIFY 1is called to process the information
for an entire nest of LO lcops. On return
from this routine, the nest has been pro-
cessed; the count of temporary storage
locations required is updated, and START
UNIFY repeats its operations for the next
nest of loops.

) When all 1loops have been processed,
START UNIFY makes a complete pass on the
ARRAY REF roll, setting up the instruction
format fcr the array references from point-
ers which have been 1left on the roll
(CONVERT TO INST FORMAT actually sets up
the instruction fields). When all groups
on the ARRAY REF roll have been processed,
a jump is made to CONVERT TO ADR CONST.
This routine sets up groups as required on
the ADR_CONST roll from data on the LOOP
CONTROL roll. When the LOOP_CONTROL roll
has been processed, this routine terminates
the Unify phase by calling Gen.
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ARRAY REF_ROLL ALLOTMENT, Chart DA

(G0145) constructs the

The groups on this roll
are initialized with values of Zero.
Pointers to the roll have been placed on
the SCRIPT roll and in the Polish notation
by Parse, but information has not actually
been put on the roll before this routine is
called. The number of groups required has
been transmitted from Parse.

This routine
ARRAY REF roll.

CONVERT TO_ADR_CONST, Chart DE

This routine (G0113) constructs the ADR
CONST roll from the base address informa-
tion on the LOOP CONTROL roll.

When the third word of the LOOP CONTROL
roll group contains an area code and dis-
placement, CUnify requires a base address
which it does not find in the base table.
Since no values can be added to the base
table by Unify, the required value must be
placed in the temporary storage and con-
stant area of the object module. The ADR
CONST roll holds the information required
for Exit to place the value in a temporary
storage and constant location and to pro-
duce the RLD card required to get the
proper modification of the value in that
location at load time. This routine builds
that information on the ADR CONST roll by
allocating the temporary storage and con-
stant locations for the area codes and
displacement values it finds on the LCOP
CONTROL roll. See Appendix B for further
explanation of the rolls involved.

CONVERT TOQ INST_FORMAT, Chart DC

This routine (G0112) sets up the first
word (zero rung) of each ARRAY REF roll
group by testing the contents of the later
words (the register rungs) of the same
roll. The result is the skeleton of the
instruction *o be wused for an  array
reference. When the second and third words
of the group point to a general register,
they are shifted into the appropriate posi-
tion and inserted into the zero rung. (See
Appendix B for the configuration of the
ARRAY RFEF 1roll group.) At each entry to
this routine, one word is processed and
that word 1is cleared to zero before the
routine exits.



DO_NEST UNIFY, Chart DD

This routine (G0115) first initializes
for the processing of one nest of DO loops.
For each DO loop, a reserve block exists on
the SCRIPT roll and one group exists on the
LOOP DATA .roll. These blocks and groups
are ordered so that, reading from the
bottom of the rolls up, a nest level of one
indicates the end of a nest of loops; that
is, for each nest, the bottom block repre-
sents the inner 1loop and the top block
represents the outer loop.

DO NEST UNIFY serves a control function
in this phase, arranging information to be
processed by DO LOOP UNIFY and LEVEL ONE
UNIFY; it 1is these latter routines which
actually perform the optimization of sub-
scripting by means of register assignment.
The main result of the optimization is that
in the initialization code for each 1loop,
only that portion of each subscript which
depends on the DO loop variable is
computed. i i

DO LOOP UNIFY expects to find a reserved
block on the bottom of the NEST SCRIPT roll

describing a 1loop one nest level deeper
than the 1loop described by the bottom
reserved block on the SCRIPT roll. More-

over, both the block on the SCRIPT roll and
the block on the NEST SCRIPT roll must
already reflect the allocation of arrays by
Allocate; that is, both blocks must have
been processed by NOTE ARRAY ALLOCATION
DATA, another routine called by DO NEST
UNIFY. This  arrangement 'is required  so
that DO LOOP UNIFY can pass information
from the loop being processed (on the NEST
SCRIPT roll) to the next outer loop (on the
SCRIPT roll).

A special case is made of the reserved
block describing a loop of nest level one,
since there is no outer 1loop to which
information can be passed. The routine
LEVEL ONE UNIFY processes in place of DO
LOOP UNIFY in this case; it expects to find
the reserved block describing the level one
loop on the NEST SCRIPT roll.

IEYROL MODULE

The IEYROL module is 1loaded into main
storage ' by program fetch, along with the
Invocation phase and the five processing
phases. It contains two static rolls (the
WORK roll and the EXIT roll), roll statis-
tics, group stats, and the ROLL ADR table.
Throughout the operation of the compiler,
it maintains a record of the storage space
allocated by the control program to the
dynamic rolls.
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Gen (IEYGEN)

Phase 4 of the Compiler:

Gen produces object code from the Polish
notation and roll information left by pre-
vious phases of the compiler. The - code
produced by this phase appears, one state-
ment at a time, on the CODE roll, and is
saved there wuntil it is written out by
EXIT. \

The following paragraphs, "Flow of Phase
4," describe the operation of this phase by
means of narrative and flowcharts. :

The rolls manipulated by Gen are listed
in Table 6 and are mentioned in the follow-
ing description of the phase; these rolls
are briefly described in context. See
Appendix B for a complete description of
all of the rolls used in the phase. '

Rolls Used by Gen

Table 6.
r
|RO11 |Roll
|No. Roll Name |No. Roll Name
] 1 Source 24 Entry Names
4 Polish 25 Global Dmy
8 Fx Const 34 . Branch Table
9 F1l Const 36 Fx Ac
10 Dp Const 40 Temp Pntr
11 Complex Const 42 Fl1l Ac
12 Dp Complex 43 1Lbl

44 Scalar
45 Data Var

Const
14 Temp

"Do Loops Open " Loop Control

15 Loops Open 55 Loop Data
16 Temp and Const 56 Array Plex
‘17 Adcon 57 Array Ref

18 Data Save 59 At

22 Array 62 Code

23 Dmy Dimension 63 ~After Polish |
23 Sprog Arg

e it ot o . e i e e o i ot e e o i, e e s e )
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FLOW OF PHASE 4, CHART 08

START GEN (GO491) initializes for the
operation of the Gen phase. - It then calls
ENTRY CODE GEN to produce the object "head-
ing code and PROLOGUE GEN and EPILOGUE GEN
for the required prologues ' and -epilogues.
Oon return from EPILOGUE GEN, START GEN
falls through to GEN PROCESS. ‘

GEN PROCESS (GO492) controls the repeti-
tive operations of Gen., It first calls GET
POLISH, which moves the Polish notation for
one statement from the AFTER POLISH roll to
the POLISH roll. Using the Polish notation
just moved, GEN PROCESS determines whether
the statement to be processed was labeled;
if it was, the. routine LBL PROCESS is
called. If the source statement was not
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labeled, or when LBL PROCESS returns, GEN
PROCESS calls STA GEN and STA GEN FINISH.
On return from STA GEN FINISH, GEN PROCESS
restarts. .

The termination of the Gen phase of the
compiler occurs when an END statement has
been processed. END STA GEN jumps directly
to TERMINATE PHASE after the object code is
produced, rather than returning to GEN
PROCESS. TERMINATE PHASE is described in
Chart EG and in the accompanying text.

ENTRY CODE_GEN, Chart_ EA

ENTRY CODE GEN (GO499) first determines
whether the source module is a subprogram.
If it 1is not, the heading code for a main
program is placed on the CODE roll, the
location counter is adjusted, and the rou-
tine returns.

If the source module is 'a subprogram,
ENTRY CODE GEN determines the number of
entries to the subprogram, generates code

for the main entry and for each secondary
entry and, when all required entry code has
been produced, it then returns.

PROLOGUE_GEN, Chart EB

PROLOGUE GEN (GO504) processes the main
"entry and each additional ENTRY to the
source subprogram, producing the required
prologues. Prologue code transfers argu-
ments as required and is, therefore, not
produced if no arguments are listed for the
ENTRY. The prologue code terminates with a
branch to the code for the appropriate
entry point to the subprogram; in prepara-
tion for the insertion of the address of
that entry point, this routine records the
location of the branch instruction on the
ENTRY NAMES roll. If the source module is
not a subprogram, PROLOGUE GEN exits.

EPILOGUE GEN, Chart EC

EPILOGUE GEN (G0508) processes the main
entry and each additional ENTRY to a sub-
program, producing the required epilogues.
Epilogue code returns argument values and
returns to the calling program. If this
routine determines that the source module
is not a subprogram, main program prologue
and epllogue code are produced.

GET POLISH, Chart ED

This routine (G0712) moves the Polish
notation - for a single statement from the
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AFTER POLISH rolli to the POLISH roll. The
Polish notation is moved from the beginning
of the AFTER POLISH roll, and a pointer is
maintained to.indicate the position on the
roll at which the next statement begins.

Note: Unlike the other rolls, data from
the AFTER POLISH roll is obtained on a
first-in first-out basis (i.e., the BASE
rather than the BOTTOM pointer is used).
This is done +to maintain the sequence of
the source program.

LBL_PROCESS, Chart EF

LBL PROCESS

(GO493) stores the label
pointer 1left on the WORK roll by GEN
PROCESS in STA LBL BOX. It then inspects

the LBL roll group defining the label, and
determines whether the 1label 1is a Jjump
target. If so, the base register table is
cleared to indicate that base values must
be reloaded.

If the 1label 1is not the target of a
jump, or when the base register table has
been cleared, the AT roll is inspected.
For each AT roll entry (and, therefore, AT
statement) referring to the labeled state-
ment being processed, made labels are con-
structed for the debug code and for the
next instruction in line, pointers to these
labels are recorded on the AT roll, and an
unconditional branch to the debug code is
placed on the CODE roll.

When all AT references +to the
label have been processed, an instruction
is placed on the CODE roll to inform Exit
that a label was present and that a branch
table entry may be required. Then, if the
trace flag is on (indicating the presence
of the TRACE option in the source DEBUG
statement), the debug linkage for TRACE and
the binary 1label are placed on the CODE

present

roll. If the trace flag is off, or when
the ~code has been completed, LBL PROCESS
returns. )

STA GEN, Chart EG

STA GEN (G0515) uses the control driver
left on the WORK roll by GEN PROCESS to
index into a jump table (STA RUN TABLE),
jumping to the appropriate routine for
constructing the object code for .the spe-

cific type of statement being processed.
This operation is called a "run" on the
driver; other "runs™ occur in Gen for
building - specific instructions or for

generating data references.

The names of the code generating rou-
tines indicate the functions they perform;



for example, assignment statements are pro-
cessed by ASSIGNMENT STA GEN, while GO TO
statements are processad by GO TO STA GEN.
These routines construct the code for the
statement on the CODE roll and, when the
code is complete, return tc GEN PROCESS.

END STA GEN processes the END statement
and provides the normal termination of the
Gen ‘phase by jumping to TERMINATE PHASE
after producing the code. The code pro-
duced for the END statement is identical to
that for +the STOP statement if a main
program is being compiled or a RETURN

statement if a subprogram is being com-
piled. If an AT statement precedes the
END, an unconditional Lkranch instruction is

constructed to return from the debug code
to the main line of code.

TERMINATE PHASE (GO544) prepares for and
calls the Exit phase of the compiler.

STA GEN FINISH, Chart EH

STA GEN FINISH (GO496) determines wheth-
er the present statement is the closing
statement of any DO loops; if it is, this
routine generates the code required for the
LO loop closing and repeats the check for
additional loops to be closed.

When all DO closings have been pro-
cessed, STA GEN FINISH resets pointers to
temporary locations, clears accumulators,
and returns to GEN PROCESS.

PHASE S5 OF THE COMPILER: EXIT (IEYEXT)

Exit produces the SYSPUNCH and/or SYSLIN
output requested by the programmer, except
for the ESD cards and TXT card produced by
the Allocate phase. It also produces the
listing of the object module on SYSPRINT,
if it has been requested by the programmer.

The description of this phase of the
compiler is divided into two parts. The
first of these, ®"Flow of Phase 5,% de-
scribes the overall logic cf the phase by
means of narrative and flowcharts.

The second part of the description of
the phase, "Output from Phase 5," describes
the output written by the rhase.

. The 1rolls wused by Exit are listed in
Table 7, and are briefly described in
context., For further descriptior of rolls,

see Appendix B.

Table 7. Rolls Used by Exit
[ b mmm e 1
| Roll Number | Roll Name |
i 7 | Global Sprog |
| 16 | Temp and cConst |
| 17 | ADCON |
| 20 | CSECT |
] 23 | Sprog Arg !
| 38 | Used Lib Function - |
| us | BCD |
| 46 | Base Table |
| 51 | RLD |
| 52 | Branch Table |
| 58 | Adr Const |
| 62 | Code |
) - 1 ——— ———d
FLOW OF PHASE 5, CHART 09

EXIT PASS (G0381) controls
the operation of this phase. After initia-
lizing, this routine calls PUNCH NAMELIST
MPY DATA and PUNCH TEMP AND CONST ROLL.
The routine PUNCH ADR CONST ROLL is then
called and, if an object module listing was
requested, the heading for that listing is
written out.

The routine

After this operation, EXIT PASS calls
PUNCH CODE ROLL, records the memory
requirements for the code, and prints the
compiler statistics. PUNCH BASE ROLL,

PUNCH BRANCH ROLL, PUNCH SPROG ARG ROLL,
PUNCH GLOBAL SPROG ROLL, PUNCH USED LIBRARY
ROLL, PUNCH ADCON ROLL, ORDER AND PUNCH RLD
ROLL, and PUNCH END CARD are then called in
order. Oon return from the last of these,
EXIT PASS releases rolls and exits to the
Invocation phase of the compiler.

PUNCH TEMP_AND_CONST RCLL, Chart FA

This routine (G0382) initializes the
location counter for the temporary storage
and constant area of the object module., It
then initializes a pointer to the TEMP AND
CONST roll and begins the processing of
that roll from top to bottom. Each group-
on the roll is moved to the output area;
when the output area is full, a TXT card is
written. When the entire TEMP AND CONST
roll has been processed, a jump is made to
PUNCH PARTIAL TXT CARD, which writes out
any partial TXT card remaining in the
output area and returns to EXIT PASS.
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PUNCH_ADR CONST ROLL, Chart FB

The information on the ACR CONST roll is
‘used by this routine (G0383) to produce TXT
cards for temporary storage and constant
area locations which contain addresses.
RLD roll entries are also produced to cause
correct modification of thcse locations by
the linkage editor. The beginning address
of the temporary storage and constant area
is computed. Then, for each ADR CONST roll
‘entry, the TEMP AND CONST roll pointer is
added to that value to produce the address

at which an address constant will be
stored. This address is placed in the TXT
card and on the RLD roll, the address
constant from the ADR CONST roll initial-
izes that location, and the area code from
the ADR CONST roll is rplaced on the RLD
roil. (See Appendix B for 1roll descrip-

tions.)

PUNCH CODE_ROLL, Chart FC

PUNCH CODE ROLL (G0384) initializes a

location counter and a pointer to the

roll. Inspecting one group at a time, it
determines the nature of the word. If it
is a statement number, PUNCH CODE RCLL

simply stores it and repeats the operation

with the next word.

If a group is a constant, it is placed
in the output area for SYSPUNCH and/or
SYSLIN, This category includes literals

thus, the con-
occupy several

which appear in-line and,
stant to be written may
groups on the roll.

Groups representihg cocde are placed in

the output area and, if an object module
listing has been requested, the line
entered into the output area is listed

before it is punched. The contents of the
CATA VAR roll are used fcr the listing of
the operands.

roll 1is an

If the group on the COLE

indication of the definition of anh address
constant, the location counter 1is stored
accordingly, and the operation of the rou-

tine continues with the next group.

PUNCH CODE ROLL also determines whether
the group 'is an indication of the defini-
tion of a lakel, if it is, the routine

defines the label on the BRANCH TABLE roll
as required, inserts the 1label in the
output line for the object module listing
and repeats with the next group on the
roll.

When all groups on the roll have been
processed, a transfer to PUNCH PARTIAL TXT
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CODE

CARD is made; that routine writes out any
incomplete TXT card which may be in the
output area, and returns to EXIT PESE.

PUNCH BASE ROLL, Chart FD

PUNCH BASE ROLL (G0399) initializes a
pointer to the BASE TABLE roll and initial-
izes the location counter to the beginning
address of the object module base table.
It then enters each group on the BASE TABLEL
roll into the TXT card output area; it also
records the object module ESD number and
the location counter on the RLD roll for
later production of the RLD cards.
Whenever the output area is full, a TXT
card is written. When all groups on the
BASE TABLE roll have been processed, the
routine makes a jump to PUNCH PARTIAL TXT

CARD, which writes out any incomplete card
in the output area and returns to EXIT
PASS.

PUNCH_BRANCH ROLL, Chart FE

This routine (GO400) first initializes a
pointer to the BRANCH TABLE roll, and the
location counter to the beginning location
of the okject module branch table. When
these operations are completed, the routine
inspects the BRANCH TABLE roll from top to
bottom, making the requisite entries on the
RLD roll and entering the addresses from
the roll in the TXT card output area. TXT
cards are written when the output area is
full. When all BRANCH TABLE roll groups
have been processed, the routine jumps to
PUNCH PARTIAL TXT CARD, which writes out
any incomplete card in the output area and
returns to EXIT PASS.

PUNCH _SPROG ARG ROLL, Chart FF

PUNCH SPROG ARG ROLL (GO402) initializes
a pointer to the SPROG ARG roll and ini-
tializes the location counter to the begin-
ning - address of the subprogram argquments
area of the object module.

The routine then inspects the groups on
the SPROG ARG roll. If the first word of
the group contains the value zero (indicat-
ing an argument whose address will be
stored dynamically), the group is placed in
the TXT card output area, and the card is
written if the area is full. The routine
then repeats with the next group on the
roll.



If the SPROG ARG roll group does not
contain - zero, the group: is then inspected
to determine whether it refers to a tem-
porary location. If it does, the correct
location (address of the temporary storage
and constant area plus the relative address
within that area for this location) is
determined. The required RLD roll entries
are then made, the address is moved to the
output area, and PUNCH SFROG ARG ROLL
repeats this process with the next group on
the roll.

If the group from the SPROG ARG roll
contained neither a zero nor a temporary
location, the argument referenced must have
been ‘a scalar, ‘an array, - a label or-a
subprogram. In any of these cases, a base
table pointer and a displacement are on the
pointed roll. From these, this routine
computes the location of the variable or
label or the subprogram address, enters it
in the TXT card output .area, and records
the RLD information required on the RLD
roll. The routine then repeats with the
next group on the SPROG ARG roll.

This

PUNCH PARTIAL TXT CARD when all SPROG ARG
roll groups have been processed,

PUNCH GLOBAL SPROG ROLL, Chart FG

This routine (GO403) first inverts the
GLOBAL SPROG roll and moves one word from
that roll to the WORK roll. If these
actions indicate that there is no informa-
tion on the roll, the routine exits.

Otherwise, for each group on the GLOBAL
SPROG roll, this routine enters the ESD
number for the subprogram and the location
at which its address is to be stored on the
RLD roll. The routine alsc writes a word
containing the value zero for each subpro-
gram listed (these words become the object
module subprogram addresses region). When
all groups on the GLOBAL SPROG roll have
been processed, the routine. exits through
PUNCH PARTIAL TXT CARD, which writes out
any incomplete card remaining in the output
area before returning to EXIT PASS.

PUNCH USED LIBRARY ROLL, Chart FH

This routine (G0404) performs the same
function for the USED _LIB_ _FUNCTION roll
that the previous routine performs for the
GLOBAL SPROG roll, thus completing the
subprogram addresses region of the object
module. The techniques used for the two
rolls are identical.

routine exits to EXIT PASS through

PUNCH ADCON ROLL, Chart FI

This routine (G0405) returns immediately
to EXIT PASS if there is no information on
the ADCON_roll. Otherwise, it writes out
one TXT caxrd for each group it finds on the
roll, obtaining the area code, the address
constant, .and the address of the constant
from the ADCON roll. .The ESD number and
the address of the constant are placed on
the RLD roll for subsequent processing. A
TAZT card is punched "containing the con-
stant. ‘The operation of PUNRCH ADCON ROLL
terminates when all groups on the roll have
been processed.

ORDER_AND PUNCH RLD ROLL, Chart FJ

This routine (GO416) sorts the RLD roll
and processes the groups on that roll,
producing the object module RLD cards. The
card images are set up, and the RLD cards
are actually written out as they are com-
pleted. When all information on ‘the roll
has been processed, this routine returns to
EXIT PASS. s ‘

PUNCH_END_CARD, Chart FK

PUNCH END CARD (GO424) produces the
object module END card. It ‘moves the
required information  into the card image
and initiates the write operation; it then
returns to EXIT PASS.

PUNCH NAMELIST MPY DATA, Chart FL

This routine (G0564) is responsible for
the punching of TXT and RLD cards for those
words in the object module NAMELIST tables
which contain pointers to array dimension
multipliers. The multipliers themselves
are placed on the TEMP AND CONST roll. The
required information is found omn the
NAMELIST MPY DATA roll; when all - groups
have been processed, this routine returns
to EXIT PASS.

OUTPUT FROM PHASE 5

Four types of output are produced by the
Exit phase of the compiler: TXT cards, RLD

cards, the object module listing, and the
compiler statistics. The cards are pro-
duced on SYSPUNCH and/or SYSLIN, according

to the wuser's options. The listing, if
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requested, is produced on SYSPRINT. The
compiler statistics for the compilation are
produced on SYSPRINT.

The formats of the TXT and RLD cards are
described in the publicaticn IBM System/360
Operating System: Linkage Editor Program

Logic_Manual. The object module 1listing
consists of the following fields:
s Location, which 1is the hexadecimal

address relative to the beginning of
the object module contrel section, of
the displayed instruction.

(entitled STA NUM),
which is the consecutive statement
nuirber assigned to the source module
statement for which the displayed
instruction is part of the code pro-
duced. This value is given in decimal.

e Statement number

e Label, which is the statement label, if
any, applied to the statement for which
the code was produced. The statement
label is given in deciral.

e Operation code (entitled OP), which is
the symktolic operation code generated.

e Operand, which 1is given in assembly
format but does not contain any vari-
able names.

e Operand (entitled BCD OPERAND), which
contains the symbolic name of the vari-
able referred to in the source module
statement which resulted in the code.
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The compiler statistics are the final
output from phase 5. The formats for the
messages which provide compiler statistics
for the compilation are as follows: )

*OPTIONS IN EFFECT* option{,optionl}...
*OPTIONS IN EFFECT* option{,optionl}...
*STATISTICS* SOURCE STATEMENTS=nnnnnnnng,
PRCGRAM SIZE=nnnnnnnn,
and
*STATISTICS* NO DIAGNOSTICS GENERATED

or

*STATISTICS* nnn DIAGNOSTICS GENERATED,
HIGHEST SEVERITY CODE IS n

where:

of source state-
decimal

nnnnnnnn,; is the number
ments expressed as. a
integer.

nnnnnnnn, is the size, 1in bytes, of the
object module expressed as a
decimal integer.

nnn is the number of diagnostics
generated expressed as a deciral
integer.
n is the condition code.
The first statistics message (giving
source statements and program sizel is

suppressed whenever a BLOCK DATA subprogram
is compiled; however, the two options-in-
effect messages and one of the other statis-
tics messages will still appear.
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Chart EC. EPILOGUE CODE GENERATION
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G0493
HERRADRR AR ARR
» *
* LBL PROCESS *
* *

EERRABBEARERRSS

ARRERDERARERRRES

» »
* STORE POINTER *
#*TO LABEL IN STA#*

BL 80X *

*ARR

LR
@
o

L]

EEER

HEARRDIRERERRBR RS
#*MAKE LABEL FOR
*DEBUG CODE-PUT
*BRANCH ON CODE
* ROLL

LR R R R}

* [
*
L
v
¥
D2 *.
. .
- L
JUMP TARGET o%——
) ¥
*g o
g, -
* YES

EERRREOARRRE RS
»

ial;gcga!&n*nan&*
*#PUT POINTER TO *
* MADE LABEL ON *
* AT ROLL-WORD *
* 2 OF GROUP *
* *

EREBABBRERERRR RS

v
RARRRDIEF AR BRR R
* MAKE LABEL *
#FOR NEXT INST-— *
* RUCTION — PUT *
* LABEL CODE ON *
* CODE ROLL
R e e e

i

v
ARRAREIRFARERRR NN

* *PUT POINTER YO *

* CLEAR THE b #* MADE LABEL ON #*
* BASE REGISTER #* * AT ROLL-WORD *
- TABLE * * 3 OF GROUP -
* * * »*
E22 22222223

<
$049301 v

ARERACORER AR XRRR FERFRFIRARARBRRRE
* * » -
* PUT LABEL * % CLEAR WORD 1 *
* CODE ON CODE * * OF AT ROLL  *
* ROLL * * GROUP =
* * * *
FERARRERARRRRERRRN HEAFERRARBER AR

v
LIS R

EXT S

110

FIRST WORD

COMPARED WITH
STA L8L BOX

ET 2]

ca

Y EL

v
$#a9305 e
ca =

o .
«*  TRACE

®*. SPECIFIED .
*

-
> xx

RREREDLHAEFRRERNRR
* PUT DEBUG *
* LINKAGE FOR *
# TRACE ON CODE ¥
* ROLL *

*

*

EEERRBRARBERBA N

EEEERELERR RN
- -
#  PUT BINARY *
* LABEL ON *
*  CODE ROLL  *
* *
- -

HEEARERRRARRRER

v
EERBFLERBEERBEN

*
* RETURN
L3

AEAARRER AR AR RN

RRRACSHERRRRR R
- *

> * RETURN
*

EREEERBBEARARAN



Chart EG. GENERATE STMT CODE
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Chart FA. PUNCH CONSTANTS AND TEMP STORAGE
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Chart FC. PUNCH OBJECT CODE
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Chart FF. PUNCH SUBPROGRAM ARGUMENT LISTS
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Chart FG. PUNCH SUBPROGRAM ADDRESSES
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Chart FH. COMPLETE ADDRESSES FROM LIBRARY
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Chart FJ. PUNCH RLD CARDS
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This appendix deals with +the POP 1lan-
guage, the language in which the FORTRAN IV
(G) compiler is written. The parts of the
appendix describe this 1language in the
following way:

e The ficrst part describes the POP
instructions, which are grouped accord-
ing to their functions.

e The second part describes the 1labels
used in the routines of the compiler.

e The third part discusses the assembly
and operation of the compiler, as it is
affected by the use of +the POP lan-
guage. This part ends with a cross-
reference list giving the mnemonic for
each instruction, the hexadecimal code
which represents it, and the instruc-
tion group in which it is described.

POP INSTRUCTIONS

For the purpose of describing their
operation, the POP instructions have been
divided into groups according to the pri-
mary function which they perform. Where a
particular POP instruction pertains to more
than one group, it is described in the
group which discusses its most important
functions.

In the descriptions of the instructions,
the following notational conventions are
employed:

1. Parentheses are used to indicate "the
contents of;®" thus (G) stands for the
contents of storage address G, where
all addresses are fullword addresses.

2. The arrow is used to indicate trans-
mission in the direction of the arrow;
(G) + 1 --> G reads: the contents of

storage address G, plus one, are
transmitted to storage address G.
3. Wn (n=1,2,3,e0.) refers to the

BOTTOM, BOTTOM-1, ...
the WORK roll.

etc., words on

It should be noted that in many cases
the address field, G, of the instruction
contains a value other than a storage
address (for instance, a roll name). In
most of these cases, the symbolic reference
which is used is defined in the program by
means of an EQU card.

APPENDIX A: THE POP LANGUAGE

The mnemonic codes for the POP instruc-
tions are of the form IEYxxX. In the
following discussion, the characters IEY
are omitted from the mnemonics in the
interest of ease of reading, and only the
xxx portion of the code appears.

TRANSMISSIVE INSTRUCTIONS

The instructions described in this sec-
tion are primarily involved in moving
information from place to place in storage.
APH G: Assign and Prune Half
The upper halfword of (W0) --> the
lower halfword of G, where G is a
storage address; the upper halfword
of G remains unaltered; the BOTTOM
of the WORK roll is reduced by
four, thus pruning WO.

ARK G: Assign Relative to Pointer and Keep
(W0) --> P + (G), where P is the
address defined by the pointer in
Wl and G is a storage address; the
BOTTOM of the WORK roll is reduced
by four, thus pruning the value
assigned and keeping the pointer.
ARP G: Assign Relative to Pointer

(WO0) --> P + (G), where P is the
address defined by the pointer in
Wl and G is a storage address; the
BOTTOM of the WORK roll is reduced
by eight, thus pruning the current
WO and Wi.

ASK G: Assign to Storage and Keep

(W0) --> G, where G is a storage
address; the BOTTOM of ' the WORK
roll is unchanged.

ASP G: Assign to Storage and Prune

(W0) --> G, where G is a storage
address; the BOTTOM of the WORK
roll is reduced by four, thus prun-
ing the current WO.

BOP G: Build on Polish

The control driver G is built on
the POLISH roll, where the G field

of the instruction is the lower
eight bits of the ADDRESS portion
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CAR G:

CLA G

CNT G

CPO G

CRP G

EAD G
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of the desired driver. (The TAG
field of the pointer contains zero,
and the OPERATOR field contains
255.)

Copy and Release

Copy roll G, where G is a roll
number, to roll T, and release roll
G (i.e., restore it to its condi-
tion before the last reserve); the
number T is found in WO; the BOTTOM
of the WORK roll is reduced by
four., If roll G is in the reserved
state when this instruction is
executed, the instruction sets its
BOTTOM to (TOP) minus four; if the
roll is not reserved, BOTTOM is set
to (BASE).

Clear and Add
Clear W0; (G) --> WO, where G is a

storage address; the BOTTOM of the
WORK roll is unchanged.

Count

The number of words on roll G -->
W0, where G is a roll number; the
BOTTOM of the WORK roll is

increased by four.
Copy Plex On

The = plex pointed to by the pointer
in W0 is copied to roll G, where G
is the number of the target roll,
except for the first word of the
plex (which holds the number of
words in the plex, exclusive of
itself). The . BOTTOM of the WORK
roll is reduced by four, thus prun-
ing the pointer. The BOTTOM of
roll G is increased by four for
each word moved; the BOTTOM of the
original roll is unchanged.

Copy Relative to Pointer

Copy roll S to roll G, where G is a
roll number, beginning "with the
group indicated by the pointer in
W0, to the BOTTOM of the roll. The
roll number @ S is also provided by
the pointer in WO. The BOTTOM of
roll S is decreased by the number
of bytes moved. The BOTTOM of roll
G is increased by the number of
bytes moved. The BOTTOM of the
WORK roll is unchanged; thus, the
pointer remains. ~

Extract Address

The ADDRESS portion of (G) --> WO,
where G is a storage address; the

ECW

EOP

ETA

FET

FLP

FRK

FTH

G:

G:

BOTTOM of the WORK roll is
increased by four.

Effective Address to Work

G --> W0, where G 1is a storage
address; the BOTTOM of the WORK

roll is increased by four.

Effective Constant Address to Work

G --> W0, where G 1is a storage
address which refers to a constant
under a constant base. The BOTTOM

of the WORK
four.

roll is increased by

Extract Operator

The OPERATOR portion of (G) --> WO
(right adjusted), where G is a
storage address; the BOTTOM of the
WORK roll is increased by four.

Extract Tag

TAG portion of (G) --> TAG portion
of WO, where G 1is a storage
address; the BOTTOM of the WORK
roll is increased by four.

Fetch

(G) --> W0, where G 1is a storage
address; the BOTTOM of the WORK
roll is increased by four.

Flip

Invert the order of roll G, where G
is a roll number, word for word.

Fetch Relative to Pointer and Keep

(P + (G))
address

--> W0, where P 1is the
defined by the pointer in

W0 and G is a storage address; the
BOTTOM of the WORK roll is
increased by four; thus, the

pointer remains in W1.
Fetch Relative to Pointer

(P + (G)) --> WO, where P is the
address defined by the pointer in

W0 and G is a storage address; the
BOTTOM of the WORK roll is
unchanged; thus, +the pointer is
destroyed.
Fetch Half

The lower halfword of (G) --> upper
halfword of WO, where G is a
storage address; the 1lower half-



IAD G:

IOP G:

ITA G:

ITM G:

ILCE G:

ICF G:

LCT G:

zexro; the
roll is

word of WO is set to
BOTTOM of the WORK
increased by four.

Insert Address

The ADDRESS portion of (G) --> the
ADDRESS portion of the pointer in
W0, where G is a storage address;
the BOTTOM of the WORK 1roll is
unchanged.

Insert Operator

G --> OPERATOR portion of the
pointer in W0, where the G field of
the instruction is the desired
OPERATOR value; the BOTTOM of the
WORK roll is unchanged.

Insert Tag

TAG portion of (G) --> TAG portion
of the pointer in W0, where G is a
storage address; the BOTTOM of the
WORK roll is unchanged.

Insert Tag Mode

Mode portion of the TAG field of
(G) --> mode portion of the TAG
field of the pointer in W0, where G
is a storage address; the BOTTOM of
the WORK roll is unchanged.

Last Character Error

The last character count and the
address G --> ERROR roll, where G
is the address of the message for
the error. The count of errors of
the severity associated with the
message 1is increased by one, and
the MAX STA ERROR NUMBER (which
indicates the highest severity
level of errors for the present
statement) is updated as required.

Last Character Error if False

If (ANSWER BOX) = false, the last
character count and the address
G --> ERROR roll, where. G 1is the
address of the message for the

error. The count of errors of the
severity associated with the mes-
sage is increased by one, and the
MAX STA ERROR NUMBER is updated as
required., If (ANSWER BOX) = true,
the instruction does nothing.

Last Character Error if True

If (ANSWER BOX) = true, the last
character count and the address
G --> ERROR roll, where G is the
address of the message for the

IGP G:

LSS G:

MOC G:

MON G:

error. The count of errors of the
severity associated with the mes-
sage 1is increased by one, and the
MAX STA ERROR NUMBER is updated as
required. If (ANSWER BOX) = false,
the instruction does nothing.

Load Group from Pointer

Loads the group
pointer in WO into SYMBOL 1, 2, and
3, DATA O, 1, 2, 3, 4, and 5. The
number G is the number of bytes to
be loaded; if G=0, the entire group
is loaded. The BOTTOM of the WORK
roll is unchanged; hence, the
pointer remains in WO.

specified by the

Load Symbol from Storage

Loads the (G and G+4), where G is a
storage address, into SYMBOL 1, 2,
and 3, and DATA O.

Move on Code

G halfwords, where G 1is an even
number, are to be moved from the
WORK roll to the CODE roll. A word
containing a special value in the
first two bytes and the number of
words transferred in the last two
bytes are first placed on the CODE
roll. G/2 words of information are
then moved from the WCORK roll to
the CODE roll; the BOTTCM of the
CODE roll is increased by four for
each word placed on the 1roll; the
BOTTOM of the WORK roll is reduced
by four for each word moved from
the roll. A location counter is
increased by the number of bytes of
object code placed on the roll.

Move on
(W0) --> roll G, where G 1is the
roll number; the BOTTOM of roll G

is increased by four; the BOTTOM of
the WORK roll is decreased by four.

NOG G: Number of Groups

NOZ G:

The number of groups on roll G -->
W0, where G is the roll number; the
BOTTOM of the WORK roll is
increased by four.

Nonzero

" A nonzero value --> G, where G is a

storage address.
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PGO G:

PGP G:

PLD G:.

PNG G:

POC G:

PST G:

SWT G:
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~ words

Place Group On

A group from SYMBOL 1, 2, and 3 and
DATA O, 1, 2, 3, 4, and 5 --> roll
G, Wwhere G is the roll number, by
group status; the BOTTOM of roll G
is increased by group size.

Place Group from Pointer

The group in SYMBOL 1, 2, 3, DATA
0o, 1, 2, 3, 4, and 5 is placed on a
roll according to the pointer in

WO. The number G is the number of
bytes to be moved; if G=0, an
entire group is moved; the BOTTOM

of the WORK roll is unchanged.

Precision Load

(G and G+4) --> MPAC 1 and MPAC 2,
where G is a storage address.

Pointer  to New Group

Builds a pointer to the first byte
of the next group to be added to
roll G, where G is the roll number,
and places the pointer in W0; the
BOTTOM of the WORK . roll is
increased by four.

Place on Code

The data located at storage address
G+4 and following is to be moved to
the CODE roll. The number of half-
to be moved is stored in
location G and is an even number.
A word containing a special value
in the first +two bytes and the
number of words of data in the last
two bytes is first placed on the
CCDE roll. The indicated data is
then moved +to the CODE roll, and
the BOTTOM of the CODE roll is
increased by four for each word
placed on the roll. A location
counter 1is increased by the number
of bytes of object code placed on
the roll.

Precision Store

(MPAC 1 and MPAC 2) --> G and G+4,
where G is a storage address. This
instruction performs a doubleword
store.

Switch

Interchanges (W0) and (G), where G
is a storage address; the BOTTOM o
the WORK roll is unchanged. )

ZER G:

zero

0 --> g,
address.

where G is a storage

ARITHMETIC AND LOGICAL INSTRUCTIONS

The following instructions are primarily
designed to perform arithmetic and logical

manipulations.

ADD G: Add
(G) + (WO) --> WO, where G is a
storage address; the BOTTOM of the
WORK roll is unchanged; hence, the
initial contents of WO are
destroyed.

AFS G:

AND G:

DIM G:

DIV G:

IOR G:

LLS G:

Add Four to Storage

(G) + 4 --> G, where G is a storage
address.

And

(G) AND (W0) --> WO;
logical product

that is, a
is formed between

(G) and (W0), and the result is
placed in WO. The BOTTOM of the
WORK roll is unchanged; hence, the
initial contents of WO are
destroyed.

Diminish

(G) - 1 --> G, where G is a storage
address.

Divide

(W0) / (G) --> G, where G 1is a
storage address; the remainder, if
any, from the division is 1lost; a

true answer is returned if there is

no remainder; the BOTTOM of the
WORK roll is unchanged; hence, the
initial contents of WO are
destroyed.

Inclusive Orx

The inclusive OR of (W0) and (Q),
where G 1is a storage location, is
formed, and the result is placed in
W0. The BOTTOM of the WORK roll is
unchanged; hence, the initial con-
tents of WO are destroyed.

Logical Left shift

(W0) are shifted left G places; the
result 1is left in WO0; bits shifted
out at the 1left are 1lost, and
vacated bit positions on the right
are filled with zeros.



LRS G:

MPY G:

PSP G:

SUB G:

TLY G:

Logical Right Shift

(W0) are shifted right G places;
the result is 1left in WO0; bits
shifted out at the right are 1lost,
and vacated bit positions on the
left are filled with zeros.

Multiply

(G) * (W0) ——> WO, where G 1is a
storage address; the BOTTOM of the
WORK roll is unchanged; hence, the
initial contents of WO are
destroyed.

Product Sign and Prune

The exclusive OR of (W0) and (G),
where G 1is a storage 1location,
replace the contents of G; the

BOTTOM of the WORK roll is reduced
by four, thus pruning WO.

Subtract

(WO0) - (G) --> WO, where G is a

storage address; the BOTTOM of the
WORK roll is unchanged; hence, the
initial contents of WO are
destroyed.

Tally

(G) + 1 --> G, where G is a storage
address.

DECISION MAKING INSTRUCTIONS

These instructions inspect certain

con-

ditions and return either a true or false
answer in the ANSWER BOX. Some of the
instructions also transmit stored informa-

tion from place to place.

CSA G:

LGA G:

‘into SYMBOL 1, 2, 3,

Character Scan with Answer

If G = (CRRNT CHAR), the scan arrow
is advanced and a true answer is
returned; otherwise, the scan arrow
is not advanced and a false answer
is returned.

Load Group with Answer

The group from the BOTTOM of roll
G, where G is the roll number and
roll G has been flipped, is 1loaded
DATA 0, 1, 2,
3, 4, and 5 (as many words as
necessary); if the roll is empty or
if the group is a marker symbol, a

MOA G:

QSA G:

SAD G:

SBP G:

SBS G:

false answer is returned; other-
wise, a true answer is returned;
the BOTTOM of roll G is reduced by
group size.

Move off with Answer

If roll G, where G 1is the roll
number, is empty, a false answer is
returned. Otherwise, the BOTTOM of
roll G is reduced by four, pruning
the word moved; the BOTTOM of the
WORK roll is increased by four; a
true answer is returned.

Quote Scan with Answer

If the quotation mark (sequence of
characters) beginning at storage
address G (the first byte in the
quotation mark is the number of
bytes in the quotation mark) is
equal to the gquotation mark start-
ing at the scan arrow, advance the
scan arrow to the next active

character following the quotation
mark, and return a true answver;
otherwise, do not advance the scan

arrow and return a false answer.

Set on Address

If G = ADDRESS portion of the
pointer in W0, return a true answ-
er; otherwise, return a false
answer.

Search by Stats from Pointer

Search the roll specified by the
pointer in W0, beginning with the
group following the one specified
by the pointer for a group which is
equal to the group in the central

items SYMBOL 1, 2, 3, etc., accord-
ing to the group stats values
stored at locations G+4 and G+8

(these values are in the same order
as those in the group stats
tables). The roll number multip-
lied by four is stored at location
G. If a match is found, return a
true answer, replace the pointer in

W0 with a pointer to the matching
group, and continue in sequence,
If no match is found, return a

false answer, prune the pointer in
W0, and continue in sequence. This
instruction is wused to continue a
search of a roll according to group
stats values other than those norm-
ally used for the roll.

Search by Stats
If the roll, whose number multip-

lied by four is in storage at
location G, 1is empty, return a
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SCE G:

SCK G:

SFP G:

SLE G:
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- which is

false answer. Otherwise, search
that roll against the central items
SYMBOL 1, 2, and 3 and DATA 0, 1,
2, 3, 4, and 5, as defined by the
group stats values stored at loca-
tions G+4 and G+8 (these values are
in the same order as those in the
group stats tables); if a match is
found, place a pointer to the
matching group in WO, increase the
BOTTOM of the WORK roll, and return
a true answer; if no match is
found, return a false answer. This
instruction is used to search a
roll according to group stats
values other than those  normally
used for that roll.

Set if Character Equal

If G = (CRRNT CHAR), return a true
answer; otherwise, return a false
answer; in neither case is the scan
arrow advanced. i

Set on Character Key

If (CRRNT CHAR) displays any of the
character keys of G, where G is a
character code whose bit settings
describe a group of characters,
return a true answer; otherwise, a
false answer is returned; in neith-
er case is the scan arrow advanced.

Search from Pointer

Search the roll specified by the
pointer in W0, beginning with the
group following the one specified
by the pointer in W0, for a group
equal to the group in
SYMBOL 1, 2, 3, DATA 0, 1l..., etc.,
by roll statistics. If a match is
found, return a true answer,
replace the pointer in W0 with a
pointer to the matching group, and
jump to G, where G must be a local
address. If no match is found,
return a false answer, prune the
pointer in WO (reduce the BOTTOM of
the WORK roll by four), and con-
tinue in sequence.

Set if Less or Equal

If (W0) < (G), where G is a storage
address, a true answer is returned;
otherwise, a false answer is
returned, ' The comparison made con-
siders the two values to be signed
quantities., ’

SNE G:

SNZ G:

SOP G:

SPM G:

SPT G:

SRD G:

STA G:

Set if Not Equal

If (W0) # (G), where G is a storage
address, a true answer is returned;
otherwise, a false answer is
returned. : .

Set if Nonzero

If (G # 0, where G is a storage
address, return a true answer;
otherwise, return a false answer.

Set on Operator

If G = OPERATOR portion of the
pointer in W0, return a true answ-
er; otherwise, return a false
answer.

Set on Polish Mode

If the mode portion of the TAG
field of the (G) = the mode portion
of the TAG field of the pointer in
Pl, where G is a storage addess,
return a true answer; otherwise,
return a false answer,

Set on Polish Tag

If the TAG field of the (G) = the
TAG field of the pointer in P1,
where G 1is a storage address,

return a true answer; otherwise,
return a false answer.

Search

If roll G, where -G is the roll’
number, is empty, return a false
answer; otherwise, search 1roll G

against the central items SYMBOL 1,

2, and 3 and DATA O, 1, 2, 3, &4,
and 5, as defined by the roll
statistics; if a match is found,

place a pointer to the matching
group in W0, increase the BOTTOM of
the WORK roll, and return a true
answer; if no match is found,
return a false answer.

Set if Remaining Data

If roll G, where G is the roll
number, is not empty, return a true
answer; otherwise, return a false
answer.

Set on Tag

If the TAG portion of (G) = the TAG
portion of the pointer in WO, where
G 1is a storage address, return a
true answer; otherwise, return a
false answer.



STM G:

Set on Tag Mode

If the mode . portion of the TAG
field of the (G) = the mode portion
of the TAG field of the pointer in

JUMP INSTRUCTIONS

~ The
normal
instructions to be altered,
tionally or

W0, where G is a storage address,
return a +true answer; otherwise,
return a false answer.

following instructions cause the

sequential operation of the POP
either uncondi-

conditionally. See the sec-

tions "Labels" and "Assembly and Operation"
in this Appendix for further discussion of
jump instructions.

CSF G:

JAF G:

JAT G:

JOW G:

JPE G:

Character Scan or Fail

If G = (CRRNT CHAR), advance the
scan arrow to .the next active
character; otherwise, jump to

SYNTAX FAIL.
Jump if Answer False

If (ANSWER BOX) = false, jump to G,
where G is either a global or a
local address; otherwise, continue
in sequence.  One of two operation
codes is produced for this instruc-
tion depending on whether G is a
global or local label.

Jump if Answer True

If (ANSWER BOX) = true, jump to G,
where G is either a global or a
local address; otherwise, continue
in sequence.
codes is produced for this instruc-
tion depending on whether G is a
global or a local label.

Jump on Work

If (W0) = 0, decrease the BOTTOM of
the WORK roll by four and jump to
G, where G is either a global or a
local address; otherwise, reduce
word 0 by one, =-> W0, and continue
in sequence. One of two operation
codes is produced for this instruc-
tion, depending on whether G 1is a
global or a local label.

Jump and Prepare for Error
The following values are saved in

storage: the location of the next
instruction, the last character

count, the BOTTOM of the EXIT roll,

and the BOTTOM of the WORK roll.

One of two operation

JRD G:

JSB G:

JUN G:

QSF G:

XIT

The JPE FLAG is set to nonzero, and
a' jump 1is taken to G, which may
only be a local address.

Jump Roll Down

This 1instruction manipulates a
pointer in WO. If the ADDRESS
field of that pointer is equal to 0
(pointing to the word preceding the
beginning of a reserved area), the
ADDRESS field is increased to four.
If the ADDRESS field of the pointer
is equal to any legitimate value
within the roll, it is increased by
group size. If the ADDRESS field
of the pointer indicates a location
beyond the BOTTOM of the roll, the
pointer is pruned (the BOTTOM of
the WORK roll is reduced by four),
and a jump is made to the location
G, which must be a global address.

Jump to Subroutine

Return information is placed on the
EXIT roll; jump to G, which is a
global address.

Jump Unconditional

Jump to G, which is either a global
or a 1local address., One of two
operation codes 1is produced for
this instruction, depending = on
whether G is a global or a 1local
label. ‘

Quote Scan or Fail

If the quotation mark (sequence of
characters) beginning at storage
address G (the value of the first
byte in the quotation mark is the
number of bytes in the quotation
mark) is equal to the quotation
mark starting at the scan arrow,
advance the scan arrow to the first
active character beyond the quota-
tion mark; otherwise, jump to SYN=
TAX FAIL.

Exit
Exit from the interpreter; the code

which follows is written! in
assembler language.

ROLL CONTROL INSTRUCTIONS

These instructions are concerned with
the control of the rolls used in the
compiler.
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POW G: Prune off Work
Reduce the BOTTOM of the WORK roll
by four times G, where G is an
integer, thus pruning G words off
the WORK roll.

REL G: Release
Restore roll G, where G is the roll
number, to the condition preceding
the 1last reserve; this sets BOTTOM
to (TOP) reduced by four if the
roll is reserved, or to (BASE) if
the roll is not reserved; TOP is
set to the value it had before the
reserve.

RSV G: Reserve

Reserve roll G, where G is the roll

number, by storing (TOP) - (BASE)
on the roll, increasing BOTTOM by
four, and setting TOP to (BOTTOM);

this protects the area between BASE
and TOP, and allows ascending
addresses from TOP to be used as a
new, empty roll.

CODE PRODUCING INSTRUCTIONS

These POP instructions construct object
module code on the CODE roll. ‘Each object
module instruction constructed results in
the placing of a 2-word group on ‘the CODE
roll. The instruction generated, in bi-
nary, is left justified in this group. In
the case of halfword instructions, the
remainder of the first word is filled with
ZEeroO. The second word contains a pointer
to the instruction operand, except ' in the
case of 6-byte instructions when the last
two bytes of the group contain the value
zZero. :

BID G: Build Instruction Double
‘The instruction indicated by G,
where G is an instruction number
which indicates the exact instruc-

tion to be generated, is built on
the CODE roll, where WO contains a
pointer to the first operand and Wl

contains a pointer to the second
operand. The BOTTOM of the CODE
roll is increased by -eight. The
BOTTOM of the WORK roll is reduced

by eight; thus, both pointers are
pruned. A location counter is in-

creased by one for each byte of the
instruction.
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BIM G: Build Instruction by Mode

The instruction indicated by G,
where G is an instruction number
which indicates the class of the
instruction only. For example,
LOAD INSTR as opposed to LE INSTR
is built on the CODE roll, where WO
contains a pointer to the second
operand.. A pointer to the accumu-
lator which holds the first operand
is contained in the variable CRRNT
ACC. The instruction mode is
determined by inspecting the TAG
fields of the pointers; the BOTTOM
of the CO<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>