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GOULD MPX-32 UTILITIES OVERVIEW

SECTION 1 - USING THE MPX-32 UTILITIES MANUAL

The Gould MPX-32 utility package is a collection of the following utilities:

Cataloger (CATALOG)
Datapool Editor (DATAPOOL)
File Manager (FILEMGR)

. Macro Assembler (ASSEMBLE)

. Macro Library Editor (MACLIBR)

. Media Conversion (MEDIA)
Source Update (UPDATE)

. Subroutine Library Editor (LIBED)
Symbolic Debugger (SYMDB)

. Text Editor (EDIT)

Because the utilities can be installed on a system individually, each utility description in
this manual can be used as a stand-alone manual. To tailor this manual to a particular
system, remove the descriptions of the utilities which are not installed on the system.

tach utility description begins with a tabbed page and generally has the following
format:
Overview
Usage
Directives
. Errors and Aborts

. Examples

The Overview section describes the utility's function and summarizes its directives.

The Usage section describes how to access, exit, and use the utility. Related
information, such as logical file code assignments and utility options, are also described
in this section.

The Directives section describes the function and syntax of each directive in alphabetical
order.

MPX-32 Overview :
Utilities Using the Manual 1-1



The Errors and Aborts section describes possible errors, aborts, and their messages.
Explanations of the error and abort code numbers are included.

The Examples section contains sample input and/or output illustrating the usage of the
utility.

Most utilities provide the capability to use previously created files for input sources
and/or output destinations. Valid characters for file names, directories, and other
referenced names are A-Z, 0-9, period, and underscore. Although other characters are
generally accepted, their use is not recommended.

If a complete pathname is specified, any valid file name can be used. If only a file name
is specified, the file name cannot begin with a period or a string of digits (0-9) followed
by a period.

For file names containing special characters, enclose the name in single quotes. Use this
feature only to gain access to files with names containing unrecommended characters.
After gaining access, save or store the file using a file name of recommended characters.

Files assigned to logical file codes (LFC's) will be forced to the appropriate format -
blocked or unblocked unless otherwise noted in the LF C description.

Input records to the utilities must be in 80-byte card image format.

When a utility is activated, a copyright statement is issued. If the utility is accessed in
the batch mode, the copyright is printed on the listed output. In the interactive mode,
the copyright is displayed on the user terminal. The copyright statement has the
following format:

MPX-32 UTILITIES RELEASE x.x (utility Rx.x.x)

(C) COPYRIGHT 1983, GOULD INC., COMPUTER SYSTEMS DIVISION, ALL RIGHTS RESERVED

RELEASE x.x is the release number of the MPX-32 Utilities and utility Rx.x.x is the
name of the specific utility and its internal version number.

Overview MPX-32
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SECTION 2 - DOCUMENTATION CONVENTIONS

Natation conventions used in directive syntax, messages, and examples throughout this
manual are described below.
lower case letters

In directive syntax, lower case letters identify a generic element that must be replaced
with a value. For example:

IACTIVATE taskname

means replace taskname with the name of a task. For example:
IACTIVATE DOCCONV

In messages, lower case letters identify a variable element. For example:
**BREAK** ON:taskname

means a break occurred on the specified task.

UPPER CASE LETTERS

In directive syntax, upper case letters specify a keyword must be entered as shown for
input, and are printed as shown in output. For example:

SAVE filename

means enter SAVE followed by the name of a file. For example:
SAVE DOCCONV

In messages, upper case letters specify status or information. For example:
taskname,taskno ABORTED

*YOUR TASK IS IN HOLD. ENTER CONTINUE TO RESUME IT.

Braces | }

Elements placed one under the other inside braces specify a required choice. You must
enter one of the arqguments from the specified group. For example:

counter
startbyte

means enter the value for either counter or startbyte.

MPX-32 Overview
Utilities Documentation Conventions 2-1



Brackets [ ]

An element inside brackets is optional. For example:
[CURR]

means the term CURR is optional.

Items placed one under the other within brackets specify you may optionally enter one of
the group of options or none at all. For example:

[base name]
progname

means enter the base name or the program name or neither.

Items in brackets within encompassing brackets specify one item is required only when
the other item is used. For example:

TRACE [lower address [upper address]]
means both the lower address and the upper address are optional, and the lower address
may be used alone. However, if the upper address is used, the lower address must also be

used.

Commas between multiple brackets within an encompassing set of brackets are not
required unless subsequent elements are selected. For example:

M.DFCB fcb,lfc I:, [a], [b], [c]1, 1d], [e]]
could be coded as:
M.DFCB FCB12,IN
or
M.DF CB FCB12,IN,,ERRAD
or

M.DF CB FCB13,0UT,,ERRAD,,PCK

Horizontal Ellipsis ...
The horizontal ellipsis indicates the previous element can be repeated. For example:
name [,namel...

means one or more values separated by commas can be entered.

Overview MDX-32
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Vertical Ellipsis
The vertical ellipsis used in examples indicates that directives, parameters, or
instructions have been omitted. For example:

COLLECT 1

LIST

means one or more directives have been omitted between COLLECT and LIST.

Numbers and Special Characters

In a syntax statement, any number, symbol, or special character must be entered as
shown. For example:

(value)

means enter the proper value enclosed in parentheses, i.e., (234).

Underscore

In syntax statements, underscoring specifies the letters, numbers, or characters that may
be used as an abbreviation. For example:

LIST filename

means spell out the directive LIST or abbreviate it to either LIS or L.

Bold

In examples, vall terminal input is printed in bold; terminal output is not. For éxample:
TSM > EDIT

means TSM > was written to the terminal and EDIT was typed by the user.

CNTRL Key

CNTRL indicates the terminal Control key. For example:
CNTRL I

means to simultaneously press the Control and I keys.

MPX-32 Overview
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CATALOGER (CATALOG)
SECTION 1 - OVERVIEW

1.1 General Description

The Cataloger (CATALOG) utility processes standard, nonbase mode object code to
produce load modules that are ready to activate in one of three task environments: real-
time, interactive, or batch.

A load module is created using job control language and CATALOG directives. The load
module resides in a permanent file specified in an LMPATH directive. If LMPATH is not
used, the file name is taken from the load module name on the first BUILD or CATALOG
directive.

CATALOG recognizes 1 to 16 character file names. Unless specified, files assigned to
logical file codes are forced to the appropriate format--blocked or unblocked.

1.2 Directive Summary

Below is a list of CATALOG directives in alphabetical order. Underlining indicates
accepted directive abbreviations. Each directive is explained in more detail in Section 3.

Directive Function

*(in Column 1) Indicates a comment line

ABSOLUTE Specifies an absolute origin for the task data section (DSECT)
in the task being cataloged

ALLOCATE Allocates additional memory for a main load module in the
task being cataloged

ASSIGN Equates system files, pathnames, RIDs, temporary files,
devices, and LFCs with an LFC in the task being cataloged

ASSIGN1 Equates a permanent disc file with an LFC in the task being

cataloged. This directive is for compatibility only; its use is
not recommended.

ASSIGN2 Equates system files SBO, SLO, SYC, or SGO with an LFC in
the task being cataloged. This directive is for compatibility
only; its use is not recommended.

ASSIGN3 Equates a device with an LFC in the task being cataloged.
Also assigns a temporary disc file. This directive is for
compatibility only; its use is not recommended.

ASSIGN4 Equates an LFC in the task being cataloged with an existing
LFC. This directive is for compatibility only; its use is not
recommended.

BUFFERS Establishes the number of blocking buffers required for

dynamic assignments in nonshared tasks. Establishes the total
number of blocking buffers required for shared tasks.

BUILD Identifies and describes a load module to be cataloged in the
current working directory or in the pathname of a previous
LMPATH directive

MPX-32 Cataloger (CATALOG)
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Directive
CATALOG
CONNECT
ENVIRONMENT
EXCLUDE

EXIT
EXTDMPX

FILES

INCLUDE
LINKBACK
LMPATH
LORIGIN

MOUNT

OPTION
ORIGIN

PROGRAM
PROGRAMX

- RECATALOG

SEGFILES
SPACE

SYMTAB

1-2

Function

Identifies and describes a load module to be cataloged in the
system directory or in the pathname of a previous LMPATH
directive

Assigns a Datapool dictionary to a specified Datapool
(DPOOLO0 through DPOOL99 or DATAPOOL) partition

Describes the memory class, residency, map size, and sharing
or multicopying requirements of a task

Specifies referenced global symbol names in library object
modules to be excluded from the load module

Terminates CATALOG directive input

Positions the extended portion of MPX-32 in the logical
address space of the task being cataloged (if the expanded
space option of MPX-32 is used).

Establishes the number of dynamic disc file and device
assignments in nonshared tasks. Establishes the total disc file
and device assignments in shared tasks.

Specifies unreferenced global symbol names in library object
modules to be included in the load module

Specifies the overlay load modules at lower levels to link to
the current overlay load module

Specifies the pathname of the file where the load modules are
to be written

Establishes a new overlay level and origin for an overlay load
module

Indicates a nonpublic volume that is required by the task being
cataloged
Sets execution options for the task being cataloged

Establishes a new origin (at current level) for an overlay load
module

Specifies an object module by program name from SGO to
include in a load module

Specifies no object modules from SGO should be included in a
load module

Indicates that one or more overlay segments of a single file

~ load module are being updated. Optionally supplies the name

of the file.

Specifies the number of noncontiguous disc files to be accessed
by the task being cataloged

Allows the potential maximum task size to be increased above
the default 2MB size.

Specifies that symbol table references saved previously with a
CATALOG SYM option are to be used when an overlay load
module for a task is cataloged separately or recataloged

Cataloger (CATALOG) MPX-32
Overview Utilities

RN

N



Directive
VOLUMES

MPX-32
Utilities

Function

Specifies the number of nonpublic volumes that can be
dynamically mounted at any one time by the task being
cataloged

Cataloger (CATALOG)
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SECTION 2 - USAGE

2.1 Accessing CATALOG

CATALOG can be accessed in the batch or interactive modes in one of three ways:
. $CATALOG
. $RUN CATALOG (valid only from the system directory)
. $EXECUTE CATALOG

When accessing CATALOG interactively, the CAT> prompt is displayed:
TSM>$CATALOG
CAT>

2.2 Logical File Code Assignments

The following logical file codes are used by CATALOG:

Logical File Code Description
SYC CATALOG directive input
SGO Object modules from compilation or assembly
LIS Library assignment for object modules from the system
subroutine library (default @SYSTEM(SYSTEM)MPXLIB)
LID Directory assignment for object modules from the

system subroutine directory (default
ASYSTEM(SYSTEM) MPXDIR)

LIB or Library assignment for object modules from user
Lnn libraries (nn = 00 through 99)
DIR or Directory assignment corresponding to assigned
Dnn library (nn = 00 through 99)
DPD _ Dictionary assignment for DATAPOOL variables used in
object modules
SLO Listed output
SYI Symbol table as input
SYM Symbol table as output
P00 - P99 Dictionary assignments for DPOOL00 - DPOOL99

variables used in object modules

MPX-32 Cataloger (CATALOG)
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The following sections describe and Table 2-1 summarizes the default and optional LFC
assignments.
2.2.1 Source Input (SYC)
Source input is a file of CATALOG directives that is assigned to logical file code SYC.
SYC Default and Optional Assighments
The default assignment for SYC is to the System Control file (SYC):
$ASSIGN SYC TO SYC
There are two optional assignments for SYC:

$ASSIGN SYC TO {pathname }

DEV=devmnc
pathname is the pathname of a file containing CATALOG source input
devmne is the device mnemonic of a device containing CATALOG source
input

2.2.2 Object Modules from Compilation or Assembly (SGO)

The file of object modules from compilation or assembly is assigned to logical file code
SGO.

SGO Default and Optional Assignments

The default assignment for SGO is t6 the System General Object file (SGO):
$ASSIGN SGO TO SGO

There are two opfidnal assignments for SGO:

$ASSIGN SGO TO  pathname
DEV=devmnc

pathname is the pathname of a file containing object modules from compilation
or assembly ‘

devmnc ~ is the device mnemonic of a device containing object modules from
compilation or assembly

2.2.3 Object Modules from Subroutine Libraries (LIS, LIB, and L.nn)

CATALOG links object modules from subroutine libraries assigned to logical file codes

LIS, LIB, and Lnn. LIS is used (by default) to access the system subroutine library
(MPXLIB). LIB or Lnn should be assigned to access user subroutine libraries.

Cataloger (CATALOG) MPX-32
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CATALOG searches the library assigned to logical file code LIS by default and any user-
specified libraries assigned to logical file codes LIB and Lnn. The libraries are searched
in the following order: LIB, LOO through LL99, and LIS. The number of libraries searched
is limited only by the number of ASSIGNs which may be processed by TSM plus any
statically assigned user libraries added to the CATALOG load module. These LFCs are
forced unblocked by CATALOG.
LIS, LIB, and Lnn Default and Optional Assignments
The default assignment for LIS is to the system subroutine library:

$ASSIGN LIS TO @SYSTEM (SYSTEM) MPXLIB
There is one optional assignment for LIS:

$ASSIGN LIS TO pathname

pathname is the pathname of a file containing object modules in Subroutine
Library Editor (LIBED) format

There are no default assignments for LIB and Lnn. To access user subroutine libraries,
the optional assignments for LLIB or Lnn should be specified as follows:

$ASSIGN LIB TO pathname
$ASSIGN Lnn TO pathname

pathname is the pathname of a file containing object modules in Subroutine
Library Editor (LIBED) format

Lnn is a user-defined LFC in the range L0O0 to L99 representing a user
subroutine library
2.2.4 Subroutine Library Directories (LID, DIR, and Dnn)

The directory for a subroutine library is assigned to logical file codes LID, DIR, and
Dnn. These LFCs are forced unblocked by CATALOG.

The LID assignment is to the directory that corresponds to the LIS system subroutine
library assignment. If user subroutine libraries are assigned to LIB or Lnn, the
corresponding DIR or Dnn assignments must be made for the related directories.
LID, DIR and Dnn Default and Optional Assignments
The default assignment for LID is to the system subroutine library directory:
$ASSIGN LID TO @SYSTEM (SYSTEM) MPXDIR
There is one optional assignment for LID:
$ASSIGN LID TO pathname
pathname is the pathname of a file containing the subroutine library directory

MPX-32 Cataloger (CATALOG)
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There are two optional assignments for assigning user subroutine library directories:
$ASSIGN DIR TO pathname
$ASSIGN Dnn TO pathname

pathname is the pathname of a file containing the subroutine library directory

Dnn is a user-defined LF C representing the directory for a user subroutine
library. Directory LFCs are D00 to D99, corresponding to the user
subroutine libraries L00 to L99.

Note: There are no default assignments for DIR or Dnn.
2.2.5 DATAPQOOL Variables Dictionary (DPD)

DATAPOOL variables referenced in object modules are defined in a Datapool
dictionary. Datapool dictionaries are built using the Datapool Editor (DPEDIT) utility.
The DATAPOOL dictionary for use by CATALOG is assigned to logical file code DPD.
This LFC is forced unblocked by CATALOG.

DPD Default and Optional Assignments
There is no default assignment for DPD.
There is one optional assignment for DATAPQOOL variables:
$ASSIGN DPD TO pathname
pathname is the pathname of a file containing the DATAPOOL dictionary

Note: The DATAPQOOL dictionary can optionally be assigned using the CONNECT
directive. If this is done, LFC DPD must not be user assigned.

2.2.6 DPOOLO0O0 - DPOOL99 Variables Dictionaries (P00 - P99)

DPOOLO0 through DPOOL99 variables referenced in object modules are defined in
Datapool dictionaries. Datapool dictionaries are built using the Datapool Editor
(DPEDIT) utility. The Datapool dictionaries used by CATALOG are assigned by the
CONNECT directive to logical file codes P00 through P99.

P00 - P99 Default and Optional Assignments

There are no default or optional assignments for P00 through P99; the user must not
assign these LFCs.

2.2.7 System Listed Output (SLO)

The system listed output file contains the output of the cataloging session. The output
includes a directive log, a load map, and any error messages generated. The system
listed output file is assigned to logical file code SLO.

SLO Default and Optional Assignments
The default assignment for SLO is to the System Listed Output device (SLO):
$ASSIGN SLO TO SLO

Cataloger (CATALOG) MPX-32
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There are three optional assignments for SLO:

$ASSIGN SLO TO | pathname

DEV=devmnc
LFC=UT
pathname is the pathname of a file to contain listed output
devmnc is the device mnemonic of a device to which the listed output will
be directed
LFC=UT assigns output to the user terminal

Note: If the origin of CATALOG is interactive, any error messages generated are
written to both UT and SLO automatically. If the user wants the load map to
appear on the terminal, SLO must bYe assigned to UT.

2.2.8 Symbol Table Output (SYM)

A symbol table is the mechanism for resolving external references when cataloging a
task with overlays in separate CATALOG runs. If a symbol table is desired for later use
with logical file code SYI, the symbol table option must be set and a file or device for
symbol table output must be assigned. The file or device to contain the symbol table
output is assigned to logical file code SYM.

SYM Default and Optional Assignments
There is no default assignment for SYM,
There are two optional assignments for SYM:

$ASSIGN SYM TO | pathname l
DEV:devmncS

pathname is the pathname of a file to contain the symbol table output
devmnc is the device mnemonic of a device where the symbol table output is
directed

2.2.9 Symbol Table as Input (SYT)

Instead of regenerating the symbol table when recataloging a load module, the symbol
table which was assigned to logical file code SYM generated by the previous cataloging
of the load module can be used as input. The file or device containing the symbol table is
assigned to logical file code SYI.

SYI Default and Optional Assignments

There is no default assignment for SYI,

MPX-32 Cataloger (CATALOG)
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There are two optional assignments for SYI:

$ASSIGN SYI TO

pathname

devmnc

2.2.10 LFC Summary

pathname
DEV=devmnc

is the pathname of a file containing the symbol table

is the device mnemonic of a device containing the symbol table

The following is a table of LFCs used by CATALOG and their default and optional

assignments:
Table 2-1
CATALOG LFC Summary
Default Optional
LFC Assignment Assignment
SYC SYC pathname
DEV = devmnc
SGO SGO pathname
DEV = devmnc
LIS @SYSTEM (SYSTEM)MPXLIB pathname
LIB none pathname
Lnn none pathname
LID @SYSTEM (SYSTEM)MPXDIR pathname
DIR none pathname
Dnn none pathname
DPD none pathname
SLO SLO pathname
DEV = devmnc
LFC =UT
SYM none pathname
DEV = devmnc
SYI none pathname
DEV = devmnc
P00 - P99 none Do not assign
Cataloger (CATALOG) MPX-32
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Figure 2-1 illustrates the CATALOG process and the LFCs used by CATALOG.

DIRECTIVE LOAD
INPUT MODULE
SYC
.
OBJECT LISTED
MODULES CATALOG ouTPUT
SGO > SLO
J Y
SYMBOL SYMBOL
TABLE AS TABLE
INPUT SYI OUTPUT SYM
(OPTIONAL) (OPTIONAL)
SUBROUTINE
SUBROUTINE DATAPOOL
LIBRARY LIBRARY DICTIONARY
DIRECTORY 0PD
LIS,LIB,OR LID.DIR,OR “(OPTIONAL
L00-L99 D00-D99 ( )

*MULTIPLE DATAPOOL DICTIONARIES MAY BE SUPPLIED BY USING THE CONNECT DIRECTIVE.

87D4K02

2.3 Options

Figure 2-1. CATALOG I/O Overview

Options used by CATALOG control various processing options. Options are specified by
number in a $OPTION job control language statement. The $OPTION statement must
appear before the $EXECUTE CATALOG statement in a jobstream.

Option

MPX-32
Utilities

1

Description

Suppress subroutine library search - Suppresses automatic search of
system and user subroutine libraries to resolve external references.
All object modules to be linked must be specified in INCLUDE
directives, or be contained on SGO.

Multiple disc files - Produces multiple disc files when cataloging
overlay tasks.

Branch references - Enforces strict on-branch linkages for local
common and global symbols. For more information, refer to Section
2.12.

Cataloger (CATALQOG)
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15 Time, date, and program identification - Include the time and date
the object code was assembled or compiled and/or program
identification information as part of the load module if present in
the object code. This information is included in the object code by
setting the appropriate Macro Assembler or compiler options during
assembly or compilation. Option 15 is not supported for overlay
modules.

18 Inhibit load module generation if errors - Certain error conditions
cause CATALOG to take corrective or alternate actions. There is,
however, doubt as to the correctness and/or completeness of the
load module. This option inhibits writing the load module in these
cases. '

Note: The production of possibly incomplete load modules is
provided as an aid to the code development cycle; the
programmer can decide to use the load module or not.
Production environment jobstreams should always set
option 18.

See Section 4 (Errors and Aborts) for a description of the conditions
that cause incomplete modules.

19 Include symbolic debug information - Includes symbolic debug
information which is placed at the end of the load module. Setting
option 19 does not affect memory requirements but does increase
disc usage. Option 19 is not supported for overlay modules.

20 Inhibits memory resident directory searches. By default, the
contents of all assigned library directories are loaded into a
dynamically allocated memory buffer. This buffer is expanded
automatically as needed and is limited only by available physical
memory and the size of the logical address space (as defined by
$SPACE). Option 20 forces all directories to be searched on disc
and limits CATALOG's dynamic memory buffer to approximately
32KB. Setting option 20 significantly increases CATALOG
execution times.

TEXT(23) Causes CATALOG directives read from system file SYC or a
directive file to be echoed to the terminal. Directives are also
written to LFC SLO.

2.4 Exiting CATALOG

To exit CATALOG in the batch or interactive modes, specify the EXIT directive.

2.5 Object Modules and Load Modules

A load module is composed of one or more object modules cataloged into executable
format. A source module is the source code that produced the object module. After
source code is assembled or compiled, the object modules are normally written to the
System General Object (SGO) file for use by CATALOG. Object modules can also be
stored in a file or incorporated into a library (by LIBED) for subsequent CATALOG
access.

Cataloger (CATALOG) MPX-32
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A nonbase mode object module produced by an assembly or compilation is identical in
format to any other nonbase mode object module; therefore, source modules written in
different languages may be linked into a single load module if the source languages
support a compatible call/return interface.

2.5.1 Load Modules

CATALOG combines the object code from the various object and library input files into
one or more load modules. These load modules are written to one or more permanent
disc files. In combining the input object, CATALOG resolves global symbol references
and converts the object format data into a relocatable memory image ready for loading.
CATALOG also produces the runtime resource requirement summary and optionally, the
program element information and the global and local debug symbol tables.

2.5.2 Absolute Load Modules

CATALOG can build an absolute load module. An absolute load module requires no
relocation by the loader and reduces the task activation time.

The ABSOLUTE directive resolves all relocatable addresses relative to the base address
supplied in the directive. The user is responsible for selecting a base address large
enough to be beyond the task's TSA. The TSA is allocated after the end of MPX-32 and
varies in size based on the number of files and buffers required in the task.

Tasks that are cataloged as absolute may require recataloging if the size of MPX-32
changes. If there is an overlap between MPX-32 or the task's TSA and the ahsolute task
itself, the task aborts during the loading phase.

2.6 The Cataloging Process

CATALOG makes two passes over the file or device assigned to logical file code SGO and
the libraries to resolve external symbolic references and include the proper object
modules in the load module. ‘

On the first pass, CATALOG searches the file or device assigned to logical file code SGO
for global symbol references and definitions in the object modules. CATALOG builds a
table of all references and definitions it finds.

If CATALOG cannot find a definition to match a reference in the modules in the file
assigned to logical file code SGO, it searches the assigned user libraries, followed by the
file assigned to logical file code LIS. Any definitions in the library that resolve
references are added to the symbol table for the load module. Any new references in the
library are also added.

After the first pass the symbol table contains the names of all definitions, references,
and program names in the order they were found on: SGO, user libraries and the system
subroutine library.

MPX-32 Cataloger (CATALOG)
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On the second pass, CATALOG retrieves an object module for the occurrence of each
global symbol definition and matches the definition to its corresponding references.
Object modules are retrieved from SGO and the libraries in the order of the symbol
table. If CATALOG finds more than one definition with the same name, it uses the first
object module that contains the definition. Duplicate definitions and unresolved
references are indicated on the listed output.

The symbol table provides the communication medium between the different object
modules in the load module. It is also used to resolve references when overlay load
modules are cataloged in separate runs.

2.6.1 Selective Retrieval of Object Modules

When object modules are retrieved during CATALOG's first pass to resolve external
references and definitions, the order of search is the SGO file, user-assigned libraries,
and the file assigned to logical file code LIS. Four directives are used to manipulate the
object modules retrieved: PROGRAM, PROGRAMX, INCLUDE, and EXCLUDE.

The PROGRAM directive specifies particular object modules, by program name,
contained in the SGO file to be added to the load module. The PROGRAMX directive
suppresses all object modules in the SGO file from the load module. If neither directive
is used, all object modules from SGO are added to the load module.

Object modules in libraries that are not referenced are included in the load module by
specifying them in an INCLUDE directive. The supplied name must be a global symbol
defined in the object module.

Object modules in libraries can be excluded from the load module even though they are
referenced by specifying them in an EXCLUDE directive. The parameter of the
EXCLUDE directive is a global symbol. All global symbols defined in an object module
must be explicitly excluded to assure that the object module is not added to the load
module.

PROGRAM and PROGRAMX directives relate to object modules on SGO. The parameter
on the PROGRAM directive line is a program element (program, subroutine, function,
etc.) name.

INCLUDE and EXCLUDE directives relate to object modules in the libraries LIB, L0O -
L99, and LIS. The parameter on the INCLUDE and EXCLUDE directive lines is a global
symbol.

2.6.2 Allacation and Use of Global Common and Datapool Partitions

Global Common and Datapool are memory partitions defined at system generation
(SYSGEN) or by the Volume Manager (VOLMGR).

Labeled common blocks are identified as Global Common by the name GLOBALnNn, where
nn specifies two decimal digits from 00 to 99. When CATALOG encounters a common
block named GLOBALnNN, space is not allocated for it in the module's area. Instead, all
references to the common block are resolved using the memory partition of the same
name. Therefore, the global common memory partition must be created before a
program referencing it can be cataloged. If the definition of the partition changes, the
programs referencing the partition must be recataloged.

Cataloger (CATALOG) MPX-32
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Datapools are structured and resolved according to the Datapool dictionaries created
with the Datapool Editor (DPEDIT) utility. Datapools are identified by the name
DATAPOOL or DPOOLNN, where nn specifies two decimal digits from 00 to 99. Datapool
references in an object module are resolved to locations in the specified Datapool
memory partition according to the corresponding user-supplied Datapool dictionary.

There are two mechanisms available to access DATAPOOL. If the corresponding
dictionary is assigned to LFC DPD, then the memory partition must be created before
the task can be cataloged. If the CONNECT directive is used and the optional starting
address and size parameters are specified, then the memory partition is not accessed.

The CONNECT directive allows a load module cataloged on one system (host) to be
executed on another system (target). Any datapools referenced are allocated during
execution and must reside on the target system. ’

When a global common or Datapool memory partition must be accessed, CATALOG
searches for the definition in directories. The order the directories are searched is:

With LMPATH and either BUILD or CATALOG:
. LMPATH target volume/directory

. Current working volume/directory
. @ SYSTEM (SYSTEM)

Without LMPATH and with BUILD:
Current working volume/directory
@ SYSTEM (SYSTEM)

Without LMPATH and with CATALOG:
@ SYSTEM (SYSTEM)

The memory allocation unit for memory partitions is one map block (2KW). If the
partitions are created by VOLMGR (dynamic), they must be allocated in map block
increments. In SYSGEN created partitions (static), protection granule allocation allows
multiple partitions within a map block. The allocation unit for the task remains one map
block. If multiple static partitions are defined within a map block, only one partition can
be included in the task's logical address space at a given time. The unused partitions in a
map block are write protected.

Static partitions are defined in @ SYSTEM (SYSTEM) by MPX-32 and are automatically
included in the referencing task's logical address space. Dynamic partitions must be
explicitly included in the logical address space at execution time. The user must be sure
that the partition included at run time matches the starting address and size values used
at CATALOG time. Also, some run time included services may require that a specific
volume and/or directory contain the partition definition.

2.6.3 Allocation of Local Commons

Common blocks with names other than GLOBALnn, DPOOLnNN, or DATAPOOL (including
BLANK) are called local common. CATALOG allocates space for local common within
the load module according to references to the common contained in the object code
being linked.
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When the object code contains initialization data for the common block (such as a block
data subprogram), storage for that common is allocated immediately before the program
element containing the data. The amount of memory allocated is established as the
largest size of the common block as defined in any referencing program element. If
another program declares a larger size, a warning message is issued and the extra size is
initialized to binary zeros.

When the object code contains no initialization data, CATALOG allocates storage
immediately before the first program element that defines this common. The size of the
area allocated is that of the largest definition contained in any referencing program
element.

Uninitialized common that is allocated before the first program element of a load
module is treated differently than commons allocated in the body of the load module.
CATALOG does not allocate either memory or load module file space for these common
blocks. Instead, a loading offset is supplied to the task loader and the required memory
is allocated (with unpredictable contents) at task loading time. Common blocks that are
allocated within the load module body allocate both memory and load module file space
as required. These areas are set to binary zeros by CATALOG.

Allocating uninitialized commons in the first program element can be utilized to reduce
CATALOG memory requirements and load module file size and to provide faster task
activation. For more information, refer to the Local Common Allocation and Global
Symbol Resolution in the Segmented Tasks section.

2.7 Load Module Information

The ENVIRONMENT and BUILD/CATALOG directives establish the following special
characteristics for a task:

. Residency - A task defined as resident remains memory resident until it exits or
aborts. It is not a candidate for swap to disc. The default is nonresident.

. Memory class - A task may need to execute in a special class of physical memory. E
executes in class E memory, H executes in class H or E, and S executes in any class of
memory available. The default is class S.

. Sharing:

. Multicopying - A task can be active concurrently in several logical address spaces.
The entire task is copied to physical memory each time it is activated.

. Sectioned sharing - A task can be active concurrently in several logical address
spaces. The CSECT area of the task is copied into physical memory once. A new
DSECT area is established in physical memory each time the task is activated.
DSECT areas are deallocated as sharers exit. CSECT remains allocated until all
sharers exit.

. No sharing (unique) - Only one copy of the load module can be active in one logical
address space at a time. The default for a task is unique.
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Privilege - A task that accesses a privileged system service must be cataloged as
privileged. A privileged task can write into any area of memory in its logical address
space, including the system area, and execute the privileged instruction set. The
default is unprivileged.

Base priority - The priority the task executes at if activated as an independent task
(by the TSM or OPCOM ACTIVATE, OPCOM ESTABLISH directive, another task, a
timer, or an interrupt). Base priorities are in the range 1 to 64. The default is 60. If
activated from TSM or in a batch stream, this priority is overridden by the SYSGEN-
defined terminal or batch priority.
Debugging - A task may prohibit attaching the debugger to it. The default is to allow
debugger attachment.

Unless otherwise defined by the ENVIRONMENT directive, a task:
is nonresident

. is unique

. is executable in any memory class available (S, H, or E)

allows debugger attachment

Unless otherwise specified by the BUILD/CATALOG directive:
The base priority of a task is 60
The status of a task is unprivileged

This information is written at the beginning of the main load module by CATALOG so
that it is available for the MPX-32 allocator and execution scheduler when the task is
activated.

2.8 Resource Requirements
The resource requirements for a task include all files and devices used by the task:

default assignments
run-time assignments that override the defaults

. run-time assignments for required or optional files or devices that do not have default
assignments '

. dynamic assignments

A task's default resource requirements, if any, are established by CATALOG ASSIGN
directives when the main load module is cataloged. Required, optional, or overriding
run-time resources are established by TSM $ASSIGN directives when the task is
activated.

Dynamic assignment of files or devices is made by the task through MPX-32 service
calls, the FORTRAN OPEN statement, or subroutine calls.
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A prerequisite for blocked 1/O used by a task is a blocking buffer, which the allocator
establishes in the Task Service Area (TSA). This can be controlled with the BUFFERS
directive. Files on disc and magnetic tape assume the system default for blocking unless
otherwise specified by an ASSIGN directive or a dynamic service call. Files also require
FPT/FAT table entries in the TSA. This can be controlled with the FILES and SEGFILES
directives.

CATALOG preserves resource information on the default files and devices used by a
task, including the number of blocking buffers and table entries required. At activation,
run-time assigned files and devices are allocated as specified and override default file
and device assignments. The appropriate memory is then allocated for table space and
buffers. However, if files and/or devices are allocated dynamically by the task, the
number of additional file table entries and buffers required must be indicated.

Cataloger FILES, SEGFILES, and BUFFERS directives account for dynamic
assignments. The FILES directive specifies the number of files and devices allocated
dynamically (and thus the number of table entries to leave room for). The SEGFILES
directive specifies the number of noncontiguous disc files allocated dynamically. The
BUFFERS directive specifies the number of blocking buffers required for blocked files or
devices accessed dynamically.

Resource requirements for shared tasks require special treatment because several
concurrent sharers of the task can use different run-time assignments that require
different allocation of blocking buffers and file space. FILES, SEGFILES, and BUFFERS
directives for cataloging shared tasks must reflect the maximum number of files and
devices that can be assigned: default (or override), required, optional, and dynamic. This
information is required by CATALOG to ensure that the TSA for each sharer is the same
size and that the DSECT section of the shared task begins at the same location in each
sharer's logical address space.

2.9 Sectioned and Nonsectioned Tasks
CATALOG supports both sectioned and nonsectioned tasks.

Nonsectioned tasks are allocated in a logically contiguous area immediately above the
TSA. In effect, they are structured as one large DSECT. Nonsectioned tasks can be
cataloged as multicopied or unique. Multicopied tasks are copied into physical memory
to support multiple concurrent activations. A nonsectioned task that is cataloged as
unique allows only one activation at a time. If not specified, a nonsectioned task
defaults to unique.

Sectioned tasks are created when CSECT/DSECT definitions are contained in the object
code. CSECT defines a pure code and constant data section of a task; DSECT defines an
impure, user-dependent, variable data section. CATALOG merges all CSECTs into a
write protected allocation in upper memory and all DSECTs in lower memory just above
the task's TSA. Sectioned tasks can take advantage of CSECT/DSECT sectioning to
write protect pure code and data, but the primary purpose of CSECT/DSECT is to
support sharing.

A sectioned task can be cataloged as shared, multicopied, or unique. If a sectioned task
is cataloged as shared, the CSECT of the task is copied into memory once and only the
DSECT is recopied with subsequent activations.
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The minimum allocation for a CSECT area is a map block (2KW); DSECT is allocated in a
separate map block along with the TSA. The minimum space used for the task's DSECT
is one map block, including the TSA size. If a task is less than a map block, multicopying
and nonsectioning may allow more efficient use of memory than using sectioning.

2.10 Segmented and Nonsegmented Tasks

Two types of load modules can be part of one task: one main load module and one or
more overlay modules required to satisfy references for the task. A task that contains a
main load module and one or more overlays is segmented. A task that contains only a
main load module is nonsegmented.

Each load module is constructed by a separate BUILD/CATALOG directive. The main
and overlay modules can reside on the same disc file or on multiple disc files. Overlay
load modules are loaded and/or executed by system service calls within the programs.

A nonsegmented task can reference overlays built in separate cataloging sessions. When
a nonsegmented task references such overlays, the main module and all overlay modules
are in memory when the task is executing.

Overlays provide a way to segment tasks for more efficient memory utilization. When it
is impractical to have a large task in its entirety in memory, it can be divided into a
main load module and one or more overlay load modules. A segmented task is activated
by using the name of the file containing the main load module.

In a segmented task, only the main module and modules concurrently referenced in the
task are in memory at the same time. When modules other than the main module are no
longer needed by the task, they are replaced, or overlaid, by other referenced modules.

CATALOG supports two types of overlay load modules and several overlaying
strategies. The user may choose the type and strategy that best suits the requirements
of a particular application. The two types of overlay load modules are characterized by
the method of accessing the overlay. Overlay load modules that contain a transfer
address may be loaded and executed by a single service call. Upon completion, control is
returned to the calling load module. This overlay is referred to as a single point of call
overlay and is used when a particular portion of the application can be achieved by one or
more program elements executing off a single call. This type of structure contains no
cross module subroutine references and is more flexible with regard to cataloging in
stages or recataloging. A drawback is that the passing of parameters must be explicitly
handled by the programs.

The second overlay structure is constructed by grouping related subroutines in an overlay
load module. The load module is invoked by making the service call to load that overlay.
The caller can then reference the various subroutines directly and independently. This
type of structure is referred to as the independent subroutine type of load module and is
less flexible with regard to cataloging in stages or recataloging, but allows the user to
utilize any mechanism for parameter passing defined in the implementation language.
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2.11 Overlay L oad Modules

The following sections describe the use and structure of overlay load modules.
2.11.1 Single and Multiple Disc File Modes

CATALOG produces overlays in two modes: single disc files and multiple disc files.

In single disc file mode, the root and overlay load modules are produced in a single disc
file. Single disc file mode supports a maximum of 75 overlays.

Individual overlays in a single disc file can be cataloged in stages or without recataloging
the entire task by using the RECATALOG directive.

In multiple disc file mode, CATALOG produces separate files for the main load module
and each overlay. This mode is indicated by setting option two. The overlay load
modules in multiple disc file mode can be built in any directory but can only be executed
from the system directory.

In multiple file mode, individual overlay load modules can be built in stages or
recataloged by providing only the directives for the overlays involved to CATALOG. In
this mode, the LMPATH directive may not supply the filename.

Multiple disc file mode supports more than 75 overlays; for less than 75 overlays, it is
recommended that single disc file mode be used.

Symbolic debugger information is not available for overlays'even if option 19 is set at
catalog time. Time, date, and program identification information is not available for
overlays even if option 15 is set at catalog time.

2.11.2 Overlay Levels

Single point of call and independent subroutine overlay load modules can be organized
into levels. An overlay level consists of one or more overlay load modules that do not
reference each other internally and can be loaded into the same logical memory locations
within the task.

l_.ow level overlays usually represent the overlays a main load module calls in after it is
loaded. Higher level overlays which follow are associated with the root and/or one or
more of the lower level overlays.

The simplest averlay structure consists of a single overlay level as illustrated in Figure
2-2. As each overlay is accessed by a system service call, it replaces the previous
overlay in memory.

Figure 2-3 illustrates the logical structure of a task with a number of overlays and
overlay levels. This task consists of a main load module and seven overlay load
modules. The overlay load modules are grouped into levels A and B. Level A overlays
are low level; level B overlays are higher level.

A maximum of 255 overlay levels are supported. The root is always level 0. A maximum
of 32,768 overlays are supported at each level above level 0.
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Figure 2-2. Single Overlay Structure
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Figure 2-3. Multilevel Overlay Structure
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Figure 2-4 illustrates the default memory allocation for the main and overlay load
modules shown in Figure 2-3. Example 3 in Section 5 shows directives that would achieve
this structure.

Level one is automatically established by the processing of the second BUILD/CATALOG
directive. All subsequent load modules are at level one until an LORIGIN directive is
processed. Each time an LORIGIN directive is processed, the level is increased by one.

The allocation of memory (overlays above the root) depicted in Figure 2-4 is valid only if
the TRA= parameter of the BUILD/CATALOG directive has not been specified. The
TRA parameter causes CATALOG to allocate the overlay transient area below the
root. This is useful when the application performs dynamic memory allocation during
execution.

Using this default memory allocation, any second level overlay (B) can be in memory with
any first level overlay. The second level averlay can operate on behalf of the root or any
first level overlay at any time. With independent subroutine load modules, the calling
program must ensure that all overlays at any level that contains the definitions of any
global symbol referenced, are actually in memory when that symbol is referenced.

2.11.3 Modifying Overlay Origins

The ORIGIN or LORIGIN directives modify the memory allocation for the overlay
structure. For example, a different origin can be set for higher level overlays associated
with A2 (B3, B4, and B5) so that space not being used when A2 is in memory can be
used. The total program memory requirements are reduced. Figure 2-5 illustrates how
the overlay transient area is modified. Example B8 in Section 5 demonstrates these
directives.

Overriding the default memory allocation means that Bl and B2 may be loaded with
either Al or A2, but B3, B4 and B5 may be loaded only with A2 (see Figure 2-5).

If the higher level overlays are intended to operate on behalf of a particular lower level
overlay, the user's code must ensure that the correct lower level overlays are loaded.

If the higher level overlays are intended to operate on behalf of the root, any overlay
may be loaded at any level without concern for other levels. However, if B3 through B5
are loaded with Al in memory, Al must be reloaded before it can be used.
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Figure 2-5. Modified Memory Allocation for Overlays

2.11.4 The Overlay Transient Area

By default, CATALOG establishes an overlay transient area above the root (logically
higher addresses) that is of a sufficient size. In applications, where dynamic memory
- allocation above the root is required, the overlays can be directed to load in low memory
below the root. This is accomplished by specifying a transient area using the TRA=
parameter on the BUILD/CATALOG directive for the root segment. This relocates the
root higher in memory by the amount specified. It is the user's responsibility to supply a
value large enough to accommodate the overlays.

2.12 Local Common Allocation and Global Symbol Resolution in Segmented Tasks
In segmented tasks comprised of several load modules grouped into several levels, the
resolution of common and global symbol references is complicated and can lead to

unpredictable results and/or unresolvable situations unless given due consideration.
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CATALOG provides options and directives to control the resolution of these references.
The user can select an overlay strategy that best suits the requirements of the
application.

2.12.1 Local Common Allocation

An overlay load module is essentially, the same as a non-segmented load module.
Therefore, the rules in the Allocation of Local Commons section apply to all intra-load
module commons. The following discussion applies to inter-load module commons.

A common is said to be "defined" in any program element that references a datum
declared in that common. When CATALOG allocates the memory that holds the data
declared in a common within a load module, the common is said to be "allocated" in that
load module. All definitions are "linked" to the allocated location.

CATALOG Option 3 and the LINKBACK directive allow the user to control the allocation
of and references to local common. The use and effects of Option 3 and the LINKBACK
directive are described below.

Local commons defined in the root segment are allocated in the root segment. All
definitions in high level overlays are linked to the root segment allocation. This ensures
that all higher level overlays can communicate through root allocated commons
regardless of the transient area contents.

When a local common definition occurs only in higher level overlays, it is allocated in the
first, lowest level, overlay that defines it. When a common is defined in more than one
load module at the same level, it will be allocated in each defining module.

Usually, this means that the data declared in such a common will be "common" only to
the program elements of each load module. (The area cannot be used to communicate
between load modules at the same level). However, if all the load modules have the
same origin, the common is allocated in the first program element of each overlay and
this common is not initialized in any of the overlays, the data contained in the common
remains intact from one overlay to the next. This is because uninitialized common at the
beginning of a load module contains no space in the load module file and remains
unchanged by the loader. This form of cross module common allows the common to be
used for inter-module communication.

When a local common is allocated in several overlay load modules at a given level,
definitions occurring in higher level overlays are linked to the low level allocations in
several different ways depending on Option 3 and the LINKBACK directive.

With Option 3 Reset (the default), local common definitions occurring in higher level
overlays are linked to the allocation in the last lower level overlay processed by
CATALOG. This occurs regardless of the LINKBACK directive. If the conditions
described above for cross module commons are met, then the lower level allocation is at
the same place in memory for all lower level modules. It is unaffected by loading
activity and can be successfully used in any higher level overlay. In all other cases,
Option 3 must be used.

When Option 3 is set, local commons are reallocated in higher level defining overlays
unless the common is already allocated in a lower level overlay to which the current load
module is linked with the LINKBACK directive. Initialized commons follow the same
rules as uninitialized commons with the following additional requirements:
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. Cross module common at the same level is unavailable to initialized common.
Each load module that initializes a common area resets the area to its initial
values as it is loaded.

. The program element that contains the initialization code must be part of the
lowest level defining overlay whenever multi-level linkages occur.

2.12.2 Global Symbol Resolution
The following describes the rules for subroutine linkage in overlay environments.

Each overlay load module is built as a complete unit. This means that all external
symbol references are resolved by including program elements which contain satisfying
definitions found in SGO or any available library in the load module.

To build an overlay structure, it is necessary to indicate to CATALOG that specific
references should remain unsatisfied (temporarily) in a load module. This can be
accomplished in several ways. By default, all object modules on SGO are processed at
the first BUILD/CATALOG directive. By wusing the PROGRAM directive only
specifically named programs are processed from SGO for any particular
BUILD/CATALOG. The PROGRAMX directive inhibits all processing of SGO. Further,
as programs are processed, all references to external symbols are retained and all
assigned libraries are searched for matching definitions. By supplying the global symbol
name in an EXCLUDE directive, CATALOG will not load a program containing a
matching definition. Alternatively, Option 1 can be set and all global symbol definitions
required are then indicated on INCLUDE directives.

Similarly, programs which contain global symbol definitions that are not otherwise
referenced can be forced into any particular load module by specifying the symbol name
in an INCLUDE directive.

The user explicitly indicates the contents of each load module by using the following:
. The PROGRAM and PROGRAMX directives to control the processing of SGO.

. OPTION 1 and the INCLUDE directive or the INCLUDE/EXCLUDE directives to
control processing of the libraries (in conjunction with each BUILD/CATALOG
directive).

Once the contents of each overlay is established, CATALOG resolves cross module
linkages of global symbols (if any exist) according to the following rules. Option 3 and
the LINKBACK directive control the resolution.

Symbols excluded from a particular load module are assumed to be defined in a higher
level overlay. CATALOG provides automatic forward linkage to higher level overlays in
two ways depending on Option 3. However, to satisfy a symbol reference to lower level
overlays, the load module must be explicitly linked to the lower level using the
LINKBACK directive.

Global symbols defined in the root segment are available to all higher level overlays and
are used first to satisfy references in any higher level (i.e there is an implicit linkback to
the root provided to all higher level overlays).

References in modules at levels above the root are satisfied first by definitions in the
root. If the symbol is not defined in the root, the first definition in lower level overlays
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to which the current module is linked, in the order of the LINKBACK directives, is
used. If the symbol is not defined in any linked lower level, higher levels are used.

When Option 3 is reset (the default) a definition in any higher level module will be used.
The search is performed in the order of the CATALOG/BUILD directives, with the first
definition found being used. When Option 3 is set, only higher level which are linked
(with the LINKBACK directive) to the module containing the reference are used. The
first definition found is linked.

In all cases it is the responsibility of the calling module to ensure that the correct
overlay is actually in memory.

2.13 Cataloging a Segmented Task in Stages

A segmented task may be cataloged in one operation or in stages. The main load module
can be cataloged in one session, with or without overlay load modules. Overlay modules
can be cataloged in subsequent sessions. If the transient area size option (TRA=) is not
declared for the main load module in the BUILD or CATALOG directive, CATALOG
reserves a transient area large enough to accommodate any overlay modules cataloged in
the same run as the main load module. If overlay modules cataloged separately from the
main load module require more space, an adequate transient area size must be specified
when the main load module is cataloged.

When cataloging in stages, the main load module can be cataloged without its overlays
only when the single point of call (load and execute) methodology is used. If the main
load module contains references to external symbols that are defined in the overlays,
these overlays must be cataloged in the same run as the main.

The symbol table (SYMTAB) resolves external references when load modules are
cataloged in separate stages. The SYMTAB contains the definitions of all common blocks
and all DEFs from the previous cataloging session. All references must be resolved when
the SYMTAB is built.

The SYMTAB is saved by assigning a file or device to logical file code SYM and
specifying the SYM option on the BUILD/CATALOG directive for the main load module.
SYMTABS are restored by assigning the same file or device (used with SYM) to logical
file code SYI and using the SYMTAB directive before the first BUILD/CATALOG
directive of a subsequent run.

Common blocks defined in cataloged load modules are not reallocated when new load
modules are cataloged. Common block sizes are not expanded as a result of definitions
contained in new load modules being cataloged.

References to global common and Datapool are not affected because these areas are
allocated in a separate area of memory from the task.

2.13.1 Recataloging a Load Module

When operating in single file mode (option 2 reset), the RECATALOG directive must be

used to specify the recataloging of one or more of the overlay load modules contained in
the file.
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When a load module is recataloged, the new version is written over the existing version.
The disc file is automatically expanded, if needed, to accommodate the new version.
Other load modules in the file are copied to the new file.

2.13.2 Limitations on Cataloging in Stages

Care is required in recataloging some load modules. Load modules whose sizes increase
may result in allocations that overlap the address spaces of load modules that are not
being recataloged. In addition, resolution of references to external symbols and common
blocks within the task can be affected.

Overlap can be detected by examining the addresses of each load module, which are
printed in the module's map. Overlap is indicated when an overlay's end address is
greater than the beginning address of a higher level overlay, or is greater than the
beginning address of the main load module (with TRA parameter).

Changing the size of the transient area with the TRA parameter changes the location of
the main module in relation to the overlay modules. If the size of the transient area is
changed, all previously cataloged overlay modules that reference the main load module
must be recataloged.

When a load module is recataloged, the resolution of addresses for global symbols and
common blocks defined within the task may also change. As a result, references to the
global symbols or common blocks by other load modules are incorrect unless they are
recataloged. Assume intermodule referencing for the task as illustrated in Figure 2-6.

In the table at the bottom of Figure 2-6, if any load module(s) are recataloged, all other
load modules which correspond to Xs in the vertical column beneath the load module
must also be recataloged. For example, if the main load module is recataloged, Al and
A2 must be recataloged. If Al and A2 are recataloged, all load modules must be
recataloged.

As a general rule, partial catalogs (with option 2 or RECATALQG in single file mode) are
only practical when the load modules are executed in the single point of call load and
execute mode.  When the overlays consist of collections of independently called
subroutines, a change in size of any subroutine will invalidate all linkages to all
subroutines above the one changed in the load module.

2.14 Cataloging a Nonsegmented Task

Cataloging a nonsegmented task is similar to cataloging the main load module of a
segmented task.
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SECTION 3 - DIRECTIVES

3.1 Introduction

CATALOG directives are summarized in the Overview section and described in detail in
this section.

All CATALOG directives begin in column one. Most directives can be abbreviated to
four characters. Valid abbreviations are indicated by underlining.

l_egal delimiters between directive parameters are commas or blanks. Commas need to
be used only where shown.

3.2 Directive Order Requirements

The following directives can appear as needed in any order after the $EXECUTE

CATALOG directive and before the first BUILD/CATALOG directive. They cannot be
used after the first BUILD/CATALOG directive.

ABSOLUTE EXTDMPX
ALLOCATE FILES
ASSIGN LMPATH
ASSIGN1 MOUNT
ASSIGN2 OPTION
ASSIGN3 RECATALOG
ASSIGN4 SEGFILES
BUFFERS SPACE
CONNECT SYMTAB
ENVIRONMENT VOLUMES

Note: When CONNECT directives require location of a Datapool partition definition,
the LMPATH target volume/directory will be searched only if the LMPATH
directive precedes the CONNECT directives.

These directives supply parameter values and static resource requirements to the task
being cataloged. Many of these directives are similar in syntax and function to TSM
directives. Directives such as ASSIGN, ALLOCATE, OPTION, etc. entered before the
$EXECUTE CATALOG directive affect the execution of the CATALOG task. Directives
entered after the $EXECUTE CATALOG directive affect the user task being built.

The following directives appear as required in the order shown after the
BUILD/CATALOG directives:

EXCLUDE
INCLUDE

(PROGRAM |

]PROGRAMX |
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ABSOLUTE/ALLOCATE

When cataloging overlay load modules, the following directives appear as required in the
order shown for each overlay and following the directives for the root:

{LORIGIN \
ORIGIN
BUILD/CATALOG load module 0
LINKBACK
EXCLUDE
INCLUDE
{PROGRAM [
PROGRAMXJ

Tl;e directive stream is terminated by:
EXIT

A directive line which contains an asterisk (¥) in column one is treated by CATALOG as a
comment. Comment lines may appear anywhere between the $EXECUTE CATALOG
directive and the EXIT directive. See Section 5 for examples.

3.3 ABSOLUTE Directive

The ABSOLUTE directive builds an absolute load module. An absolute load module is one
that requires no relocation by MPX-32 at load time. The base address specified must be
higher than MPX-32 and the TSA. If the base address creates an overlap between the
task and MPX-32 or the task's TSA, the task will not load. When the task is loaded at the
specified address, memory between the end of the TSA and the start of the task is
allocated to the task and is available for use by the task.

The CSECT origin is not affected by this directive. The transient area option on the
CATALOG and BUILD directives (TRA=) has no effect when the ABSOLUTE directive is
used. Multiple ABSOLUTE directives are not allowed.
Syntax:
ABSOLUTE [base]
base is a hexadecimal logical address specifying the base address of the task. This
address is rounded up to the nearest 512 word boundary. If no base is supplied,
the default is a value of &0000(16).
3.4 ALLOCATE Directive
The ALLOCATE directive increases the memory allocation for a task at execution time.
If the ALLOCATE directive is used when cataloging a task, additional static memory is

allocated every time the task is run. The allocation cannot be reduced at run time or by
dynamic service calls.
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[\ Syntax:

ALLOCATE (Cont.)/ASSIGN

ALLOCATE bytes

bytes specifies the hexadecimal number of additional bytes to allocate to the task

3.5 ASSIGN Directive

The ASSIGN directive supplies default assignments for logical file codes used by the task
being cataloged. Assignments for a task must be cataloged with the main load module.

Syntax:

SBO

SLO

SYC

SGO
@ANSITAPE(lvid)file
pathname

RID=resid

ASSIGN Ifc TO TEMP[= (volname)] [FORMAT=format] [SIZE=blocks]

DEV=devmnc
LFC=Ifc

[SHARED= bool] [GENERATION=gennum] [GENVERSION=genvum] [BSIZE=bsize]
[RECLENGTH=recsize] [ACCESS=( [READTTWRITE] [MODIF Y] [UPDATE] [APPEND]) ]

(’ [BLOCKED-= bool] N
=)
[EXPIRE - { date}] [PRINT ] G {0 }
+days BUNCH DENSITY= 800 PROTECT =) A...Z
— — 1600
6250

[MULTIVOL=number] [ID=id] [BBUF=buffers]

SB0O

SLO

SYC

SGO
@ANSITAPE
lvid

file
pathname

resid

. volname
C’

MPX-32
Utilities

treat resource as System Binary Output

treat resource as System Listed Output

treat resource as a System Control file

treat resource as a System General Object file
treat resource as an ANSI labeled tape

is the one- to six-character logical volume identifier previously
mounted by the ANSI labeled tape AMOUNT utility

is a one- to seventeen-character file identifier
is the pathname to be associated with the resource

is a unique resource identifier (including the volume name, creation
date, creation time, resource descriptor block, resource type, and
code) returned by the system when a resource is created

is the volume name on which temporary space is to be allocated. If
not specified, the default is any volume.

Cataloger (CATALOG)
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ASSIGN (Cont.)

devmnc

1fc

format

blocks

SHARED

gennum

genvum

bsize

recsize

ACCESS

3-4

is the device mnemonic of a configured peripheral device. See
Appendix A.

is a one- to three-character logical file code used in the task. For an
ANSI labeled tape, only one LFC can be assigned to an lvid. Before
further assignments can be made, the M.DASN service must be used.

is the ANSI labeled tape record format. If not specified, the default
for write access is D. For read access, the format is read from the
tape. The formats are:

Format Description
F Fixed length
D Variable length
S Spanned

specifies the initial size, not greater than 65,535 blocks, of a file in
logical blocks. If not specified, the default is 16 blocks. If EOM is
encountered, the file extends automatically. This option is only valid
when used with the TEMP parameter.

if yes (Y) is specified, the resource is explicitly shared. If no (N) is
specified, the resource is exclusive. If not specified, the default is
implicitly shared. This option is only valid when used with the
pathname, RID, TEMP, and DEV parameters.

is the one- to four-decimal digit ANSI labeled tape file generation
number. On input (read access), this number must match the
generation number of the ANSI tape file that is being assigned. On
output (write, update, or append access), this value becomes the
generation number of the new ANSI tape file. If not specified, the
default is one on output; no check on input.

is the one- or two-decimal digit ANSI labeled tape file generation
version number. On input (read access), this value must match that of
the ANSI tape file. On output (write, update or append access), this
value becomes the generation version number of the new ANSI tape
file. If not specified, the default is zero on output; no check on input.

is read from the ANSI labeled tape on read access. For other types of
access, the value specifies the byte size of each data block including
the padding on an ANSI labeled tape. A maximum bsize of 2048
provides sufficient space for ANSI tape-switch label information after
the physical end-of-tape marker. If not specified, the default is 2048
bytes.

is read from the ANSI labeled tape header on read access. For other
types of access, this value specifies the record size for fixed length
records or the maximum record size for spanned and variable length
record formats. The maximum size for recsize is bsize. If not
specified, the default is 80.

specifies the type of access for resource. This must be a subset of
access allowed at resource creation. If not specified, the default is
the access specified at resource creation. This option is only valid
when used with the @ANSITAPE, pathname, RID, TEMP, and DEV
parameters.

Cataloger (CATALOG) MPX-32
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ASSIGN (Cont.)

For ANSI tapes, only read, write, update and append can be
specified. The ANSI default is read. ACCESS for ANSI labeled tapes,
is as follows:

Value Description
R Read existing file
W Create file at first unexpired file on tape
A Create file at end of tape
U Overwrite existing file with a new file of the same

name

if yes (Y) is specified, the resource is explicitly blocked. If no (N) is
specified, the resource is explicitly unblocked. If not specified, the
default is blocked. This option is only valid when used with the
@ANSITAPE, pathname, RID, TEMP, and DEV parameters.

specifies the termination date of an ANSI labeled tape file. If the file
has a termination date that is later than the file that physically
precedes it, the termination date is identical to the termination date
of the preceding file. If a file has a termination date that is earlier
than the file that physically precedes it, the files will expire on the
earlier termination date. If not specified, the default is +30 days
from creation.

specifies the date after which an ANSI labeled tape file can be
overwritten. The date is given in ASCII format--YYDDD where YY is
the year and DDD is the day number within the year (January 1 is
001). If the date is 00000, or a date prior to the current date, the file
has been terminated and is no longer accessible.

specifies the number of days after the creation date that an ANSI
tape file can be overwritten. This number must be preceded with a
plus (+) when entered. If not specified, default is +30 days.

WARNING: If the number of days is not preceded by a plus (+), the
number entered can be read as the date.

indicates the file is to be printed after deassignment. This option is
only valid when used with the pathname, RID, and TEMP parameters.

indicates the file is to be punched after deassignment. This option is
only valid when used with the pathname, RID, and TEMP parameters.

specifies density of high speed XIO tape. If not specified, the default
is 6250 BPI. This option is only valid when used with the DEV
parameter.

specifies protection for new ANSI labeled tape files. Zero specifies
owner only access. A...Z are reserved by the ANSI specification for
installation-specific protection. MPX-32 treats A..Z as owner-only
protection. If the correct protection value is not specified when using
an ANSI labeled tape, an I/O error occurs. If a user signs on as
'system', any protection value or owner name written by J.LABEL can
be overridden. If not specified, the default is no protection.

Cataloger (CATALOG)
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MULTIVOL

ID

buffers

Usage:

is a volume number for a multivolume tape. If not specified, the
default is zero (not multivolume). This option is only valid when used
with the DEV parameter.

is an identifier for an unformatted medium. If not specified, the
default is SCRA (scratch). This option is only valid when used with
the DEV parameter.

is the number of 192W blocking buffers if using a large blocking
buffer. If not specified, the default is one. This applies only to
permanent disk files.

ASSIGN SYM TO DEV=M9 DENSITY=800 BLLOC=Y

ASSIGN SGO TO OUTFILE

ASSIGN IN TO MYFILE BBUF=10

Notes:

1. To continue parameters over more than one input line, a hyphen (-) must terminate
the current input line. A blank space is required before the hyphen as shown in the
following example:

ASSIGN ABC TO DEV=M9 DENSITY=800 -
BLOCKED=Y

2. Anindividual parameter cannot be split between input lines.

Cataloger (CATALOG) MPX-32
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3.6 ASSIGNI1 Directive

The ASSIGNI directive supplies default file assignments for logical file codes used by the
task being cataloged. This directive is for compatibility with MPX-32 1.x. Its use is not
recarnmended.

Syntax:
,password
ASSIGN1  Ife=filename ,password,lJ  [lfc=...]
»U
Ifc is a logical file code used in the task to denote a generic input or output
source
filename is the name of a permanent disc file to assign to the LFC
Any one of the optional parameters following the file name may be
entered in the order shown in the syntax statement. Commas separate
options. If an option is omitted, the comma must be supplied:
filename,,U
password is ignored
U indicates the file is unblocked. If not specified, the default is blocked.
Usage:

ASSIGNL1 LIB=LIBRARY,,U DIR=DIRECTORY,,U

ASSIGN1 OT=0OUTFILE IN=INFILE,MYPASS

MPX-32 Cataloger (CATALOG)
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3.7 ASSIGN2 Directive

The ASSIGN2 directive supplies default system file assignments for logical file codes.
This directive is for compatibility with MPX-32 1,x, Its use is not recommended. At run
time, an LFC assignment to a system file results in the creation of one of the following
types of files for use by the task:

SBO System Binary Output - A temporary file for buffering output to the
device defined at SYSGEN or by the OPCOM SYSASSIGN directive as
POD (Punched Output Device).

SLO System Listed Output - A temporary file for buffering output to the
device defined at SYSGEN or by the OPCOM SYSASSIGN directive as
LOD (Listed Output Device).

SYC ' System Control - A temporary system file associated only with jobs
processed in the batch mode (one SYC per job). SYC is used for buffering
input from the device defined at SYSGEN or by the OPCOM SYSASSIGN
directive as SID (System Input Device). Tasks not designed to run only in
the batchstream should not make assignments to SYC. Batch tasks can
use SYC to input data records.

SGO System General Object - A system file associated only with jobs processed
in the batch mode. SGO is a permanent file used to accumulate object
code. The SGO file is deleted after the job is complete.

Syntax:
ASSIGN2 Ifc=  ( SBO,cards Mfec=...]
SLO,printlines
SYC
SGO
Ifc is a logical file code used in the task to denote a generic input or output
source
SBO . is the System Binary Output file
cards is the number of cards expected as abject deck output.. This number
determines the size of the SBO temporary file.
SLO is the System Listed Output file
printlines specifies the number of print lines required for listed output. This number
: determines the size of the SLO temporary file,
syC ~ is the System Control file. Use only if the task runs solely in the batch
mode. , :
SGO is the System General Object file

Cataloger (CATALOG)  MPX-32
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ASSIGN2 (Cont.)/ASSIGN3

Usage:

A2 INN=SYC
A2 OT=SL0,100 0T2=580,50

3.8 ASSIGN3 Directive

The ASSIGN3 directive supplies default device assignments for logical file codes used by
the task being cataloged. It also assigns a temporary disc file. This directive is for
compatibility with MPX 1.x. Its use is not recommended.

Syntax:

ASSIGN3  Ifc=devmnc, [blocks LUl [ife=...]
, [reel ,lvol]

Ifc is a logical file code used in the task to denote a generic input or output
source

devmnc is the device mnemonic of a configured peripheral device

blocks specifies the number of disc blocks (192 words) to allocate for the file

reel specifies a one to four character identifier for the reel. If not specified,

the default is SCRA (scratch).

vol indicates the volume number for a multivolume tape. If not specified, the
default is 0 (not multivolume).

U indicates that the tape or disc is unblocked. If not specified, the default
is blocked.

Usage:
Tape: A3 IN=M91000,SRCE,,U OT=PT

Disc: A3 IN=DC,20

MPX-32 Cataloger (CATALOG)
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3.9 ASSIGN4 Directive

The ASSIGN4 directive associates one or more logical file codes used by the task being
cataloged with an existing LFC assignment. This assignment remains for the associated
file or device even if the original assignment is deallocated. This directive is for
compatibility with MPX 1.x. Its use is not recommended.

Syntax:
ASSIGN4 Ife=Ifc [Ifc=lfc]

Ife=Ifc is a pair of logical file codes. The first LFC is the new assignment and the
second is the LFC already associated with a file or device in any previous
ASSIGN directive, including ASSIGN4. Any number of LFC to LFC
associations can be established.

Usage:
A2 6=SYC
A3 IN=M91000,REEL

A4 OUT=IN
A4 IN2=6

3.10 BUFFERS Directive

The BUFFERS directive specifies the number of blocking buffers required to support
dynamically assigned blocked files in the task being cataloged.

Syntax:
BUFFERS buffers

buffers is the number of 768-byte blocking buffers required. The range is 0-255. If
not specified, the default is three.

If option 19 is set, the number of buffers specified is added to the three buffers required
by the Debugger. If option 19 is not set, the number of buffers specified is the number of
buffers reserved.

NOTES:

For shared tasks, BUFFERS supplles the total blocking buffer allocation for both static
and dynamic file allocations.

The total buffer count from all sources (static, dynamlc, and run time) is limited to 254
buffers at execution time.

Cataloger (CATALOG) MPX-32
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3.11 CATALOG and BUILD Directives

The CATALOG and BUILD directives supply the load module name plus other control
information for the task being built. CATALOG creates a file whose name is equal to
the load moadule name in directory @SYSTEM (SYSTEM). BUILD creates a file whose
name is equal to the load module name in the default working volume and directory. To
create a load module file with a different file name, directory name, or volume name,
use the LMPATH directive. See the LMPATH directive and Table 3-1 for a summary.

When cataloging the main module of a task, CATALOG and BUILD specify the task's
privilege, priority, and overlay transient area. The optional parameters can be specified
in any order.

BUILD and CATALOG cannot be used in the same CATALOG job.

Syntax:

g_@LOG} loadmod | P | [ TRA=size][ priority] [ NOM][ NOP][ SYM]
|50 g
O

loadmod is the name of the load module being built and, if not supplied by
LMPATH, the name of the file which contains the load module. The
name can be a maximum of eight characters. File names that begin with
the letters SYSG are loaded with a TSA address of X'60000'. This
facilitates SYSGEN's remapping between host and target systems.

P,U,0 for the main module only, specify P for a privileged task or U for an
unprivileged task (default). For an overlay module, specify O. Overlays
assume the privileged or unprivileged status of the main load module.

TRA=size is used with the main load module to specify the hexadecimal number of
bytes to allocate for the overlay transient area below the main load
module. The default is an area above the main load module which is
large enough to accommodate all overlay load modules cataloged in the
same run as the main load module.

priority for main load module only, specifies a base priority in the range 1 to
64. If not specified, the default is 60. Overlay load modules assume the
priority of the related main load module. If the BUILD or CATALOG
directive pertains to an overlay module, do not specify priority.

The priority at which a task executes depends on how the task is
activated (on-line, batch, or real time). In real time, the task maintains
its cataloged priority. If activated in TSM or in the batchstream, its
priority changes to the SYSGEN-defined priorities of either interactive

or batch.
NOM inhibits printing a main or overlay load module map
NOP inhibits output of a main or overlay load module to the file specified as

the load module file

SYM saves the symbol table for the main load module on a device or file.
This option is used when cataloging load modules of a segmented task in
different CATALOG runs. If the module is an overlay module, do not

- specify SYM.

MPX-32 Cataloger (CATALOG)
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Usage:

BUILD  LOAD1 P TRA=40000 NOM
CATALOG LOAD2 NOP

3.12 CONNECT Directive

The CONNECT directive establishes a connection between a specified Datapool
(DATAPOOL or DPOOL00 through DPOOLY99) partition and its corresponding Datapool
dictionary. The parameters specified with this directive supply CATALOG with
information on which dictionary to access when a Datapool variable is referenced in the
- .object code.

Syntax:

CONNECT pathname TO partition [ [PROTGRAN=]
number [FIRSTPAGE=] start]

pathname is the Datapool dictionary pathname
partition  is the Datapool partition (DATAPOOL, DPOOL00 - DPOOL99)
number is the number of 512-word protection granules included in the partition.

If not specified, the partition must be defined prior to catalog time.

start is the beginning page number of the partition. If not specified, the
partition must be defined prior to catalog time.

The dictionary for DATAPOOL may be statically assigned to LFC DPD. This is provided
for compatibility; its use is not recommended.

The CONNECT directive may be continued on a subsequent line by entering a hyphen (-)
as the last nonblank character on a line. The hyphen must be preceded by a blank.

When CONNECT directives require location of a Datapool partition definition, the
LMPATH target volume/directory will be searched only if the LMPATH directive
precedes the CONNECT directives.

Usage:

CONNECT @VOLUME(SOME _DIR)POOL00.DICT TO DPOOL00 -
PROT=4 FIRST=192

Cataloger (CATALOG) MPX-32
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3.13 ENVIRONMENT Directive

The ENVIRONMENT directive establishes residency, memory execution class, sharing
characteristics, and other environmental parameters for a task. The entries with this
directive supply information for the load module information area (preamble) in the main
load module.

If the ENVIRONMENT directive is not used, a task is nonresident and executable in any
available memory class (S, H, or E), UNIQUE, MAP8192, and DEBUGGABLE.

Syntax:

JE | [, UNIQUE
ENVIRONMENT  [RESIDENT] |,H| |, SHARED|[,MAP2048
,S | [,MOCT1 ||,MAPB192]| [ ,NODEBUG]

RESIDENT specifies the task is resident in memory and cannot be swapped

E executes in class E memory only. If class E is unavailable, delay
execution until class E is available.

H executes in class H or faster memory. If both class H and E memory are
unavailable, delay execution until either one is available. If the requested
class of memory is not installed on the system, the first lower speed
memory available is allocated to the task.

S executes in any class of memory available (H, S, or E). Class S is the
default if no memory class is specified.

UNIQUE specifies the task is unique and not available for multiple concurrent
activations. Only one copy of the load module can be active in the system
at one time. This is the default and can be used with sectioned or
nonsectioned tasks.

SHARED copies the CSECT area of a sectioned task into physical memory once and
copies DSECT as needed for sharing. Use only with a sectioned task.

MULTI multicopies the entire load module into physical memory as needed for
concurrent activations. Can be used with a sectioned or nonsectioned
task.

MAP2048 indicates the map size of the target system is 2KW,. This establishes the

memory allocation and bounding requirement for the CSECT in sectioned
tasks to be 2KW. This is the default if a map size is not specified.

MAP8192 indicates the map size of the target system is 8KW. This establishes the
memory allocation and bounding requirement for the CSECT in sectioned
tasks to be 8KW.

NODEBUG indicates the Debugger cannot be attached to the load module. If not
specified, the Debugger can be attached.

Usage:
ENVIRONMENT RESI,H,MULTI,MAP2048

MPX-32 Cataloger (CATALOG)
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3.14 EXCLUDE Directive

The EXCLUDE directive excludes object modules in the system or user libraries from the
load module being cataloged, even though the modules contain definitions for referenced
global symbols.

Object modules INCLUDEd from a library during cataloging may also reference the

EXCLUDEd object modules. The references are ignored and the specified object modules
remain excluded.

Object modules are excluded by specifying the referenced global symbol name. All
global symbols defined in an object module must be excluded for the object module to be
excluded from the load module.
Syntax:

EXCLUDE name [name] ...

name is the name of a global symbol in the object module

3.15 EXIT Directive

The EXIT directive terminates CATALOG processing. In interactive mode, control
returns to TSM. In batch mode, processing continues with the next JCL statement.

Syntax:

EXIT

3.16 EXTDMPX Directive

The EXTDMPX directive positions the extended portion of MPX-32 in the logical address
space of the task being cataloged. This directive pertains to the expanded execution
space option of MPX-32,

Syntax:
MINADDR
EXTDMPX (MAXADDR
[MBLK] = mapblock

MINADDR locates the extended portion of MPX-32 at the top of the task service
area, below the DSECT

MAXADDR locates the extended portion of MPX-32 at the top of the task's
extended data space

mapblock is a 1 to 4 digit decimal value between 64 and 2047 that specifies a
particular map block in the task's logical address space where the
extended portion of MPX-32 is to be located

At run time, values for mapblock below 64 (other than MINADDR) or above MAXADDR

cause an abnormal termination in task activation.

Cataloger (CATALOG) MPX-32
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EXTDMPX (Cont.)/FILES
For shared tasks, the cataloged value of EXTDMPX cannot be overridden by the
EXTDMPX TSM directive.

This directive has no effect if the expanded execution space option is not in use.

3.17 FILES Directive

The FILES directive specifies the number of resources (files or devices) required for
dynamic assignments in a task.

Syntax:
FILES number

number is the number from 0 to 255 of dynamic resource assignments required
for the task. If not specified, the default is five.

If option 19 is set, the number specified is added to the five files required by the
Debugger. If option 19 is not set, the number of files specified is the number. of files
reserved.

Notes: For shared tasks, this specifies the total number of resources from all sources
(run time, static, and dynamic) that may be allocated.

The total file count at run time may not exceed 248.

MPX-32 Cataloger (CATALOG)
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3.18 INCLUDE Directive

The INCLUDE directive includes object modules from the system or user library in the
load module being cataloged, even though the modules are not referenced. If the
PROGRAMX directive is used to suppress SGO as an input source, INCLUDE must be
used to retrieve object maodules from a library.

Syntax:
INCLUDE name [name] ...

name is the name of a global symbol in the object module

3.19 LINKBACK Directive

The LINKBACK directive specifies overlay load modules at lower levels for backward
links when cataloging an overlay load module. Forward links from lower to higher level
overlay load modules are established automatically by CATALOG. ' LINKBACK allows
resolution of global symbaol references in the current load module to definitions in the
specified lower level overlays. In addition, if Option 3 is set, references to local
commons in-the current load module are resolved by corresponding local commons in the
specified lower level overlays.

Syntax:

LINKBACK loadmod [loadmod] ...
loadmod is the name of an overlay load module at a lower level. Mare than

one name can be supplied.

3.20 LMPATH Directive
The LMPATH directive specifies the pathname (including the file name) of a resource in
which to store the load module(s). LMPATH is optional. If not supplied, the file name is
the load module name taken from the first BUILD/CATALOG directive. Volume and
directory are the current default or @SYSTEM(SYSTEM) as appropriate. See the
CATALOG/BUILD directive and Table 3-1 for further information.
Syntax:

LLMPATH pathname
pathname is the pathname of a file in which the load module is cataloged
When CONNECT directives require location of a Datapool partition definition, the

LMPATH target volume/directory is searched only if the LMPATH directive precedes the
CONNECT directives.

Cataloger (CATALOG) MPX-32
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3.21 LORIGIN Directive

The LORIGIN directive establishes a new overlay level and origin. The default origin (no
parameter specified) is above the largest overlay load module at the preceding level.
LORIGIN does not have to be used for the lowest level of overlays, but must be used for
all higher levels.

If the second or higher level overlay is being replaced when recataloging an overlay load
module, the load module specified in the LORIGIN directive must have been previously
cataloged by a BUILD or CATALOG directive within the same CATALOG run.

Syntax:

LORIGIN [X bytesJ
loadmod

X bytes is the hexadecimal number of bytes to offset this level from the beginning
of the overlay transient area. The value is specified by X, one or more
blanks, and the number of bytes in hexadecimal.

loadmod specifies the override origin at the end of a specific overlay load module
at the previous level. This overlay does not have to be the largest overlay
at that level.

3.22 MOUNT Directive

The MOUNT directive specifies non-public volume requirements for the task being
cataloged.

Syntax:
MOUNT volname ON devmne [SYSID=id] [OPTIONS=( [PUBLIC] [,[NOMSG]) ]

[sHARED = {}]

volname is the name of the volume to be mounted
devmnc is the device mnemonic of a configured peripheral device
id specifies the port identifier required for multiport volumes only. Must be

MPx where x is a single hexadecimal digit.

OPTIONS specifies options for the mounted volume. If PUBLIC is specified, the
volume is to be mounted for public use (valid only if task has System
Administrator attribute). If not specified, the default is nonpublic. If
NOMSG is specified, a mount message is not displayed on the operator's
console. If not specified, a mount message is displayed.

SHARED specifies sharing attributes for the volume. If yes (Y) is specified, the
resource is explicitly shared. If no (N) is specified, the resource is for
exclusive use. If not specified, the resource is implicitly shared.

Usage:

MOUNT DIR1 ON DM0202 SHARED=Y

MPX-32 Cataloger (CATALOG)
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3.23 OPTION Directive

The OPTION directive specifies up to 32 options that become permanent attributes of
the load module being cataloged. Options 1 to 32 set bits in the option word in the task's
TSA. The bit set is determined by subtracting the option number from 32.

When activated, the task can use the M.PGOW service to return the contents of the TSA
option word, check the bit settings, and take action as required.

Options can also be specified before a task is run in the interactive or batch mode.
Options supplied at run time may override cataloged options or may be added to (ORed
with) cataloged options. Options 1 to 20 are task-dependent. Options 21 to 32 are
system-defined and available to all tasks. Refer to the MPX-32 Reference Manual for
more information.

Syntax:
OPTION n [n] ...
n is a number from 1 to 32 which sets the corresponding bit in the TSA

status word. CATALOG options are described in Section 1. System
options for the load module can be specified by name or number:

Option Option
Number Name Description

21 PROMPT displays the first three characters of the
task name (load module name) before
reading from the terminal when the task is
run in the interactive mode

22 LOWER inhibits converting lower case to upper
case. This option is only valid if the task
is run in the interactive mode.

23 TEXT echoes text to the wuser terminal
(interactive) or SLO file or device (batch)
as it is read from the SYC file

24 DUMP specifies that if the task aborts a dump of
the task's area of memory will be
generated

25 CPUONLY executes the task on the CPU only

26 IPUBIAS executes the task on the IPU if the task is
IPU-compatible

Cataloger (CATALOG) MPX-32
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3.24 ORIGIN Directive

The ORIGIN directive establishes a new origin (level unchanged) for subsequent overlay
load modules. It can be used to override the default origin for a set of overlays at a
particular level. The default origin (no parameter specified) is above the largest overlay
load module at the preceding level.

Syntax:

ORIGIN |X bytes
loadmod

X Dbytes is the hexadecimal number of bytes to offset this level from the
beginning of the overlay transient area. The value is specified by X,
one or more blanks, and the number of bytes in hexadecimal.

loadmod specifies the new origin to be at the end of a specific overlay load
module at the previous level. The specified overlay does not have to be
the largest overlay at that level. If replacing the second or higher
level overlay when recataloging an overlay load module, the loadmod
name cannot be used unless the referenced load module has been
previously cataloged by a BUILD or CATALOG directive within the
same CATALOG run.

3.25 PASSWORD Directive

The PASSWORD directive is included for compatibility and is ignored by CATALOG.
Items following this directive on the same line are ignored.

Syntax:

PASSWORD

3.26 PROGRAM Directive

The PROGRAM directive specifies object modules to include from SGO in a main or
overlay load module. If omitted, all object modules on the file or device assigned to SGO
are included.

Syntax:
PROGRAM objmod [objmod] ...

objmod is the name of the object module (such as, program/subroutine name) to
include. More than one name can be specified.

3.27 PROGRAMX Directive

The PROGRAMX directive excludes all object modules from SGO when cataloging a load
module. An INCLUDE directive is required to get object modules from a library if the
PROGRAMX directive is used.

Syntax:
PROGRAMX
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3.28 RECATALOG Directive

The RECATALOG directive is used when cataloging a segmented task in phases or when
recataloging one or more overlays of a segmented task, RECATALOG can only be used
with single file load modules. The load module file must exist if RECATALOG is used.

Syntax:
RECATALOG [loadmod]
loadmod is the one- to eight-character name of the permanent disc file containing

the load modules. If LMPATH supplies a file name, loadmod is ignored.

3.29 SEGFILES Directive

The SEGFILES directive specifies the number of noncontiguous disc files required for use
by the task. If this directive is not used, the default is the number of files specified in
the FILES directive. If neither the SEGFILES or FILES directives are specified, the
default is five.

Syntax:
SEGFILES number
number " is the number of noncontiguous disc files required by the task. This number
must not be greater than the number specified in the FILES directive.

If option 19 is set, the number specified is added to the five files required by the
Debugger. If option 19 is not set, the number of files specified is the number of files
reserved.

3.30 SPACE Directive

The SPACE directive allows the potential maximum task size to be increased above the
default 2MB size.

Syntax:
increment
SPACE MBLK = mapblock

increment is a 1 to 2 digit number that specifies the maximum task size in one
megabyte increments. The range is from 3 to 16MB.

mapblock is a 1 to 4 digit decimal number that specifies the maximum task size in
map blocks. The range is from 256 to 2048.

The SPACE directive establishes the maximum size to which a task can grow. No
memory is actually allocated to the task.

'For shared tasks, the cataloged value can not be overridden with the TSM SPACE
command.

The SPACE directive has no effect on tasks executed on a CONCEPT 32/27, or
CONCEPT 32/87 system.
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SYMTAB/VOLUMES

3.31 SYMTAB Directive

The SYMTAB directive loads the symbol table containing the names of all common
blocks, definitions, and references from a previous CATALOG session. The symbol table
is used when cataloging a segmented task in phases or when recataloging a segmented
task. If the SYMTARB directive is used, the SYMTAB file or device must be assigned to
logical file code SYI prior to executing CATALOG.

Syntax:
SYMTAB

3.32 VOLUMES Directive

The VOLUMES directive specifies the number of nonpublic volumes that can be
dynamically mounted by the task at one time.

Syntax:
VOLUMES number
number is the number of entries to be reserved. This number is in addition to the

current working volume plus any MOUNT directives processed. If not
specified, the default is zero.
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Table 3-1.
LMPATH/BUILD/CATALOG Interaction

Name and Location of

Load Module File Execution
LMPATH Directives
Condition BUILD X CATALOG Y
NO LMPATH @working(working) X $@working(working) X (or)

@SYSTEM(SYSTEM) Y $@SYSTEM(SYSTEM) Y

LMPATH is: @VOL(DIR)X $@VOL(DIR) X (or)
@VOL(DIR) @VOL(DIR)Y $@VOL(DIR) Y
LMPATH is: AVOL(DIRFILENAME @VOL(DIR)FILENAME  $@VOL(DIR)FILENAME

AVOL(DIR) FILENAME

Notess

. X and Y are limited to eight characters and may contain any printable characters if
LMPATH has supplied the file name. If this field will be used as the file name, then
normal MPX-32 rules for file names apply. This field may optionally be enclosed in
single quotes (not counted in the eight characters).

. FILENAME may be up to 16 characters long and adheres to normal MPX-32 rules for
file names.

. Load modules are placed in execution by referencing the file that contains them.

. By default, the execution time task name is the name of the file that contains the load
module (truncated to eight characters).
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SECTION 4 - ERRORS AND ABORTS

4.1 Error Overview

CATALOG reports error conditions as (WARNING) or <KFATAL>> depending on
severity. Fatal type errors may cause immediate termination of processing or may allow
processing to continue. In either case, any fatal error will inhibit the generation of a
load module file, and will set the task abort flag. Warning type errors never cause
process termination and inhibit the production of a load module file only in certain cases
and when option 18 is set.

These cases are conditions that CATALOG has resolved, but there is doubt as to the
correctness and/or completeness of the load module. In such cases, the process abort
flag is set; if option 18 is set, the load module file is not updated. By examining the
flagged conditions, the usability of the load module can be determined. If the abort flag
is set, CATALOG always indicates, at termination whether the load module file has heen
updated or not.

4.1.1 Phase One Errors

During phase one (the linking phase) CATALOG processes the directives and performs the
first pass over the object code. Every effort is made to complete phase one and report
as many problems as possible.

Directive errors are reported by a message of the form:
*ERROR IN FIELD n: description*

which is displayed immediately under the incorrect directive. The following example
demonstrates how field n is assigned:

Directive: BUILD TESTMOD P TRA=1000 NOM
Field : n= 1 2 3 4 5 6

If appropriate, a second line is displayed which provides more information on the error
and/or possible corrective actions.

Errors in the object code are of two origins:

. physically corrupted records which fail the tests for record type, checksum, or
sequence

. logically incorrect operations which, in the context of this run, direct CATALOG to
perform an inconsistent operation

Object code errors are reported in the following form:

LFC: Ifc
MODULE: module
PROGRAM: program, OBJECT REC X'nnn' - description
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Ifc is the logical file code presenting the origin of the record (SGO or a

library)
madule is the load module currently being linked
program is the name of the program element currently being processed
nnn is the program's logical object record number
description indicates the nature of the error

A blank program name field indicates that the error occurred while processing the first
record of a new program element.

All directive and object code errors detected in phase one are fatal. CATALOG issues a
fatal message and terminates at the end of phase one without updating the load module
file.

4.1.2 Phase Two Errors

During phase two (the building phase) a fatal error generally causes immediate
termination of CATALOG. Warning errors are reported and always result in an updated
load module file, unless option 18 has been set.

4.1.3 Errors from MPX-32 (Phase One and Two)

When input/output operation errors occur, the File Control Block (FCB) status word,
logical file code, and other pertinent information are displayed. Such errors usually
indicate a hardware failure in the I/O device involved. See the MPX-32 Reference
Manual Volume I for a description of the FCB status word (word 3) and its interpretation
for different devices.

CATALOG also reports errors returned from MPX-32 services. The MPX-32 error/abort
code is contained in a message that supplies pertinent information. To interpret the
error/abort code, use the TSM $ERR directive, or consult Appendix C of the MPX-32
Reference Manual.

4.1.4 Conditions that Cause Incomplete Load Modules

The following paragraphs describe conditions that CATALOG has resolved, but there is
doubt as to the correctness and/or completeness of the load module.

Allowing incomplete load modules to be built is a feature that is provided to aid code
development. The programmer can assess the problems and decide whether the load
module is executable or usable in a debugging session.

The production of an incomplete load module can be inhibited by option 18. If the
replacement of an existing load module with a faulty one could cause problems, it is
recommended that option 18 be used.

Multiple Transfer Addresses

When the object code linked into a load module contains more than one transfer address,
CATALOG selects and uses the first one detected. Subsequent transfer addresses are
reported in a warning message.
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No Transfer Addresses

When the object code linked into a root load module contains no defined transfer address,
CATALOG attempts to select an address. The selection criteria is:

1) The address of the first DEFed symbol of the first program element of the load
module is selected.

2) If the first program element contains no DEFed symbols, the address of the
first noncommon word allocated in the first program element of the load
module is selected.

The selected symbol or address is displayed in a warning message and the load map
header indicates no transfer address.

Providing a transfer address allows the load module to be loaded. Even if the selected
location is incorrect, the load module can be loaded with the debugger, and execution
starts at the correct location using the appropriate DEBUG directive.

The following three conditions result from memory reference instructions for which
CATALOG cannot provide a valid address. The action taken by CATALOG is to replace
the instruction with a call to DEBUG. The effect of this is to cause the debugger to be
automatically loaded if the task is executed and the faulty instruction is encountered. If
the debugger is already loaded and a faulty instruction is executed, DEBUG signals a
BREAK occurrence.

1. Unresolved External References

When a program element references an external symbol which is not defined,
CATALOG issues a warning message that displays the symbol name and the location
of the reference (both program and load module-relative addresses are displayed).

When an external symbol is referenced several times in one program element, the
references are linked together in the object code. The warning message issued by
CATALOG provides the address of all the instructions in the list.

2. Unresolved Datapool References

When a program element references a Datapool variable and that variable is not
defined in any connected dictionary, CATALOG issues a warning message that
displays the symbol name and the program and load module relative addresses of
the reference.

3. Out of Range Datapool References

When a program element references a Datapoo! variable whose dictionary definition
causes the generated address to be beyond the bounds of the partition definition,
CATALOG issues a warning message that displays the symbol name and the location
of the reference (both program and load module-relative addresses are displayed).

In the following three conditions, the executable portion of the load module is not
affected, but the requested information is missing.
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