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```
The Report Program Generator (RPG) is a program that can be used
to read input data, perform specified operations on the data,
and produce formatted output reports and files.
The RPG compiler and object program require the use of the
System Ten Disc Management Facility (DMF).
There are two versions of the System Ten RPG compiler, which
require 9K and loK core locations to compile, respectively.
Those features which are available with the lOK compiler only
are so marked in the text.
The purpose of this RPG Reference Manual is to completely
describe the use of the System Ten RPG compiler and language.
While a System Ten user with no previous RPG experience will be
able to learn the use of RPG from this manual, it may be helpful
for him to consult one of the several basic textbooks on RPG
which are available.
Sections l-6 of this Reference Manual provide the basic
information necessary for a programmer to write source programs
for the System Ten RPG compiler.
Section 7 discusses the RPG compiler and how it is used in
conjunction with other System Ten facilities.
Section 8 describes the RPG object program and the various
tables generated by the compiler.
A number of Appendixes present some details of RPG programming
for the System Ten in greater depth and give additional examples
of the use of RPG, linkage with Assembler subroutines, debugging
procedure, and differences between the 9K and lok compilers.
```
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# REPORT PROGRAM GENERATOR 

## INTRODUCTION


#### Abstract

Report Program Generator (RPG) is a system that takes input data, performs calculations and operations on it, and produces formatted reports and files. RPG has two basic components: - A language with which the user specifies how his input data is to be processed and how the output reports are to be arranged. - A compiler program that translates the user's RPG specifications into machine language instructions (object program), which can be used directly by the computer.

The object program then uses the input files specified by the user, performs calculations and operations on them as specified, and produces the output reports or files desired by the user.

Every RPG program has the same logical flow and structure. The flow charts in Appendix A depict the sequence of actions that take place in every RPG program. Thus the programmer merely needs to provide the parameters of the specific case: data on the files to be used, the placement and structure of the input and output files, records and fields, and the calculations to be performed.


## TWO COMFILER VERSIONS AVAILABLE

The System Ten RPG compiler is available in two versions: a compiler that requires a 9 K partition to compile, and a compiler that requires a lOK partition to compile. The lOK compiler version provides certain additional features not available with the 9 K compiler. These features are designated "lOK Compiler Feature Only" where they are described in the manual.

## USE OF RPG SPECIFICATIONS FORMS

```
The use of RPG to produce reports includes several steps.
First, the user must carefully analyze the problem to determine
what input files will be used, what format they will have, what
calculations will be done on the input data, what output files
will be needed, how they will be laid out and the information
arranged in the completed report.
After the user has thoroughly analyzed his problem and determined his specific needs, he must communicate these specifications to the RPG compiler program. To do this he fills out a series of "specifications" forms.
- The Control Card and File Description Specifications Form is used to provide information to the RPG compiler and to name and describe the input and output files for the RPG object program.
- The Input Specifications Form is used to describe the exact layout of the input records.
- The Calculation Specifications Form is used to describe calculations and operations to be done on the input data and resulting data.
- The Output Format Specifications Form is used to describe the arrangement and placement of information on the output files and reports.
The contents of the specification forms are punched into cards (one line from a specification form to one card) to make up the RPG source deck.
With the 9 K compiler, the source deck is placed on disc using the Disc Management Facility (DMF) FILE program.
The loK compiler provides the option of compiling either from the disc or of using direct input from a Model 30 card reader.
```


## COMPILING THE SOURCE PROGRAM

The source deck is read into System Ten core from a disc file or the card reader and the RPG specifications are translated into machine language instructions by the RPG compiler. The resulting object program is then stored as a file on disc for subsequent execution of the RPG job. At execution time, the input files are read and the RPG object program produces the desired output files and reports.

Refer to Section 7 for further discussion.

## OBJECT PROGRAM TERMINATION

When an RPG object program has been successfully executed, control returns to the DMF conversational loader and the message:
A) ENTER PROGRAM NAME
is displayed on the workstation (device O).
When an RPG object program terminates abnormally, it places an error code in a core location and branches to that location, causing a load condition. On a standard System Ten core dump, the address of the error code is determined by subtracting ll from the address in locations 4l-44 in the partition in which the program is executing. That is,

LOC (41P-44P)-11=Address of Halt Code

For additional details, refer to Section 8 and Appendix F.

## HARDWARE REQUIREMENTS

## 9K Compiler

The 9 K RPG compiler requires the following minimum hardware configuration:

- One Model 20 CPU ( 9 K partition is required for compilation)
- One Model 70 Workstation
- One Model 40 Disc Drive
- One Model 50 Line Printer

The Model 50 Line Printer can be omitted if the user does his source program listing on the Model 70 Workstation.

In addition, a card reader (or other IOC input device) is required to read the source input if the DMF FILE program is used, or some other means of placing the source input into a DMF file must be provided.

## 1OK Compiler

The loK RPG compiler requires the following minimum hardware configuration:

- One Model 20 CPU (lOK partition is required for compilation)
- One Model 70 Workstation
- One Model 40 Disc Drive
- One Model 50 Line Printer

Optional Hardware

- One to nine additional Model 40 Disc Drives
- One Model 30 Card Reader (or equivalent) for RPG source input or parameter input.
- One Model 35 Card Punch for punching out the object program.


## SOFTWARE REQUIREMENTS

9K Compiler

> The 9K RPG compiler requires the use of the Disc Management Facility (DMF). The user may become familiar with DMF by consulting the System Ten DMF Reference Manual.

10K Compiler
The loK RPG compiler has essentially the same software requirements as the 9 K compiler. Specifically, DMF is needed. In addition, the lok compiler requires the LIOCS module, R_OPEN.

Section 2
RPG SPECIFICATIONS FORMS -- COMMON ELEMENTS

## RPG CONTROL CARD AND FILE DESCRIPTION SPECIFICATIONS

Date
Program
Programmer $\qquad$

| Punching | Graphic |
| :--- | :--- |
|  |  |


|  |  |
| :--- | :--- |
| Instruction |  |
|  | Punch |



Program

Identificatio | $75 \quad 76 \quad 77 \quad 78 \quad 79$ |  |  |  |
| :--- | :--- | :--- | :--- |
|  |  |  |  |

Control Card Specifications

|  | $\begin{array}{\|c} 0 \\ 0 \\ 2 \\ 1 \\ 1 \\ E \\ 0 \\ 0 \\ u^{2} \\ 6 \end{array}$ | NOT USED |  | 15161 | $1718$ | NOT U $192021$ | USED <br> 212223 | $23 \quad 24 \quad 252$ |  |  |  | $1031$ | 3233 | 3435 | $53637$ | 73839 | $89404$ | 1424 | $4344$ | $4546$ | $4748$ | $4950$ | Com $5152$ | ${ }^{\text {nments }}$ | 5556 | $65758$ | 85960 | $506162$ | $626364$ | $646566$ | 666768 | $686970$ | $\begin{array}{l\|} 707172 \\ \hline \end{array}$ | 727374 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 011014 | H | , , , , in | 500 | , | $\stackrel{1}{1}$ |  | +i, | ㅊำ, |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | T |  |  |  |  |

File Description Specifications

\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline \multicolumn{3}{|l|}{\multirow[b]{3}{*}{Line}} \& \multicolumn{2}{|l|}{\multirow[b]{3}{*}{}} \& \& \& \& \& \multirow[b]{3}{*}{} \& \multicolumn{3}{|l|}{\multirow[t]{3}{*}{}} \& \multicolumn{2}{|l|}{\multirow[b]{3}{*}{\begin{tabular}{l}
NOT USED \\
1920212223
\end{tabular}}} \& \multicolumn{2}{|l|}{\multirow[b]{3}{*}{Record Length}} \& \multicolumn{2}{|l|}{\multirow[b]{3}{*}{NOT USED}} \& \multicolumn{2}{|l|}{\multirow[b]{3}{*}{}} \& \multirow[t]{3}{*}{\begin{tabular}{l}
NOT USED \\
\(35 \quad 36 \quad 37 \quad 38 \quad 39\)
\end{tabular}} \& \multirow[t]{3}{*}{} \& \multicolumn{5}{|l|}{\multirow[b]{3}{*}{Device

414243444546}} \& \multicolumn{4}{|l|}{\multirow[t]{2}{*}{\begin{tabular}{c}

| Pool Name |
| :---: |
| (Disc) | <br>


\hline | Mail to |
| :---: |
| (Common) | <br>

\hline
\end{tabular}}} \& \multirow[b]{3}{*}{} \& \multicolumn{4}{|l|}{File Name (Disc)} <br>

\hline \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \multicolumn{4}{|l|}{Mail From (Common)} <br>
\hline \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \multicolumn{4}{|l|}{Device
Number
474849505152} \& \& \multicolumn{4}{|l|}{(Leave blank for all other devices)} <br>
\hline \& 020 \& 0 \& F M \& M A \& S \& $T$ \& E \& R \& \& 1 P \& p \& A \& A ${ }^{\text {a }}$ \& , , , \& \& 94 \& \& , , , , , \& \& \& \& D \& 1 \& S $C$ \& C \& \& \& 1 N \& P \& Ф $\varnothing$ \& L \& \& I \& L E \& \& 1 <br>
\hline \& 03 \& $\bigcirc$ \& F $\varnothing$ \& DU \& T \& \& \& \& \& $\phi$ \& \& \& \& , , , , \& \& 132 \& \& , , , , \& $\varnothing$ A \& \& \& P \& R \& 1 N \& $\mathrm{N} T$ \& E \& R \& \& \& \& 2 \& \& \& \& \& <br>
\hline \& 04 \& \& F \& \& \& \& \& \& \& \& \& \& \& , \% \% \& \& \& \& , , , \% \& \& \& , \% , \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& <br>
\hline \& 05 \& \& F \& \& \& \& \& \& \& \& \& \& \& , , . , \& \& \& \& , < , , \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& <br>
\hline \& 06 \& \& F \& \& \& \& \& \& \& \& \& \& \& , , , , , \& \& \& \& , , , , , \% \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& <br>
\hline \& 07 \& \& F \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& , , , , \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& <br>
\hline \& 02 \& 1 \& \& TR \& N \& S \& A \& C \& \& 15 \& SE \& E A \& A \& \& \& 80 \& \& \& \& \& \& R \& E \& A D \& DE \& R \& \& \& \& \& 1 \& \& \& \& \& <br>
\hline \& \& \& \& \& \& \& \& \& \& \& \& \& \& , , \& \& \& \& $\because$, \& \& \& $\stackrel{\square}{\square}$ \& \& \& \& \& \& \& \& \& \& \& \& \& \& \& <br>
\hline
\end{tabular}

SINGER
FORM 40-344 (OBSOLETES FORM 40-254)

## RPG SPECIFICATIONS FORMS - COMMON ELEMENTS

There are certain columns that contain information common to the four different types of RPG Specifications Forms, as follows:
Column Number(s) Contents

1-2 Page

3-5 Line

6 Form Type
$7 \quad$ Comments

75-80 Program Identification

Refer to the sample RPG Control Card and File Description Specifications form in Figure 2.l. The allowed values and explanatory notes concerning the contents of these columns are given below.

PAGE (Columns 1-2)

| Recommended Values | Meaning |
| :---: | :--- |
| Ol-99 | Page Number |

Each page of the specification forms may be numbered at the upper right hand portion of the form. Page numbers should be assigned in ascending order; for example: 01,02,03,05,07. It is possible to have more than one of each type of specification form, but all specification forms of the same type must be kept together. The proper sequence in which to arrange the forms is as follows:

- Control Card and File Description Specifications
- Input Specifications
- Calculation Specifications
- Output Format Specifications

LINE (Columns 3-5)


#### Abstract

Recommended Values Meaning

010-999 Line Number

The lines of the RPG Specifications Forms are numbered in columns 3 through 5 of the forms. The forms are actually preprinted with numbers; the control card is always line Ol. The remaining lines on the Control Card and File Description Specifications Form are numbered from 02 through 07. The additional lines on the form may be used to add lines (for example, 08 and 09) or to indicate insertion lines.

Figure 2.1 shows a Control Card and File Description Specifications Form with line numbers filled in. The extra line 021 will be inserted between line 020 and line 030 .

The other three forms (Input Specifications, Calculation Specifications, and Output Format Specifications) are prenumbered 0l-15. There are blank lines at the bottom of the form which the user may number as lines to follow line l5 or lines to be inserted. It is possible to skip lines on the form. The user doesn't need to use every line number that is pre-printed, but the line numbers he uses should all be arranged in increasing order.

It is also possible to use any other System Ten characters in line numbers; for example: 02A, 02B, 02C, 03, 04. In this case the cards must be arranged in System Ten collating sequence.

If a card is found to be out of sequence during compilation, an S will be printed in the source listing beside the line that's out of sequence. If the page/line number field is left blank, the card is assumed to be in sequence where it is located.

After the cards have been punched from the specification forms, they must be arranged in the proper sequence (increasing page and line numbers) by the user.


FORM TYPE (Column 6)


COMMENTS (Column 7)
Allowed Value Meaning

* Comment Line

The user may include comments in the listing of his source program by placing an asterisk (*) in column 7 on any line (with the exception of the Control Card Specifications line). The remainder of the line may then be used for a comment. This line is punched as a card and included in the input source deck. The comment will be listed "as is" in the source program listing. The user should include enough commentary on the coding so that another programmer unfamiliar with the program can understand it fully by looking at the source listing. Any characters allowed in the character set may be used in a comment line.

PROGRAM IDENTIFICATION (Columns 75-80)


Section 3
CONTROL CARD AND FILE DESCRIPTION SPECIFICATIONS FORM
CONTROL CARD SPECIFICATIONS
FILE DESCRIPTION SPECIFICATIONS

RPG CONTROL CARD AND FILE DESCRIPTION SPECIFICATIONS
Figure 3.1 RPG CONTROL CARD AND FILE DESCRIPTION SPECIFICATIONS FORM
Date
rogram
Programmer


Control Card Specifications


File Description Specifications

| Line <br>  |  |  | Filename |  |  | $\begin{gathered} \text { a } \\ \sim \\ 3 \\ 1 \\ o \\ \text { z } \\ 1314 \end{gathered}$ |  |  |  | NOT USED <br> 1920212223 |  | Record Length <br> $24 \quad 25 \quad 26 \quad 27$ |  | NOT USED <br> 2829303132 |  |  | NOT USED <br> $35 \quad 3637 \quad 38 \quad 39$ |  | Device |  |  |  | Pool Name (Disc) |  |  |  |  | File Name (Disc) |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | Mail to (Common) |  |  |  |  |  |  | Mail From (Common) |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  | Device Number <br> $48 \quad 49505152$ |  |  |  | (Leave blank for all other devices) |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 0 | 2 |  | F |  |  |  |  | \% |  |  |  |  | , | , , in |  |  |  | , \% , , |  |  | < |  |  |  |  |  |  |  |  |  |  |  |  |
| 0 | 3 |  | F |  |  |  |  |  |  |  | , | , \% , |  |  |  | , 1 |  |  | , $\quad$, |  |  |  |  |  |  |  |  |  |  |  |  |
| 0 | 4 | F |  |  |  | , |  |  |  | , | , , , , , , |  |  |  | , , , \% |  |  | , , \% |  |  |  |  |  |  |  |  |  |  |  |  |
| 0 | 5 | F |  |  |  | , |  |  |  | , | , , , , |  |  |  | , , , , , , |  |  | $\bigcirc 1$ |  |  |  |  |  |  |  |  |  |  |  |  |
| 0 | 6 | F |  |  |  | $\cdots$ |  |  |  | , | , , , \% , |  |  |  | , , \% , , |  |  | , |  |  |  |  |  |  |  |  |  |  |  |  |
| 0 | 7 | F |  |  |  |  |  |  |  |  | \% \% \% |  |  |  | , , , , , |  |  | , + , |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  | 1 | , 1 |  |  |  | , , \% |  |  | ${ }^{*}$ |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  | , |  |  |  |  |  |  |  |  |  |  |  | , |  |  |  |  |  |  |  |  |  |  |  |  |

# CONTROL CARD AND FILE DESCRIPTION SPECIFICATIONS FORM 

## CONTROL CARD SPECIFICATIONS

A control card (or heading) specification is necessary at the beginning of an RPG source program. Only one control card is permitted and it must be the first card of the source deck.

A line for the control card is included on the RPG Control Card and File Description Specifications Form, which is shown in Figure 3.1. If there is more than one such form in the source program, the control card line is filled in only on the first form (having the lowest page number).

FORM TYPE (Column 6)
Must contain an $H$.
CORE SIZE TO EXECUTE (Columns 12-14)


PRINTER LINE COUNT FOR OBJECT PROGRAM (Columns 27-28)

| Allowed Values | Meaning |
| :---: | :--- |
| Ol-99 | The line on the page at which |
|  | the Overflow Indicator is turned |
|  | on. This does not mean the |
|  | number of lines to be printed. |
|  |  |
|  | The printer line count is |
|  | set at 60. |

When using a Model 70 Workstation as a line printer, printer line count can be used to indicate the number of printer lines between the first lines of the continuous form being used for printing.

COMMENTS (Columns 29-74)

The programmer may insert whatever comments he wishes in columns 29-74 of the control card.

## FILE DESCRIPTION SPECIFICATIONS


#### Abstract

Each file to be used by an RPG program must be clearly defined and described. The file description specifications provide the compiler with necessary information concerning the various files used. The specifications are written on the lower part of the Control Card and File Description Specifications Form. One file is described on each line.


FORM TYPE (Column 6)
Must contain an $F$.
FILE NAME (Columns 7-12)
The file name may be one to six characters long. The first character must be alphabetic. The remaining characters may be alphabetic (A-Z) or numeric (O-9); other characters are not allowed. Also, blank spaces are not allowed in the middle of a file name. The file name must be left-justified.

Examples of valid file names:
INPUT
SALES
OUTREC
INFILE
TRNXIO
FILE TYPE (Column 15)

Allowed Values Meaning
I Input File
0
Output File

Column 15 is used to specify whether this file is used as input or output for the program. An input file may be a collection of data records on magnetic disc, on cards, or in common. An output file is a series of records which will be produced by the program on magnetic disc, line printer, on a card punch, or in common.

Note: Disc input is fixed-allocation Read only. Disc output files are assumed to be in non-contention mode. Therefore, all output disc files specified should be in separate pools.
FILE DESIGNATION (Column ..... 16)
Allowed Values Meaning
P Primary FileSSecondary File
A primary file is the principal input file. When many files arebeing processed, the primary file always specifies the order ofprocessing. There must be one, and only one, primary file for aprogram. The first file specified must be designated as theprimary file.A secondary file is any input file other than the primary file.Output files must have a blank in column 16.
END OF FILE (Column 17)
Allowed Values Meaning
E The program can end onlywhen all records of thisfile have been read.
Blank The program can end even ifall records of this filehave not been processed.
Column 17 applies to programs having more than one input file.The processing of some of the files may be complete while otherfiles still have records to be read. Thus, if column 17 of aline describing an input file is left blank, it is not necessaryto process all records of that file before ending the program.
An E in column 17 of every input file description will insure
that all records from all files will be read.

## SEQUENCE (Column 18)

This applies to input files only.

Allowed Values Meaning

A Sequence of record fields matched against record fields in another file is checked. The program will expect fields in ascending order.

D Sequence of record fields matched against record fields in another file is checked. The program will expect fields in descending order.

Blank Sequence of fields on records is not checked. No matching is used with fields or records of this file.

Column 18 should always be blank for output files. The program determines the location of the sequenced fields in the input records from the Input Specifications Form, where columns 6l-62 are used to indicate matching fields.

When data fields of records in different files are to be matched, sequencing is required. If a record is found to be out of sequence during input file matching, the program will be cancelled.

If matching fields are used but column l8 is left blank, $A$ (ascending order of sequence numbers) will be assumed. For further information, see the description of matching fields, columns 6l-62, on the Input Specifications Form in Section 4.

## RECORD LENGTH (Columns 24-27)


#### Abstract

Allowed Values 1-415 (9K Compiler) 1-940 (lOK Compiler) Blank

Meaning The number of characters per record in the file.

The number of characters per record in the file

The record length is assumed equal to the maximum record length allowed by the I/O device used by this file, except that the default for disc is 94 characters for both the 9 K and loK compilers.

All records of a file must have the same length. The entry in columns 24-27 must always end in column 27, and leading zeros may be omitted. For example, if the record length is 80 , the characters 80 appear in columns 26 and 27 . Maximum record lengths for various devices are as follows:

Device Maximum Length (characters) Card Reader 80 Card Punch 80 Printer 132 Common 415 Disc (9K Compiler) 94 Disc (lok Compiler) 940 lOK Compiler Feature Only The loK compiler allows multiple-sector disc records to be defined. The maximum record length for disc records is ten sectors or 940 data characters. Only one record per block is allowed for multiple-sector records and the record must start on a sector boundary. An example of the File Description Specifications for multi-sector records is shown in Fig. 3.2.

Note: The default record length assumed for disc when columns 24-27 are blank is 94 characters; this is true for both the 9 K and lok compilers.
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OVERFLOW INDICATORS (Columns 33-34)

Allowed Values
$O V, O A-O G$

Blank

Meaning
A symbol for the Overflow Indicator is assigned. Used for output file control in printing page headings.

No Overflow Indicator is used.

The user assigns a symbol from among the allowed values for the Overflow Indicator.

The Overflow Indicator specified here must agree with that used on the Calculation Specifications Form and the Output Format Specifications Form. For example, if the Overflow Indicator is designated $0 E$ in columns $33-34$, then $0 E$ must be consistently used as the 0verflow Indicator later in the program.

DEVICE (Columns 40-46)


The Common Mailbox can be used to transfer information between programs operating in different partitions. RPG programs set and expect the Common Mailbox End-Of-File Indicator to be six commercial "at" signs (@@@@@@) in the first six positions of the Mailbox I/O area. Therefore, common should not be defined as containing less than six characters. The sending RPG program automatically transmits the EOF record (@@@@@@) when LR is turned on, but not when the program terminates abnormally. Thus the programmer need not and must not attempt to send the six @ signs. If he does, the receiving partition will return to the conversational mode and the sending partition will be left waiting in an idle state. Additional information about the Common Mailbox is given in Appendix D.

SYMBOLIC DEVICE (Columns 47-52)

| Allowed Values | Meaning |
| :--- | :--- |
| Pool Name | Used when entry in columns <br> $40-46$ is DISC. Name of pool <br> where this file is located. |
|  | Pool name consists of l-6 <br> alphanumeric characters. |
|  | The first character must be |
| alphabetic (A-Z). |  |

FILE NAME (Columns 54-59)

| Allowed Values | Meaning |
| :---: | :---: |
| File Name | For files using the disc, a file name must be supplied in columns 54-59. This is the name by which the file is known to the Disc Management Facility (DMF). The file name must be l-6 alphanumeric characters long and must begin with a letter ( $\mathrm{A}-\mathrm{Z}$ ). |
| Mail From | For the Common Mailbox, a partition number or symbolic partition name of the partition sending the data via the mailbox must be entered in columns 58-59. Columns 54-57 must be blank. |
| Blank | For any other device than disc or common, columns 54-59 must be left blank. |

## Example

Figure 3.3 shows a valid set of File Description
specifications. The primary file YRTODT (year-to-date) is
maintained on the disc in MYPOOL.FILEA. The secondary input
file WKLY is read in on the card reader. The output file
called REPORT goes to the printer.
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## Section 4

INPUT SPECIFICATIONS FORM

RPG INPUT SPECIFICATIONS
$\square 10 \mathrm{~K}$ Compiler Feature


The Input Specifications Form (Figure 4.l) provides the RPG compiler with detailed information about the input files, the records that compose the input files, and the arrangement of data fields within the records.

The lines on the form may be considered to be divided in two parts logically. Columns $7-41$ provide data about the input file and the relationships between the records of the file. Columns 43-70 describe the structure of the data fields in the records.

The description of the input file (columns 7-4l) and the description of fields in the records of that file (columns 4370) must be on separate specification lines.

For example, if a record contained three fields, there would be one line on the Input Specifications that described the input file and the record identification in columns 7-4l. Each of the next three lines would contain the description of one input field.

FORM TYPE (Column 6)

Must contain an $I$.
FILE NAME (Columns 7-12)
The file name entered here identifies which input file is being described. The file name must begin in column 7 and must agree with the file name given in the File Description Specifications. Every input file named in the File Description Specifications must also appear in the Input Specifications.

If a line of the Input Specifications form does not contain a file name, the data in that line refers to the last file name appearing in a previous line.

SEQUENCE (Columns 15-16)

| Allowed Values | Meaning |
| :---: | :---: |
| Any two alphabetic characters. | No sequence checking will be done. |
| 01-99 | Sequence checking will be done. |
| A numeric entry in col for records of diff addresses. | -l6 specifies a particular sequence types, for example, names and |
| An entry of any two le records do not have an | ere implies that different types of al order. |
| In any one file, all t in columns 15-16 are d numerical entries ar required; blank is not | rd types with alphabetic characters dirst and then the records with ibed. An entry in columns $15-16$ is |
| When the user wishes t he assigns numbers in must be numbered 01 must be in ascending | fy a sequence for his record types, ng order. The first record type ers may be skipped, but all numbers |
| If a type of recor cancelled. | t of sequence, the program will be |

## AND, OR (Columns 14-16)

Refer to the descriptions of the use of AND and OR in conjunction with Record Identification Codes under the subsection "Columns 2l-4l (Record Identification Codes)" later in this section.

## NUMBER (Column 17)

| Allowed Values | Meaning |
| :---: | :--- |
| Blank | Record types not checked for <br> sequence number. |
| N | There is one record of this <br> type in each sequenced <br> group. |
|  | There are multiple records <br> of this type per sequenced <br> group. |

When different record types are arranged in numerical sequence (numeric characters in columns 15-16), the contents of column 17 indicate whether the group contains just one record (digit l) or multiple records (letter N).

## OPTION (Column 18)

## Allowed Values

Blank

0

## Meaning

```
At least one record of this
type must be present.(This
applies when sequence
checking is used.)
For "Option." Presence of records of this type is optional. (This applies only if sequence checking is used.)
```

When different record types are arranged in numerical sequence (numeric characters in columns 15-16), the contents of column 18 indicate whether the group must contain a record of this type or if records of this type are optional.

When the contents of columns 15-16 are alphanumeric (nonsequenced records), then columns 17-18 must be blank.

## RECORD IDENTIFYING INDICATORS (Columns 19-20)

Allowed Values
Meaning
01-99

LR
$\mathrm{Hl}-\mathrm{H} 3$ Indicator.

Record Identifying

Last Record Indicator.

Halt Indicator. Indicates that the program is checking for a record type that results in an error condition. If these indicators (Hl - H3) are turned on without being turned off later, the program will terminate.

Columns 19-20 are used to assign record identifying indicators to each type of record. Different record types are usually processed in different ways. When a record of a particular type is selected for processing, the Record Identifying Indicator for that type of record is turned on. This Record Identifying Indicator can be used to specify what calculations and output format operations will later be performed with this record, and under what conditions they will be performed.

It is not necessary to specify Record Identifying Indicators in any particular numeric sequence.

The same indicator may be specified for different record types. This causes the different record types to turn on the same indicator when they are selected for processing.

There may be only one Record Identifying Indicator for each record type. That is, an $O R$ clause may not be used to assign a second identifying indicator to a particular record type.

## RECORD IDENTIFICATION CODES (Columns 21-41)

The information in columns $21-4 l$ is used to identify the type of record being processed. This identification code will then determine the manner in which the records are handled by the program.

When a file contains several types of records, one type of record will be processed during one cycle. A Record Identifying Indicator is set when the record is selected and remains on until the completion of that cycle.

If there is only one type of record present, columns 2l-41 may remain blank.

Level Indicators (Ll-L9) may not be used as record identification codes.

## Use of AND

Each specification line between columns 21 and 41 may be used to specify up to three identifying characters. If more identifying characters are needed, an additional line (or lines) must be used and the word AND must be entered in columns $14-16$ of the additional line(s). The programmer may use as many AND lines as he wishes to specify the record identification code. However, all the specified identifying characters must be present in the record before it will be processed properly. Columns l7-20 must be left blank when $A N D$ is used in columns 14-16.

## Use of OR

Several different record identification codes may be used to specify a record type. To indicate that one of several valid identifications will be found in the record, the characters OR are placed in columns $14-15$ of the specification line containing the alternate code. Columns 16-20 must be left blank when OR is used in columns 14-15.

## Record Identification Code Sub-fields

It is possible to specify three characters per line. Each identification code is given in a seven-column field consisting of four parts: Position, Not (N), Type (C/D/Z), and Character. The three fields are clearly labeled 1,2 , and 3 on the Input Specifications Form.

The first record identification code field includes columns 2127, with Position in columns 2l-24, Not (N) in column 25, Type (C/D/Z) in column 26, and Character in column 27.

Field 2 covers columns 28-34, with Position in columns 28-31, Not (N) in column 32, Type (C/D/Z) in column 33, and Character in column 34 .

```
    Field 3 extends across columns 35-4l, with Position in columns
    35-38, Not (N) in column 39, Type (C/D/Z) in column 40, and
    Character in column 4l.
    The contents of these fields are as follows:
Position (Columns 21-24, 28-31, or 35-38)
    Allowed Values Meaning
        l-415 Specifies the position in
        (9K Compiler) the input record of a
        character in the record
        identification code.
        Must be right-justified.
            1-940 Specifies the position in the
        (lOK Compiler)
            Blank The record requires no
        identification code. If
        Position is left blank,
        then Not (N), Type (C/D/Z),
        and Character must also
        be blank.
        Columns 2l-24, 28-31, and 35-38 are used to give the positions
        in the input record of the characters that make up the record
        identification code. The characters of the record
        identification code are arranged from left to right (fields l,
        2, and 3) and on subsequent specification lines if AND is used.
```

Not (N) (Columns 25, 32, or 39)
Allowed Values Meaning
$N \quad$ The specified character must
not be present in the
specified position of the
input record.
Blank The specified character must
be present in the specified
position of the input
record.
The entry in columns 25, 32 , or 39 indicates whether the
specified character should or should not be present in a
particular position of the input record.

Type (C/D/Z) (Columns 26, 33, or 40)
With the 9 K compiler, an entry of $C$ is mandatory. This indicates that any valid System Ten character may be entered in columns 27,34 , or 41 , and that the exact character specified must (or must not) be present in the specified position in order to turn on the record identifying indicator.

The lok compiler provides the option of using the entire character, only the digit portion, or only the zone portion of the character in the record identification code. Thus, with the lok compiler, allowed entries in columns 26,33 , or 40 are $C, Z$, or D. If C is entered, the entire character (six bits) will be used for the record identification. If $D$ is entered, only the digit portion of the character (four rightmost bits) will be used as the record identification code.

Refer to Figure 4.2, line 020. The entry for Position is '80', there is no entry for Not, Type is D and Character is 4. Thus, any card that is read having a 4 in column 80 will cause the record identifying indicator to be turned on. However, cards having any of the characters $\$$, $D$, or $T$ in column 80 will also cause the record identifying indicator to be turned on, since the digit portions of the character codes for $\$, 4, D$, and $T$ are identical.

In line 030 of Fig. 4.2, the record identifying indicator is 03 , Position is 25, Not is blank, Type is Z, and character is A. Thus, any card that is read having a character in column 25 with the same zone configuration as $A$ (that is, $A, B, C . . .0$ and @) will turn on the indicator 03.

Character (Columns 27, 34, or 41)

## Allowed Values

Any alphabetic (A-Z), numeric (0-9), or special character in the character set.

## Meaning

This is the character that will appear in the specified position of the input record to serve as a record identification code, or part of the record identification code. Blank is a valid character.

For example, in Fig. 4.3 the indicator 01 is turned on every time a record is read having an $A$ in column l. If a record is read that contains anything else but an $A$ in column l, indicator 02 will be turned on. Thus, records having a missing or improper identification code may be detected and an indicator turned on which can be used to cause further action by the program.

If the last input record specification has an indicator assigned and no identification codes designated, it will act as a "catchall", and that indicator will be turned on whenever a record is encountered which does not conform to any designated record identification. If such a catch-all indicator is not assigned, a record with an improper identification code might cause the program to terminate.

## HOLLERITH INDICATOR (Column 43)

Applies to card input only. Allowed Values Meaning

Blank Input field uses ANSI
code for negative numbers (minus sign in low-order position), $P$ through $Y$ being equivalent to -0 through -9.

H
Input field uses Hollerith code for negative numbers (minus sign in low-order position), an ll-zone punch over the digits 0 through 9 being equivalent to -0 through -9.

The Hollerith indicator pertains to a field and not to an entire record. In addition, H applies to numeric fields only.

Note: In Hollerith code a l2-zone overpunch in the loworder position of a numeric field signifies an explicitly positive number. For example, the Hollerith punch code for +1 is a 12-1 punch, which is equivalent to the ANSI code for the character A.

## 9K Compiler

With the 9 K compiler, an entry of $H$ in column 43 will not cause the proper recognition of l2-zone overpunches. A numeric field with a l2-zone overpunch in the low order position will be translated to zero in core.

10K Compiler
With the loK compiler, an entry of $H$ in column 43 will cause a l2-zone overpunch in the low order position of a numeric field to be translated according to the Hollerith code. For example, an $A(12-1)$ will be entered as +1 into the system. The translation is done according to the following table:

INPUT CHARACTER HOLLERITH CODE RPG INTERPRETATION

| A | 12 and 1 | +1 |
| :--- | :--- | :--- |
| B | 12 and 2 | +2 |
| C | 12 and 3 | +3 |
| D | 12 and 4 | +4 |
| F | 12 and 5 | +5 |
| G | 12 and 6 | +6 |
| H | 12 and 7 | +7 |
| I | 12 and 8 | +8 |
|  | 12 and 9 | +9 |

To summarize the differences between the two compilers: with 9K compiler, an $H$ entry will cause Hollerith punched input for negative fields to be properly translated, but not positive fields; with the loK compiler, an $H$ entry will cause Hollerith input for both negative and positive fields to be properly translated.

## FIELD LOCATION (Columns 44-51)

Columns 44-5l give the location in the input record of the field named in columns 53-58 (Field Name). The Field Location is divided into two portions: "From" in columns 44-47, and "To" in columns 48-51.

From (Columns 44-47)

Allowed Values

1-415
( 9 K Compiler)
1-940 Location in record where the
(10K Compiler)
To (Columns 48-51)
Allowed Values
1-415
(9K Compiler)
1-940
(loK Compiler)

## Meaning

Location in record where the named field begins. named field begins.
Allowed Values
(9K Compiler)
1-940
$(10 \mathrm{~K}$ Compiler)

Meaning

Location in record where the named field ends.

Location in record where the named field ends.

```
The location specified in "From" must be numerically less than
or equal to the location specified in "To". The difference
between the two numbers given for "From" and "To" is, of course,
the field length minus one. If the numbers in "From" and "To"
are the same, this implies the field is one character in length.
Numerical data has a maximum field length of l8 digits. The
maximum length of a field of alphanumeric characters is lOO
characters, or the maximum record length of the device,
whichever is less.
The "From" and "To" numbers must end in columns 47 and 5l,
respectively. Leading zeros may be left out.
A separate line must be used for each field description.
```


## DECIMAL POSITIONS (Column 52)

Allowed Values Meaning

| Blank | Record field is alpha- <br> numeric. |
| :--- | :--- |
| $0-9$ | Number of decimal places to <br>  <br> the right of the decimal <br> point. |

Whenever the field named in columns 53-58 is numeric, there must be an entry in column 52. The record field must be numeric if calculations or edit operations are to be performed on the contents of the field. If the number of decimal places specified is greater than the field length, an error diagnostic will be issued. In this case, object program output will not be reliable.

FIELD NAME (Columns 53-58)

## Allowed Values

```
1-6 alphanumeric
``` characters.

PAGE

UDATE

\section*{Meaning}

Name of field in input records. First character must be alphabetic. Special characters and spaces within a name are not permitted. Must be left-justified.

Input field will contain a number that is one less than the starting page number of the output.

Input field will contain a date to be used on reports. Entering UDATE in the Input Specifications causes the object program to ignore the date in common.

Columns 53-58 are used to name an input field. The programmer must refer to the field by this name throughout his program. Only fields that will be used by the program should be named.

The name must start in column 53.

Within one type of record, the different fields must have different names.

However, a field name used in one type of record may be identical to that used in another type of record, so long as the field length and data type are the same. This is true even if the fields have different locations in the different record types.

When PAGE appears as an input field name, it indicates that the input field locations specified will contain a number which determines the output page starting number. The starting page number is calculated by adding one to the number in the input field. For example, if the input field named PAGE contains a 9 , the output will start with page 10 .

PAGE may also appear as a field name on the Output Format Specifications Form (see description of columns 32-37 in Section 6). If PAGE appears in the Output Format Specifications but not in the Input Specifications, page numbering will start with page 1 .

Thus, including a PAGE field in the Input Specifications allows the user to have an initial page number other than 1 , or page numbers that are governed by the input records.

The PAGE field may have any length but may not use decimal positions. That is, the page numbers must be integers.

The number in the PAGE input field must be right-justified. For example, if the PAGE field has four locations and the initial page number is to be l6, the PAGE input field must contain OOl5.

The page number may be reset by including a new PAGE input field with a new input record.

Calculations may be done on the PAGE field, as with any other numerical field.
```

The calculation and printing of totals is governed by Control
Level Indicators. An input field that has a Control Level
Indicator is called a control field. When the information in a
control field changes, a control break is said to occur. A
group of records that have the same information in their control
fields is called a control group.
When there is a control break, the appropriate Control Level
Indicator is turned on. This Control Level Indicator can then
be used to govern the calculation and printing of totals.
Allowed Values Meaning
Ll L9 Control Level Indicators
The Control Level Indicators are numbered l-9. Larger numbers
indicate a higher rank. When a Control Level Indicator with a
higher value is turned on, all lower value indicators are also
turned on. For example, if L5 is on, Ll-L4 will also be on.
There is also a Control Level Indicator LO, which is always
turned on; thus, it may not be assigned or turned off by the
programmer (refer to the section on the Calculation
Specifications Form, Columns 7-8).
As an example of the use of control levels, the following fields
could be assigned Control Level Indicators as shown:
ACCT Ll
SALSMN L2
DEPT L3
BRANCH L4
Thus, whenever the contents of ACCT changes (that is, a
different account number is read in the input data) the
calculation and printing of total values can be caused: for
example, "total sales," "total amount owed," or whatever input
data one wishes to total. If the value of DEPT (department
number) changes, then indicators Ll, L2, and L3 are turned on
and can be used to cause the printing of totals for Account,
Salesman, and Department. The Branch totals would not be
printed until there was a change in the BRANCH control field.

```

With respect to control level indicators, the following points should be noted.
- When the same control level indicator has been assigned to fields in records of different types, the fields must be of the same length and type (numeric or alphanumeric).
- Within one record type, a maximum of loO characters may be assigned to control fields.
- It is not necessary to assign Control Level Indicators in a particular order. For example, L3 may be assigned ifirst, L7 next, and then L2.
- If a field contains numeric information, only the numerical digits are compared to see if a change of control group has occurred. In other words, minus signs and decimal positions are ignored. For example, -2 is considered equivalent to +2 , and 3.8 is considered equivalent to 38.
- For all control fields having the same control level indicator, if the first control field specified is numeric, then all others are assumed to be numeric; if alphanumeric, then all others are assumed to be alphanumeric.
- The initial contents of all control fields are set as spaces.
- A control break is likely to occur when the first control field in a program is processed, since the contents of this field are compared to a storage area containing spaces. This is not a "true" control break and calculations of totals are omitted. Thus, calculations and output operations resulting in totals are not done until the second record containing control fields is read.

\section*{MATCHING FIELDS (Columns 61-62)}

Records or parts of records (data fields) from a file can be compared against records or fields of one or more other files to determine when the field or record contents are identical.
\begin{tabular}{ll} 
Allowed Values & Meaning \\
Ml-M9 & Matching Field Level
\end{tabular}

The matching field level (Ml-M9) identifies the fields to be matched. If matching fields are found during processing, the Matching Record (MR) Indicator is turned on. The MR Indicator can be used to cause certain operations to occur (refer to columns 9-l7 of the Calculation Specifications, and columns 2331 of the Output Format Specifications).

The programmer should keep the following points in mind when assigning matching field levels:
a. Record types with matching fields specified must be in sequential order and are checked for proper sequence (ascending or descending order, as specified in column 18 of the File Description Specifications). If a record is found to be out of sequence, the program is cancelled.
b. Matching of fields is optional. It isn't necessary that matching fields be present in all files of the program. Nor do matching fields have to be present in different record types of a file.
c. If one record type has fields that match those in another record type, the number of matching fields in each record type must be equal.
d. When matching fields are assigned the same matching level (M1-M9), the length and type of the matched fields must be the same.
e. Matching fields in different records may have overlapping locations. However, 100 characters is the maximum allowed for the total of all field lengths.
f. When there are several matching fields in a record type, all the fields are concatenated into a single combined match field. The combination of fields is in order of significance with M9 being most significant. The order is from M9 to Ml.
g. A particular matching level (M1-M9) can be used only once within a particular record type.
h. The presence of decimal positions is ignored when matching numeric fields. For example, if 5.42 were the contents of a field to be matched with a field containing 542, the contents would be considered identical.
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i. Minus signs are ignored. For example, -7l will be considered identical to +7l.
j. If several fields in one record type are to be matched to fields in another record type, all the fields must match before the matching record (MR) Indicator will turn on.
k. The program disregards field names when matching records or fields. It is permissible to use the same field name for matching fields in different record types.
1. The sequence ( \(A\) or \(D\) in column l8) of the first file encountered when matching fields is used for all files involved in that matching level.

\section*{FIELD-RECORD RELATION (Columns 63-64)}
loK Compiler Feature Only
The user may wish to combine records which contain the same information but have different format. For example, he may wish to combine, in the same input file, cards prepared under an old adminstrative system with cards prepared under a newer system. The Field-Record Relation indicator allows this.

Refer to Figure 4.4. Here two types of records are being combined in the input file INFILE. The first record format is distinguished by the character ' \(6^{\prime}\) in column 5 and causes indicator ol to be turned on. The second record format is distinguished by a character '7' in column 5 and causes indicator 02 to be turned on. Most of the fields within the two record formats are the same and are simply listed. However in the case of the DEBIT field, it is located in columns 15-25 in the first record format and in columns 25-36 in the second record format. Also, the field named FLAG is located in columns 75-76 in the first record format and in columns 77-78 in the second record format. The record identifying indicators 01 and 02 are entered in the Field-Record Relation columns opposite the appropriate field location description.

The procedure is simply to place the appropriate record identifying indicator in the Field-Record Relation (columns 6364) opposite the name and location of the field from the record with that indicator.

\section*{Allowed Values}

01-99

Meaning
Record identifying indicator for record to which this field belongs.

Note: All fields which have no Field-Record Relation must be described before fields with Field-Record Relations. (See Figure 4.4.)

FIELD INDICATORS (Columns 65-70)
1OK Compiler Feature Only

Columns 65-70 may be used to test the contents of a field named in columns 53-58. Columns 65-66 and 67-68 are used with numeric fields only, while columns 69-70 may be used in conjunction with numeric or alphanumeric fields. If the field named contains a positive number, the indicator specified in columns 65-66 is turned on. If the field named contains a negative number, the indicator specified in columns 67-68 will be turned on. If the field named contains zeros or blanks, the indicator specified in columns 69-70 will be turned on.

Allowed Values Meaning
Ol-99, Hl-H3 This is the indicator that will be turned on if the condition specified at the top of the columns where the indicator appears is satisfied.

The Halt indicators may be used to terminate the execution of an object program if data is encountered which is clearly incorrect: for example, a negative number entered for an employee's hourly pay rate. Figure 4.4 gives an example of the use of Field Indicators.

Section 5
CALCULATION SPECIFICATIONS FORM
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\section*{CALCULATION SPECIFICATIONS FORM}
The Calculation Specifications Form (Fig.5.l) describes the
operations to be performed on the input data. The form is
divided into three major areas:
    - Columns \(7-17\) contain indicators that specify the
        conditions causing calculations to be performed.
    - Columns \(18-53\) state what calculations are to be done,
    and on what data.
    - Columns 54-59 specify tests to be made on the results of
        calculations. The outcome of these can then be used to
        govern certain output operations or further
        calculations.
FORM TYPE (Column 6)
    Must contain a \(C\).
CONTROL LEVEL (Columns 7-8)
```

        Allowed Values
        Meaning
        LO, Ll-L9 The calculation described on this
        line is done only when a control
        break occurs for the control level
        indicator specified in columns 7-8.
        LR The calculation described on
        this line will be done after the
        last input record has been read.
        Blank The calculation described on this
        line is done after each record is
        read, (if columns 9-17 are also
        blank). These are called detail
        calculations.
    Detail calculations must be specified before control level
(total) calculations.

```

Although the LO Indicator may be used by the programmer, it cannot be assigned, since it is always turned on. Whenever there is a control break, the program performs all calculations and operations which have been assigned Control Level Indicators. The LO Indicator may be used to cause totals to be printed.

If Ll-L9 are used to determine when certain calculations will be done, the calculations will be done only when these indicators are on. (Refer to the Input Specifications Form, columns 59-60, where Control Level Indicators are assigned.)

When a Control Level Indicator is turned on by a control break, all Control Level Indicators with lower numbers are turned on also. Thus, if L6 is turned on, not only will the operations governed by \(L 6\) be done, but the operations corresponding to LlL5 as well.

When the last record has been read, the LR Indicator turns on. When \(L R\) is turned on, all other Control Level Indicators (Ll-L9) will be on.

Thus, using Ll-L9 and LR, up to ten different levels of totals can be calculated and printed out. For example, suppose we want to calculate total sales for a world wide company using ten different categories of totals. We could assign Control Level Indicators to control fields as follows:

ACCT Ll
SALSMN L2
DEPT L3
BRANCH L4
CITY L5
STATE L6
REGION L7
NATION L8
CONTNT L9
L9 gives the continental total. When the last record is read, LR is turned on and we can obtain the world total for sales.

When a Control Level Indicator is set on or set off using the SETON or SETOF operation code, Control Level Indicators with lower numbers are not affected.

When LR is set on using the SETON operation, Control Level Indicators Ll-L9 are not affected. LR cannot be set off using the SETOF operation code. LR must be on for the program to terminate normally.

\section*{INDICATORS (Columns 9-17)}

Columns \(9-17\) are used to specify the indicators that must or must not be on if the operation specified on the line is to be performed.

For example, a particular type of input record may have been assigned a Record Identifying Indicator of 66 in columns 19-20 of the Input Specifications Form. If a line on the Calculation Specifications Form then specifies an indicator of 66 in columns lo-ll, the specified operation will be done only when an input record of that type is read.

Columns \(9-17\) provide space for three different indicators: in columns 9-11, 12-14, and 15-17. Columns 9, 12, 15 may contain an \(N\), which means that the operation is to be done only if the specified indicator is not on.

If two or three indicators are entered in columns 9-17, they are assumed to have an AND relationship. That is, all specified conditions must be satisfied before the operation will be done.

The results of a calculation can be used to turn on a resulting indicator. These resulting indicators are described under columns 54-59 of the Calculation Specifications Form. The indicators in columns \(9-17\) may refer to indicators resulting from a previous operation.
\begin{tabular}{|c|c|}
\hline Allowed Values & Meaning \\
\hline Blank & ```
Operation is performed every
time a card is read. (Assumes
columns 7-8 are blank also.)
``` \\
\hline O1-99 & Record Identifying Indicators or resulting indicators specified earlier in the program. \\
\hline L1-L9 & Control Level Indicators specified previously. \\
\hline LR & Last Record Indicator. \\
\hline MR & Matching Record Indicator. \\
\hline H1-H3 & Halt Indicators specified previously. \\
\hline OA-OG, OV & Overflow Indicators specified earlier in the program. \\
\hline RS & Service Request Indicator. \\
\hline (loK Compiler Only) & This indicator is turned on whenever a service request is received \\
\hline
\end{tabular}

The Halt Indicators Hl-H3 are used to terminate the object program. They can be utilized to prevent a record from being processed when an input error is detected or the result of a previous calculation indicated an error. A Halt Indicator can also be used to cause a certain operation to be done only when an error is detected. Halt Indicators are set on only when specified by the user. RPG does not set on Halt Indicators automatically.

The MR Indicator will cause the specified operation to occur only when matching records have been found.

The LR Indicator is used to specify all operations to be done when the last record of a job has been read.

An Overflow Indicator used in columns 9-17 must agree with the Overflow Indicator specified in columns 33-34 of the File Description Specifications Form. The Overflow Indicator will be turned on when the last line to be printed on a page of output has been reached.

If a Control Level Indicator (Ll-L9) appears in columns 7-8 and an MR is specified in columns 9-17, the Matching Record Indicator refers to the record previously read (just prior to the control break). When all operations caused by Control Level Indicators have been done, the MR Indicator indicates a matching condition of the current record (the one causing the control break).

If a Control Level Indicator appears in columns 9-17, the operation specified is done only on the record causing the control break (or on a record causing a control break of higher level).

Within a program cycle, the operations caused by a Control Level Indicator in columns 7-8 will all be done before operations conditioned by Control Level Indicators in columns 9-17.

With the lok compiler only, a Service Request indicator RS, is available. It is turned on whenever the executing program receives a service request and remains on for one program cycle, after which it is automatically turned off. This indicator may be used like any other indicator to determine when operations are to be done.

AN, OR (Columns 7-8)
10K Compiler Feature Only
With the loK compiler, more than one line may be used to specify the indicators that determine when a calculation or operation is to be done. AN stands for logical AND; when it appears in columns 7-8 of a calculation specifications line, it implies that all indicator values specified on this line as well as indicator values specified on the previous line must be satisfied before the specified calculation or operation will be done. \(O R\) is the logical \(O R\) : when it appears in columns 7-8 of a calculation specifications line, it implies that if either the indicator values on this line or the indicator values specified on the previous line are satisfied, the specified calculation or operation will be performed.

Many lines of indicators may be used in combination with AN and OR specified in columns 7-8. The operation to be done is specified only on the last line of a group of lines connected by \(A N\) or \(0 R\). Refer to Figure 5.2. Here we see that the calculation of adding EXTRA to SALES will be done only if indicators \(01,02,03,04\), and 05 are all on, or if indicator 06 is on and indicators 03 and 05 are not on.

FACTOR 1 AND FACTOR 2 (Columns 18-27 and Columns 33-42)
The data on which the specified operation is to be performed is specified by Factor 1 and Factor 2. For example, if the operation is subtraction, Factor 2 is subtracted from Factor 1. Some operations require two operands; some require one operand; and some require none. These will be discussed further under Operation (columns 28-32).

The data on which the operation is to be performed may be specified by naming the field or by entering the actual data (literal).

The allowed entries are
- The name of any defined field.
- Literal data (either numeric or alphanumeric).
- The date field name, UDATE.
- The special name, PAGE.
- A label for a TAG operation (Factor lonly).
- A label for a GOTO or EXIT operation (Factor 2 only).

Entries in Factor 1 or Factor 2 must be left-justified.
Literal data is the actual data used in an operation rather than the name of a field which contains the data. Examples of literals would be 23174.02 or 'MR. JONES'. A literal may be alphanumeric or numeric.
\(\qquad\)
Program

SINGER
\begin{tabular}{|c|c|}
\hline a. & They must be enclosed between apostrophes (single quote marks). \\
\hline b. & Any characters of the System Ten character set are permitted. \\
\hline & The maximum length is 8 characters. \\
\hline d. & Imbedded blanks are permitted. \\
\hline e. & Alphanumeric literals may not be used in arithmetic operations. \\
\hline f. & An apostrophe within an alphanumeric literal must be represented by two apostrophes. For example, the literal IT'S OK would be represented as 'IT''S OK'. \\
\hline The & following rules pertain to numeric literals: \\
\hline 1. & They may not be enclosed within apostrophes. \\
\hline 2. & Permitted characters include the numerals 0-9, the decimal point and the minus sign. \\
\hline 3. & The maximum length is 10 characters, which includes the decimal point and minus sign, if present. \\
\hline 4. & Imbedded blanks are not allowed. \\
\hline 5. & Numeric literals are used in arithmetic operations exactly as numeric fields would be. \\
\hline 6. & If a minus sign is present, it must be the leftmost character. \\
\hline & Note: If literals are used in a COMP (Compare) or MOVE operation, the literal. field will be expanded automatically by the object program to fill the required size. \\
\hline
\end{tabular}
Date_
Program
Programmer
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Program
75 7677787980
\begin{tabular}{|l|l|l|l|l|l|}
\hline 5 & 78 \\
\hline & & & & & \\
\hline
\end{tabular}
Programmer

SINGER

\section*{OPERATION (Columns 28-32)}

\begin{abstract}
The operation code in columns \(28-32\) specifies what operation is to be performed. For example, \(A D D\) is the operation code used to add Factor 2 and Factor l. The operation code must start in column 28.
\end{abstract}

\section*{OPERATION CODES}

The operation codes are as follows:
ADD

Causes the contents of field named in Factor 2 to be added to contents of field named in Factor l. Result is stored in Result Field (see columns 43-48). Numeric literals rather than field names may be used in Factor 1 and Factor 2.
"Zero and Add" sets the contents of the Result Field to zeros and adds the contents of the field named in Factor 2 to the Result Field. Factor 2 may also contain a numeric literal. Factor \(l\) is not used in the \(Z-A D D\) operation. \(Z-A D D\) has the effect of transferring the contents of the numeric field in Factor 2 to the Result Field.

With the 9 K compiler, an attempt to \(Z-A D D\) a ield to itself is ignored by the compiler. No diagnostic is issued.
loK Compiler Feature Only

With the loK compiler, the \(Z-A D D\) operation can be used to determine the sign of the contents of a field. This is possible because in the \(Z-A D D\) operation with the loK compiler, the contents of the field named in Factor 2 are moved to a temporary storage location, then the field named in Result Field is set to zeros and the contents are moved from the temporary location to the field named in Result Field. Thus, a \(Z-A D D\) with the same field named in Factor 2 and Result Field will not affect the contents of the named field and the Resulting Indicators can be used to determine the sign of the field. Figure 5.3 shows how Z-ADD can be used to perform such a test.

Causes numeric field named in Factor 2 (or literally presented there) to be subtracted from numeric field named in Factor 1 (or literally presented there). The difference is stored in the field named in Result Field.

Z-SUB
"Zero and Subtract" causes the contents of the Result
Field to be set to zeros and the numeric field
literally presented or referenced in Factor 2 then to
be subtracted from the Result Field. This has the
effect of storing the negative of the contents of
Factor 2 into the Result field. Factor l is not used
in Z-SUB.
Z-SUB can be used to reverse the sign of a number if
the same numeric field is specified in both Factor 2
and Result Field.

MULT
Causes the contents of the numeric field named in
Factor lor the numeric literal present there) to be
multiplied by the contents of the field named in
Factor (or the numeric literal present there). The
product is stored in the field named in Result Field.
The contents of Factor l and Factor 2 are limited to
alength of lo decimal digits. The product stored in
the Result Field may have a maximum length of l8
decimal digits.

Causes the numeric field named or literally present in Factor 1 to be divided by the numeric field named or literally present in Factor 2. The quotient is stored in the field named in Result Field. The field named in Factor \(l\) may have a maximum length of 18 decimal digits. The field named in Factor 2 may have a maximum length of 10 decimal digits. The contents of Result Field have a maximum length of 18 digits, but the maximum number of significant digits is ten. If the Half Adjust (column 53) is specified, nine is the maximum number of significant digits. The numeric contents of the field specified in Factor 2 must not be zero. If Factor 2 is zero, the program will be cancelled.

An additional requirement is that the lengths and decimal positions of the fields involved in a DIV operation must be such that
\[
\mathrm{L}(\mathrm{~F} 1)-\mathrm{D}(\mathrm{~F} 1)+\mathrm{D}(\mathrm{~F} 2)+\mathrm{D}(\mathrm{R})<20
\]
where:
\[
\begin{aligned}
L(F 1)= & \text { Length of Factor } 1 \\
D(F 1)= & \text { Number of decimal places in Factor } 1 \\
D(F 2)= & \text { Number of decimal places in Factor } 2 \\
D(R)= & \text { Number of decimal places in the Result } \\
& \text { Field. }
\end{aligned}
\]

The Move Remainder operation may be used after a Divide (DIV) operation. It stores the remainder from the division operation in the field named in the Result Field. MVR uses only Result Field; entries in Factor 1 and Factor 2 are not valid with this operation. The RPG program will keep track of proper placement of the decimal point in the remainder.

The result of an MVR operation will not be valid if any operation other than SETON, SETOF, GOTO, TAG, EXIT, or RLABL is performed between the DIV and the MVR operations. It is recommended that the MVR operation immediately follow the associated DIV operation.

In the Move operation, the contents of the field named or the literal present in Factor 2 is moved to the field specified in the Result Field. Factor 1 is not used. The field named or the literal in Factor 2 can be either alphanumeric or numeric, as can the field named in Result Field. Characters are transferred from the field in Factor 2 to the Result Field starting from the right. Thus, if the field in Factor 2 is longer than the Result Field, only the right-hand portion of the field in Factor 2 is transferred. If the field in Factor 2 is shorter than the Result Field, the characters from Factor 2 will be moved to the rightmost portion of the Result Field. The excess characters on the left in the Result Field will not be changed. For example, if Factor 2 contains a three-character numeric literal 444, and the field specified in Result Field is numeric, six characters long, and contains 888888 prior to the MOVE operation, after the move the Result Field will contain 888444.

\section*{Examples of MOVE Operations}



Factor 2
Result Field \(\quad\left\lfloor B \left\lvert\, \begin{array}{l|l|l|l|}\hline & \mathrm{J} & \mathrm{I} & 5 \\ \hline \mathrm{Y} & \mathrm{Y} \\ \hline\end{array}\right.\right.\) After Operation
When result field is

Alphanumeric Numeric
\begin{tabular}{l|l|l|l|l|l|} 
Factor 2 \\
Result Field
\end{tabular}\(\quad\)\begin{tabular}{|l|l|l|l|}
\hline 5 & 6 & 7 & \(A\) \\
\cline { 1 - 4 } & B & A & Y \\
S & & & T \\
\hline
\end{tabular}

\section*{After Operation}

When result field is:
\begin{tabular}{|l|l|l|l|l|l|}
\hline B & \(\mathrm{A}|5| 6|7| \mathrm{A}\) \\
\hline Al
\end{tabular}\(\quad \mathrm{B}|\mathrm{A}| 0|5| 6|7|\)

Factor 2 \(\quad\)\begin{tabular}{|l|l|l|l|l|}
\(B\) & 2 & 3 & \(Q\) & \(R\) \\
\hline
\end{tabular}
Result Field \(\quad |\)\begin{tabular}{ll|l|l|l|}
\(*\) & \(*\) & \(*\) & \(*\) \\
\hline
\end{tabular}
After Operation
When result field is:
\begin{tabular}{|c|c|c|}
\(|2| 3|Q| R \mid\)
\end{tabular}\(\quad\)\begin{tabular}{|c|c|c|c|}
\(|O| 2|3| R \mid\)
\end{tabular}
\begin{tabular}{ll|l|l|l|l|} 
Factor 2 \\
Result Field
\end{tabular}\(\quad\)\begin{tabular}{|l|l|l|l|} 
A & B & C & D \\
E \\
\hline
\end{tabular}

After Operation
When result field is:
\begin{tabular}{|l|l|l|l|}
B & C & D & E \\
\hline
\end{tabular}
Alphanumeric

\begin{tabular}{ll|l|l|l|l|} 
Factor 2 \\
Result Field
\end{tabular}\(\quad\)\begin{tabular}{|l|l|l|l|}
\hline & 2 & 3 & 4 \\
\hline
\end{tabular}
After Operation
When result field is:
\begin{tabular}{|l|l|l|l|}
2 & 3 & 4 & 5 \\
\hline
\end{tabular}
Alphanumeric

Numeric

MOVEL

\begin{abstract}
The Move Left operation causes the contents of the field named or the literal present in Factor 2 to be moved to the field named in the Result Field. Factor l is not used. This operation differs from MOVE in that MOVEL starts moving the characters in Factor 2 from the left and places them left-justified in the Result Field. Thus, if the field named in Factor 2 was four characters long and contained \(A B C D\) and the field named in Result Field was six characters long and contained ZZZZZZ before the MOVEL operation, the contents of the Result Field after the MOVEL would be ABCDZZ.
\end{abstract}

If the numeric field specified in Factor 2 is shorter than the Result Field, the sign of Factor 2 (if any) is not moved. If the numeric field in Factor 2 is equal to or longer than the field in Result Field, the sign of Factor 2 is placed in the rightmost position of the Result Field.

Examples of MOVEL Operations


Factor 2
Result Field
\begin{tabular}{|l|l|l|l|l|}
1 & 2 & 3 & 4 & 5 \\
\hline & \(*\) & \(*\) & \(*\) & \(*\) \\
\cline { 2 - 4 } & & & &
\end{tabular}
After Operation
When result field is:
\begin{tabular}{|r|r|l|l|}
1 & 2 & 3 & 4 \\
Alphanumeric
\end{tabular}\(\quad\)\begin{tabular}{|l|l|l|l|}
1 & 2 & 3 & 4 \\
\hline
\end{tabular}

Factor 2
Result Field
\begin{tabular}{|l|l|l|l|l|}
1 & \(\#\) & 3 & Y & Z \\
\hline & \(*\) & \(*\) & \(*\) & \(*\) \\
\hline
\end{tabular}
After Operation
When result field is:
\begin{tabular}{|l|l|l|l|}
1 & \(\#\) & 3 & \(Y\) \\
\hline
\end{tabular}
Alphanumeric
\begin{tabular}{|l|l|l|l|}
\hline 0 & 1 & 3 & \(Y\) \\
\hline
\end{tabular}
The Compare operation compares the contents of the fields specified or literals present in Factor 1 and Factor 2 with each other. As a result of the Compare operation, one of the resulting indicators specified in columns \(54-59\) is turned on. The Result field is not used with COMP. The resulting indicators can be used to control subsequent calculations or output operations. If the field in Factor lis greater than the field in Factor 2 (Fl>F2), the resulting indicator in columns \(54-55\) is turned on. If Fl<F2, then the indicator in columns \(56-57\) is turned on. Similarly, if the contents of the fields in Factors 1 and 2 are equal \((F l=F 2)\), the indicator specified in columns 58-59 is turned on.
Before a Compare operation, all indicators referenced in this Compare operation (columns 54-59) are set off. After the Compare, the appropriate indicator is set on.
The Compare operation can be used on both numeric and alphanumeric fields. When numeric fields are being compared, the numbers are aligned at the implied decimal point and any excess spaces are assumed filled with zeros. For example, if Factor l contains a numeric field of 8 digits with two decimal places (123456.12), and Factor 2 references a field specified as ten digits long with four decimal places (123456.1201), then Factor l would be set equal to 123456.1200 and Factor 2 is 123456.1201 . Thus, Fl<F2 and the resulting indicator specified in columns 5657 would be turned on. Comparison of numeric fields is always algebraic. If one desires to compare the absolute values, he must first write the necessary instructions that will obtain the absolute values.
When alphanumeric fields are to be compared, the comparison is in accordance with the System Ten collating sequence. Alphanumeric fields are aligned at their leftmost characters (they are leftjustified). When alphanumeric fields being compared have unequal lengths, the excess locations are assumed to be filled with blanks.
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The GOTO operation causes a branch from one point in the program to another. The point arrived at after the branch is specified by a name (tag) in Factor 2. This name must also appear in Factor 1 of a TAG operation. That is, the origin point of a branch is designated by a GOTO Operation. The destination point of the GOTO operation is marked by a TAG. For example, if DEDUCT is the TAG for a sequence of operations to be done when certain indicators are on, one would specify a GOTO operation with the Tag DEDUCT written in Factor 2. Columns 7-17 would contain the control level and other indicators that would cause the branch to be taken. A TAG operation would be placed just before the sequence of operations to be done with the name DEDUCT in Factor 1.

A GOTO operation thus has the branch designated in Factor 2 and the conditions under which the branch is taken specified in columns 7-17. Factor l, Result Field and the rest of the line must be blank.

The "name tag" placed in Factor 2 must be alphanumeric, may have a maximum of six characters, must begin with a letter and may have no imbedded blanks. The name placed in Factor 2 must be identical to the name placed in Factor lof the associated TAG operation.

With 9K Compiler
The GOTO may branch forward or backward in the program within detail calculations, or within total calculations, but the branch may not go from a point within the detail calculations to a point within the total calculations (or vice versa).

\section*{With loK Compiler}

With the lOK compiler, a GOTO operation may branch from a point within detail calculations to a point within total calculations or vice versa. This feature requires that all names used with TAG operations in the program be unique. (With the 9 K compiler, it is permissible to use the same TAG within detail and total calculations since branching between these parts of the program is not allowed.)

After a branch between detail and total calculations has been completed, the type of output associated with the initial type of calculations is performed. For example, if a GOTO occurs from total to detail calculations, total output will be done after the detail calculations have been completed. Figure 5.4 shows a GOTO operation that branches between the detail and total calculations.

The TAG operation is used to identify the destination point of a branch (GOTO) operation. The name in Factor 1 must be the same as that specified in Factor 2 of the corresponding GOTO operations. (See the preceding description of GOTO for further details.)

For a TAG operation, Factor 2, Result Field and Indicators, (columns 9-17), and Resulting Indicators must be blank. If the operations following the TAG operation are to be done at total time, the Control Level Indicator LO must be entered in columns 7-8.

With the 9 K compiler, the same name may appear as a tag in the detail calculations and in the total calculations, and will be considered to be distinct, since branching from detail to total calculations (or vice versa) is not allowed. However, it is recommended that all tags be unique names.

With the loK compiler, tag names must be unique, since branching between detail and total calculations is allowed.

This operation is used to turn on or "set on" the indicator or indicators specified in columns 54-59. Control Level Indicators (columns 7-8) and indicators (columns 9-17) can be used to determine when the SETON operation will be executed.

The Set Off (SETOF) operation is used to turn off the indicators specified in columns 54-59. Control Level Indicators (columns 7-8) and indicators (columns 917) can be used to determine when the SETOF operation is to be done. SETOF may not be used to turn off indicators LR or LO.

This operation is used to exit from the RPG program to a specified external subroutine. The name of the subroutine which will be executed is placed in Factor 2. Control Level Indicators (columns 7-8) and indicators (columns 9-17) may be used to determine when the exit is to be taken. Factor 1 and Result Field must be blank. Refer to Appendix B for additional information on linkage conventions.

RLABL
The Reference Label (RLABL) operation is used to
specify a field or indicator which can be referenced
by a subroutine external to the RPG program.
Indicators are specified by the letters IN followed
by the indicator name, for example, INOS or INL2.
CAUTION: Do not SETOF the following indicators
within the assembly routine:

LR
LO
\(1 P\)
MR

It is the responsibility of the assembly-language programmer to adhere to the above rule.

If an IN name has been used as a field name (such as IN16), it will be considered as a fiela name and not an indicator when used in the RLABL operation. The name of this field is entered in Result Field (columns 43-48). If the field has not been previously defined in the RPG Input or Calculation Specifications, the field length and number of decimal positions must be entered in columns 49-5l and column 52, respectively.

All RLABL operations must immediately follow their associated EXIT operation. Control Level indicator Lo must be used (columns 7-8) if any Control Level Indicator was used on the EXIT operation preceding the RLABL. Columns \(7-8\) must be blank on RLABL if they are blank on the preceding EXIT operation. (See the description of linkage conventions in Appendix B.)
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\section*{ADDITIONAL OPERATIONS WITH 1OK COMPILER}
 a new value for NET from the workstation.

Data entered from the workstation into an alphanumeric field will be assumed to be leftjustified. For example, if the field NAME is alphanumeric and 20 characters long and the user enters 'JOHN SMITH' from the terminal, the left-hand ten characters of NAME will be filled and the righthand ten characters will remain blank.
```

If the result field of a DSPLY operation specifies a
numeric field, the following points should be noted:
l. Numeric data need not be entered with leading
zeros; the data will be automatically right-
justified and padded on the left with the
necessary number of zeros.
2. If the data to be entered is negative, the first
character entered must be a hyphen (-).
3. The number of characters permitted to be entered
is the (field length + l) to allow for the sign.
It is the user's responsibility not to enter
more data than is permitted by the field length
specification.
4. If too much data is entered, truncation will
occur on the left.
5. Characters other than 0-9 and the hyphen (minus
sign) will be ignored.
Examples:
Assuming that a six-digit Result Field has been
specified, we have:
Entry Internal Result

```
```

l

```
l
-1 00000Q
0 0 0 1 2 3 ~ 0 0 0 1 2 3
bbbbbb
+56 000056
(nothing 000000
entered)
-1ABQ2 00001R
1234567 234567
(seven (truncated
digits) on left)
```


## EXCPT (loK Compiler Feature Only)

The Exception (EXCPT) operation is used to print out lines while calculations are being done. The programmer simply enters EXCPT in columns 28-32 (Operation) of the Calculation Specifications Form. At that point in the calculations, each output record that contains an 'E' code in column 15 of the output Format Specifications Form will be output to the selected output medium.

Figure 5.6 shows Calculation and Output Format Specifications that will cause a card to be punched out during calculation time whenever an account is found to be overdue (overdue amount greater than zero). The output file specified, PUNCH, is assumed to have been previously specified to use a card punch as its output device. The card punched out will contain a name, account number, the overdue amount, and the new balance.
Date__
Program__
Programmer__
RPG CALCULATION SPECIFICATIONS
410K Compiler Feature
Program
Programmer
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Figure 5.6 USE OF EXCPT OPERATION, Part 1
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Table 5-1 USE OF FIELDS ON CALCULATION SPECIFICATIONS FORM


SUMMARY OF OPERATIONS

A summary of the operations which can be coded on the Calculation Specifications Form is presented in Table 5-1.

DECIMAL ALIGNMENT IN ARITHMETIC OPERATIONS

In $A D D, \quad Z-A D D, S U B, Z-S U B$, and $C O M P$ (with numeric fields), the lengths of Factor 1 and Factor 2 must not exceed 18 digits after any adjustment to align the implied decimal points. Zeros are assumed to be added to the right of the field with the fewer number of decimal places, and these assumed positions must be included when considering the l8-digit maximum length. For example, if Factor 1 is a 5-digit field with three decimal places and Factor 2 is a 9-digit field with one decimal place, Factor 2 would be considered to have ll positions $(9+2$ for decimal alignment).

In MULT, the maximum length for Factor 1 and Factor 2 is 10 digits, and decimals do not have to be aligned. The maximum length for the Result Field is 18 digits.

In DIV, the maximum length for Factor 2 is lo digits regardless of the number of decimal places. The length of factor 1 and the Result Field must not exceed 18 digits each. There is an additional requirement that the following formula be satisfied.
where:

$$
\mathrm{L}(\mathrm{~F} 1)-\mathrm{D}(\mathrm{~F} 1)+\mathrm{D}(\mathrm{~F} 2)+\mathrm{D}(\mathrm{R})<20
$$

$\mathrm{L}(\mathrm{Fl})=$ Length of Factor 1
$D(F 1)=$ Number of decimal places in Factor 1
$D(F 2)=$ Number of decimal places in Factor 2
$D(R)=$ Number of decimal places in the Result Field.

In other words, the length of Factor 1 minus the number of decimal places in Factor 1 plus the number of decimal places in Factor 2 plus the number of decimal places in the Result Field must not be greater than 20\%

## RESULT FIELD (Columns 43-48)


#### Abstract

The field named in Result Field will be used in different ways depending on the operation specified in columns 28-32. The column labeled "Result Field" in Table 5-1 indicates when an entry is required in Result Field and when it is to be left blank.

The Result Field name may be from l-6 alphanumeric characters. The first character must be alphabetic, and special characters and embedded blanks are not allowed. The field named here may have been defined previously in the Input Specifications or the Calculation Specifications. Or, it may be defined at this point in the RPG program. If the field is defined at this point, there must be entries in columns 49-5l (field length) and, in the case of numeric fields, in column 52 (decimal positions) also.

A field must be numeric if it is to be used in arithmetic operations or numeric compare operations or is to be edited or zero-suppressed by the Output Format Specifications.

In the case of division, the user must follow System Ten rules. The user is responsible for verifying the validity of his results.

If a field name entered in Result Field has been specified earlier, then columns 49-52 must be left blank.


FIELD LENGTH (Columns 49-51)

Allowed Values
Meaning

1-100
Allowed length for an alphanumeric field named in Result Field ( columns 43-48)

1-18 Allowed length for a numeric field named in Result Field (columns 43-48) 。

Blank

The result field is not used in this operation, or, if used, its length has been specified already.

The programmer should make certain that he allows enough space in the Result Field to store the result of the specified operation. For example, if two fields, AMTl and AMT2, each have a field length of 4 numeric characters, their product would require a field length of 8 numeric characters.

## DECIMAL POSITIONS (Column 52)

Allowed Values

Blank

0-9 The number of decimal places in the field, which is assumed to consist of numeric characters.

The number of decimal positions specified must not be greater than the field length. If an arithmetic operation results in a number with fewer decimal places than the number specified, the remaining decimal places are filled with zeros. If an arithmetic operation results in more decimal places than have been specified for the Result Field, the extra decimal places on the right are dropped.

## Duplicate Specification of Fields

9K Compiler

With the 9 K compiler, if a field has been specified earlier in the Calculation Specifications or in the Input Specifications, the field specifications may not be written again. That is, if a field named in Result Field has had its field length and decimal positions specified earlier in the source program, then columns 49-52 must be blank.

## 10K Compiler

The loK compiler permits the user to enter the field length and decimal positions of a field named in Result Field even if it has been specified previously in the Calculation Specifications or the Input Specifications. (With the 9 K compiler, the length and number of decimal positions may be specified only the first time the field is named, whether in the Calculation Specifications or the Input Specifications.)

This applies to both numeric and alphanumeric fields. Number of decimal positions, of course, is only specified for numeric fields. If a field is specified again, the field length and number of decimal positions must agree with the previous definition for that field. Thus it is not possible to change the length of a field by this feature. The feature is intended for the convenience of the user who names a field many times and who may or may not wish to enter the length and decimal positions of the field each time he writes it in the specifications.

HALF ADJUST (Column 53)
"Half Adjust" is the term used to describe the process of rounding off numbers resulting from arithmetic operations when the Result Field has fewer decimal positions than Factor 1 or Factor 2. When Half Adjust is specified, a 5 is added to the digit following the last digit specified for the result field. (If the number is negative, -5 is added.) Then, all digits following the last specified digit are dropped.

## Allowed Values

H
Blank No Half Adjust. (Rounding is not done.)

## Example

Suppose, the number resulting from an arithmetic operation is 386.174 and the result field is specified as having five numeric characters with two decimal places. With Half Adjust specified, a 5 would be added to the third decimal place giving 386.179 and then the last decimal place is dropped giving 386.17 as the contents of the Result Field.

If the result of an arithmetic operation were 1209.786 to be half-adjusted to a Result Field of two decimal places, a 5 would be added in the third decimal place, giving 1209.791 and then the third decimal place would be dropped, giving l209.79.

## RESULTING INDICATORS (Columns 54-59)

Columns 54-59 are used to specify what indicators will be turned on as a result of arithmetic or compare operations. An entry is also required for the SETON or SETOF operations to specify what indicator(s) will be turned on or off. The use of Resulting Indicators is optional in the case of arithmetic operations and required in the case of COMP, SETON or SETOF.

## Allowed Values

01-99

| 机 | Usually turned on when an error condition is detected. These indicators will cause program termination if not turned off during the calculation cycle. They must be SETON to cause program termination, since RPG does not turn on any Halt Indicators automatically. |
| :---: | :---: |
| OV, OA-OG | Overflow Indicators. <br> Usually turned on when the maximum number of output lines per page has been reached. Can be used to control output operations, such as skip to top of new page. |
| Ll-L9 | Control Level Indicators. |
| LR | Last Record Indicator. (LR may not be used with the SETOF operation). |

Any two numeric characters in this range are assigned to indicate under what conditions subsequent calculations or output operations are to be done.

Halt Indicators. Usually turned on when an erfor condition is detected. off during the calculation cycle. They must be SETON to cause ram termination, since RPG does not turn on any Halt IndiOverflow Indicators Usually turned on when the maxim number of output reached can be used to control output operations, such as skip to top of new Control Level Indicators. (LR may not be used with the SETOF operation).

When an arithmetic operation is being done (i.e, ADD, SUB, MULT, DIV, Z-ADD, Z-SUB, or MVR) and the contents of the result field is positive, then the indicator specified in columns 54-55 is turned on. If an arithmetic operation results in a negative number, then the indicator specified in columns 56-57 is turned on. If the contents of the Result Field is zero after an arithmetic operation is performed, the indicator specified in columns 58-59 is turned on.

Similarly in the case of a Compare (COMP) operation, if the number specified by Factor 1 is greater than the number specified by Factor 2 (Fl>F2), the indicator in columns 54-55 is turned on. If Fl<F2, the indicator given in columns 56-57 is turned on. If Fl=F2, the indicator specified in columns 58-59 is turned on.
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For SETON or SETOF operations, there is no distinction among columns 54-55, 56-57, and 58-59. The indicator or indicators to be turned on a SETON (or off by a SETOF) are simply written starting in columns 54-55. If more than one indicator is to be set on or set off, the entries are made from left to right: the first in columns 54-55, the second in columns 56-57, the third (if present) in columns 58-59. The SETOF operation may not be used to turn off indicators LR or LO.

COMMENTS (Columns 60-74)

The programmer may and should include comments in columns 60-74. Any information he desires may be entered here to help him or other persons understand the program. Comments in columns 60-74 have no effect on the RPG compiler, but are simply printed in source listing.

The programmer can make additional comments by placing an asterisk (*) in column 7 of a specification line. In that case the entire line is treated as a comment, and is printed in the source listing but is not compiled.

## Example

[^0]Section 6
OUTPUT FORMAT SPECIFICATIONS FORM

## RPG OUTPUT-FORMAT SPECIFICATION
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The layout of the generated output report or file is determined by the Output Format Specifications Form (Fig. 6.l).

The form has two main portions:

- Columns 7-3l name the output file and identify the type of record that is to be processed to produce lines of output. They also specify (by means of indicators) the conditions that must exist for certain output lines to be produced.
- Columns 32-70 are used to specify the exact fields to be printed on the report and their location on the printed output line. Editing of numeric fields for output (insertion of decimal points, dollar signs, etc.) can also be specified here.

FORM TYPE (Column 6)
Must contain an 0 .
FILE NAME (Columns 7-12)
The name of the output file is entered here. The output file name entered here must be identical to that given on the File Description Specifications Form. The name may be one to six alphanumeric characters long, must start with a letter, and may not include special characters or imbedded blanks. It must start in column 7 .

The file name appears only on the first line of the output Format Specifications for a given file. That is, if many lines are used to specify the format of an output file, the file name need not be repeated.

TYPE (Column 15)


## 10K Compiler Feature Only

An Exception Record (E) is a record that is transmitted to the output device during calculation time. Whenever an EXCPT operation is performed, all records that are designated with an E in column 15 of the Output Format Specifications are placed onto the output device specified for the file, in the order specified.

AND (in columns 14-16) and OR (in columns 14-15) are used in conjunction with the Output Indicators (in columns 23-31 of the Output Format Specifications Form). The Output Indicators state what conditions must exist (or must not exist) before the output record specified by this line is produced. A maximum of three indicators can be specified in columns 23-3l. If the programmer wishes to specify more than three indicators having an AND relationship, he must enter AND in columns $14-16$ on the second line. When AND is specified in columns 14-16, columns 17-22 must be blank.

If an $O R$ relationship is to be specified between two Output Indicators, the first indicator is entered on one line and the second indicator is entered on the next line with OR in columns 14-15. When $O R$ is specified, columns l6-22 must be blank.

OR allows more than one AND clause to qualify the record specifications as an output record. Thus, complex logical tests on alternate groups of conditions are possible. The only restriction in the use of AND clauses connected by ORs is that any AND clause that references the Overflow Indicator must occur prior to any AND clause that does not reference the Overflow Indicator. The Overflow Indicator may appear in any position within the AND clause.

SPACE AND SKIP (Columns 17-18 and 19-22)

```
The entries in columns l7-22 control spacing between printer
lines and skipping to various line numbers on the page being
printed or the following page. If all these columns are left
blank, the printer will single-space after each line is printed.
It is possible to specify a wide variety of printer spacing and
skipping between lines of output. The spacing and skipping may
be done before or after printing the output line. If skipping
and spacing are both specified with a printed line, the actions
are done according to the following sequence:
    - Skip before printing
    - Space before printing
    - Skip after printing
    - Space after printing
The Overflow Indicator (which was designated in the File
Description Specifications) is turned on whenever the printer
prints on the last line of the page or spaces beyond it.
However, when the printer skips past the last line on a page to
a line on the following page, the Overflow Indicator is not
turned on. If the programmer wishes to turn on the Overflow
Indicator in this case, he may use a SETON operation.
Spacing and skipping after printing may save time since the
output file does not have to wait for the paper to advance
before it prints a line.
    Note: Only one space/skip pattern may be specified per
    output line (whether Heading, Detail or Total).
```



1-9

Meaning
Number of spaces paper is to be advanced before printing the current line (if entry is in column 17).

Number of spaces paper is to be advanced after printing the current line (if entry is in column l8).

There is no way to suppress line spacing; a blank or zero (O) entry is interpreted as a one (l) due to the hardware control of spacing, i.e., the line printer automatically spaces one line after printing each line.

If the entry is placed in column l7, the spacing will be done before the line is printed. If the entry is placed in column 18, the spacing will be done after the line is printed.

SKIP (Columns 19-22)
Skipping permits paper movement from one line to another without stopping at the intermediate lines. The programmer enters the line number of the next line.

Allowed Values Meaning

| 01-99 | Number of the line on the <br> printer form. Line ol is |
| :--- | :--- |
|  | the first line on the form |
| where printing is done (the |  |
| top of the page). |  |
| OO, Blank | No skipping will be done. |

When skipping is specified to a line number less than the current line number, the paper is advanced to the next page. For example, if the line being printed is on line lo of the printer form and the user specifies a skip to line 05 , the next printing will be done on line 05 of the following page.

If the skip is to be done before the line is printed, the entry is placed in columns 19-20. If the skip is to be done after the line is printed, the entry is placed in columns 2l-22.

The skip entry can be greater than the Printer Line Count (columns 27-28 on the Control Card Specifications Form), but if a skip goes beyond an end-of-page punch in the printer carriage control tape, results may not be as expected. It is recommended that the skip entry not exceed the Printer Line Count. If the printer carriage control tape has an end-of-page punch at the overflow line, there will be an automatic skip from the overflow line to the top-of-page punch in the carriage control tape.

| Indicator | File Description Specifications <br> Overflow Indicator (Cols. 33-34) | Input Specifications |  | Calculation Specifications |  |  | Output Format Specifications |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | Record Indentifying Indicators (Cols.19-20) | Control <br> Level <br> Indicators (Cols.59-60) | Control Level Indicators (Cols.7-8) | Indicators (Cols.9-17) | Resulting Indicators (Cols.54-59) | Output Indicators (Cols.23-31) |
| 01-99 |  | X |  |  | X | X | X |
| LO |  |  |  | $X$ |  |  | $X$ |
| L1-L9 |  | X | $X$ | $X$ | $X$ | X | X |
| MR | - |  |  |  | X |  | X |
| 1 P |  |  |  |  |  |  | X* |
| OV,OA-OG | X |  |  |  | $X$ | $X$ | X |
| H1-H3 |  | $X$ |  |  | X | X | X |
| LR |  | X |  | X | X | X** | $X$ |
| RS*** |  |  |  |  | X | X | X |

## OUTPUT INDICATORS (Columns 23-31)

The indicators which must be turned on before the specified output operation is done are entered in columns 23-31. If several indicators must be on before the output operation is done, the required indicators are listed in columns 24-25, 2728, and 30-3l. If more than three indicators are required, one or more additional lines must be used with AND in columns l4-16. If any one of several possible indicators will allow the output operation to be done, the alternative indicators are written on different lines in columns 24-25 with an OR in columns l4-15 of every alternate line.

The programmer may specify that an output operation be done when a particular indicator is not turned on by specifying an $N$ before the indicator (in columns 23, 26, or 29).

The indicator may be used to govern the output of an entire record or may be used to control the output of a single field.
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An Overflow Indicator may not appear on either AND or OR lines. When it is used in an AND relationship with a Record Identifying Indicator, the results might not be as expected. The reason is that the record type might be the one read when 0verflow occurs, and lines conditioned by both overflow and Record Type Indicators may not all be printed.
The First Page Indicator (lP) is usually used to control the printing of literal information, especially headings and titles. It is used in connection with Header or Detail output lines (see column l5). It may not be used with the printing of Total output lines. It is not permissible to use the lP Indicator in AND or OR relationships with Control Level Indicators.
If the $1 P$ indicator is used in an OR relationship with an Overflow Indicator, the Overflow Indicator must appear first in the Output Format Specifications. (See lines OlO and 020 in the sample form in Fig. 6.2)
10K Compiler Feature Only
The RS indicator is usually turned on by a service request. It remains on for one program cycle, after which it is automatically turned off.

FIELD NAME (Columns 32-37)


PAGE, which causes automatic page numbering, is assumed to be a four-character numeric field, unless it has been previously defined with a different field length. The page numbering will begin with $l$ unless another number has been specified in a PAGE input field (refer to Input Specifications Form, columns 53-58).

To reset the page number field to zero at some point in the job, the user may specify $a \quad B$ in Blank After (see column 39 description below). The programmer can also arrange to reset the PAGE field to zero when a particular indicator is turned on.

## Example

In Fig. 6.2, we see the specifications for printing a detail output line containing the fields SALES, RATE, GROSS, and NET. The numbers in columns $40-43$ specify the position on the output form where the last character of the field will be printed.

10K Compiler Feature Only
*PLACE allows a field or a group of fields to be repeatedly placed across an output record in record locations specified by the End Position in Output Record (refer to columns 40-43). See the paragraph "Use of *PLACE Option" later in this section for more details.

Allowed Values Meaning
Z
Z

Editing is used upon the contents of the output field to make them more readable or comprehensible. For example, if the contents of a four-digit numeric field are 0002, the three leading zeros can be suppressed so that only the 2 is printed.

As another example, an output field named AMOUNT contains six characters with two decimal places implied. The field can store a dollar amount as high as \$9,999.99. However, the contents of the field would actually be 999999. The dollar sign, comma, and decimal point, if desired in the printed output, must be placed using a literal constant and an edit word (see columns 45-70).

## BLANK AFTER (Column 39)

```
Column 39 can be used to reset the contents of a field to zeros after the field is printed in the output.
```


## Allowed Values Meaning

B The contents of the field named in columns $32-37$ will be reset to zeros after the output operation is performed.

Blank The field will not be reset to zeros after the output operation.

Resetting an output field to zeros by means of Blank After is useful when accumulated totals are to be printed out for several control groups. If a particular field is used to accumulate a total, when the total line is printed, a B in column 39 will cause the named field to be reset to zeros. Thus, a new total can be accumulated for a new control group.

END POSITION IN OUTPUT RECORD (Columns 40-43)


Example:

If a four-digit field to be printed has a 98 specified in columns 42-43, the output field will be printed in positions 9598.
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```
USE OF *PLACE OPTION (1OK Compiler Only)
10K Compiler Feature Only
When a field is to be printed a number of times across the output record, or a group of fields is to be repeated across the output record, the user may enter *PLACE under Field Name and the final position of the field or fields to be repeated in End Position in Output Record. The placement of fields will then be done automatically and the user does not have to write the field names over and over again in the Output Format Specifications. A typical use of \({ }^{*} P L A C E\) is shown in Figure 6.3. The fields FLD1, FLD2 and the literal STOP will be repeated ending in position 75 and then again ending in position 115 .
```


## HOLLERITH INDICATOR (Column 44)

10K Compiler Feature Only

With the loK compiler, it is possible to generate punched card output for negative numeric fields in Hollerith code (using an ll-zone punch for negative numbers).

## Allowed Values Meaning

H

Blank ANSI sign convention is used: $P$ through $Y$ in the low-order position corresponding to -O through -9.

Figure 6.4 shows the Input and Output Specifications for several numeric fields. Some of the fields are in Hollerith code on input (those marked with an $H$ in column 43 of the Input Specifications); some of the fields are marked with $H$ in column 44 of the Output Specifications and thus will be punched out in Hollerith code.

The table below gives some examples of converted fields. H stands for Hollerith code and A stands for ANSI code.

| Input Code | Input <br> Field | Numeric Value in System Ten | Output Code | Output Field |
| :---: | :---: | :---: | :---: | :---: |
| A | 4786S | -47863 | H | 4786L |
| H | 37851 | +37851 | H | 37851 |
| H | 2814A | +28141 | H | 28141 |
| H | O833N | -08335 | A | 0833 U |
| A | 0099 T | -00994 | A | 0099 T |
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## CONSTANT OR EDIT WORD (Columns 45-70)

Columns $45-70$ may contain either a literal constant to be printed or a word used to edit the named output field.

## Constants

Literal constants in the Output Format Specifications are most often used for titles, page headings, and column headings. The literal constant is written with apostrophes (single quotes). The first apostrophe must be in column 45.

When a constant is specified in columns 45-70, Field Name must be left blank. The constant may be all numeric, all alphabetic, or mixed. Blanks and special characters are permitted. All characters will be printed exactly as they appear in the constant within quotes, with the exception of an apostrophe. If a constant contains an apostrophe, it must be represented by two adjacent apostrophes. Thus if APPLICANT'S STATUS is to be printed as a column heading, the proper entry in columns 45-70 would be 'APPLICANT'S STATUS'.

The maximum length of a constant entered in columns 45-70 is 24 characters, since two columns are required for the beginning and ending apostrophes. Constants longer than 24 characters may be specified on two separate specification lines.

Examples: 'SALESMAN NO.'
'TOTAL DEBT'
'ACCT \#'
' 25 AND OLDER'

## Edit Word

One often desires to edit a numeric field, so that the printed output will include decimal points and commas.

For example, the output field TOTSAL may contain 451236 with two decimal places specified. By means of an edit word, this field can be printed as 4,512.36.

The following rules must be observed when using an edit word:

- A Field Name must be specified in columns 32-37.
o The edit word is enclosed within apostrophes.
- The first apostrophe must appear in column 45. The edit word must start in column 46.

Editing uses the standard System Ten editing conventions (see System Ten Assembler l Reference Manual, description of the Edit instruction).

The edit word consists of filler characters and punctuation marks or @ signs, which are interspersed among the filler characters. A filler character is defined as any valid System Ten character other than the @ sign or a punctuation mark. A punctuation mark is any of the following: comma, period (decimal point), hyphen, or slash.

The number of filler characters must equal the number of characters in the numeric field to be edited plus one character for printing the sign of the number.

Editing works as follows. The leftmost character of the numeric field to be edited is examined to determine whether it is significant. (In a numeric field, the leftmost nonzero character and all characters to the right of that are called "significant" digits.) If the leftmost character is significant (nonzero), it replaces the leftmost filler character. If it is a non-significant digit (leading zero), the filler character remains. (Thus, blank filler characters have the effect of suppressing leading zeros.) The editing proceeds similarly from left to right across the numeric field being edited and across the filler characters.

Punctuation marks are left unchanged and the @ sign is replaced by a blank.

If the contents of the numeric field being edited are positive or zero, the rightmost character of the edit word is changed to a blank. If the number being edited is negative, the rightmost filler character of the edit word is left unchanged. A minus sign is usually placed in the rightmost position of the edit word. Thus, the minus sign will be printed if the number being edited is negative; a blank will replace it if the number is positive or zero.

The editing operation includes scanning the character string to be printed to see if any punctuation marks remain to the left of the first significant digit. Any such punctuation mark is then replaced with the filler character immediately to its left. The leftmost position of the edit word must not contain a punctuation mark. To summarize the use of characters in the edit word:
Allowed Characters
@unctuation Marks
Period ( . )
Comma (,)
Slash ( )
Hyphen $(-)$

Filler Characters Any other valid System Ten character besides @ or punctuation marks given above.

Meaning
Will be replaced by a blank.

These characters will be printed exactly as they appear, interspersed among the filler characters. If a punctuation mark is to the left of the first significant digit, it will be replaced by the character to its left.

Will be replaced by a character from the numeric field if the character is significant. If the character from the numeric field is not significant, the filler character will be printed.

## Examples

```
Note: In these examples, b means a blank character.
    (A) Printing an Amount:
    Numeric Field 00187604
    Edit Word 'bbb,bbb.o0-'
    Printed Result l,876.04
    (B) Printing a Social Security Number:
    Numeric Field 067235418
    Edit Word '000-00-0000-'
    Printed Result 067-23-5418
    (C) Check Protection:
        Numeric Field 000150000
        Edit Word 1*,***,***.00-'
        Printed Result ****1,500.00
        (D) Suppressing Leading Zeros
        Numeric Field 000235
        Edit Word 'bbbbbb-'
        Printed Result 235
        (E) Negative Amount
        Numeric Field O053240V (negative number)
        Edit Word 'bbb,bbb.00-'
        Printed Results 5,324.06-
```

The printing of a dollar sign preceding an amount is most easily
done by using a literal constant to specify the dollar sign, and
then using an edit word to punctuate the numeric field for
printing.

## Section 7 <br> RPG COMPILER

FUNCTIONAL DESCRIPTION
USAGE CONSIDERATIONS INSTALLATION CONSIDERATIONS INSTALLATION PROCEDURE
RPG PARAMETERS
PARAMETER OPTIONS WITH 1OK COMPILER
RPG COMPILER OPERATION INTERPRETING THE COMPILATION OUTPUT COMPILER MESSAGE SUMMARY AND ERROR RECOVERY PROCEDURE

## FUNCTIONAL DESCRIPTION

```
The RPG compiler processes standard RPG specification card
images and produces an executable load module (program)
conforming to the specifications entered as input to the
compiler.
```

9K Compiler
The 9 K compiler executes under DMF and requires that the source file, the object file and a work pool be disc resident. The compiler allows the user to specify these files at compilation time.

10K Compiler
The lok compiler executes under DMF and requires the work pool to be disc resident. Source input is optionally from disc or a card reader and object output goes optionally to a disc file or a card punch.

## USAGE CONSIDERATIONS

Input Requirements
Parameter Input

The parameter input to the RPG compiler is optional and may be used to specify the source, object, and work pool at compilation time. A parameter input device is recommended; however, if the equipment configuration does not include an input device (or the parameter input specifies a non-existent IOC device), the default RPG pool/files will be assumed.

## Source Input

With the 9 K compiler, the source input must be a linked sequential disc file.

With the lok compiler, the input is optionally from a linked sequential disc file or from the card reader.

## Output Requirements

## Object File

With the 9 K compiler, the object output (text card images) must be a linked sequential disc file. The object program may be placed in either a null file (containing no data) or a non-null file. If a non-null file is specified, the object program will be placed behind the existing data in the file, extending the file.

This facility allows "spooling" successive RPG compilations and permits inclusion of user EXITs (subroutines) called by the RPG object program.

With the loK compiler, the object file may be specified as a disc file or may be punched out on a card punch.

## Compiler Listings

The RPG compiler requires a printer or similar output device on which to print the source/diagnostic listings, object program storage map and any errors which might prevent a successful compilation.

## Work Areas

The RPG compiler requires a work pool to contain the internal
tables and temporary work files. The work pool need not be
initialized as the compiler will destroy the "links" upon first
usage of the pool. Also, the work pool must not contain any DMF
files. SYSPOL and RPGPOL must not be specified as the work pool.

## INSTALLATION CONSIDERATIONS

## Residency

The RPG compiler and the files it accesses must reside under DMF.

## Default Pool/Files

If the RPG parameter input does not specify either the source or object files or the work pool, the default file or pool name is assumed. If a parameter device is not available, or the system has no parameter input device, all the default names are assumed, as follows:

| Input Source File | - RPGPOL.TEMP |
| :--- | :--- |
| Output Object File | - RPGPOL.RPGOBJ |
| Work Pool (9K) | $-\quad$ WKAnn |
| Work Pool (10K) | $-\quad$ WKAnn |

Where nn is the partition in which the RPG compiler resides.

## Recommended Pool Limits

RPGPOL should contain a minimum of 2,000 sectors. (One disc sector contains 100 characters.)

WKAnn should contain approximately l,OOO sectors for each lK of object program size. A work pool of lo,000 sectors should be sufficient to compile the largest program capable of executing on the System Ten. (The compiler will attempt execution with a minimum of approximately llo sectors. However, it is doubtful if a successful compilation could be completed with so small a work pool.)

9K Compiler
SYSPOL must have approximately 1,800 free sectors to contain the 9K compiler.

10K Compiler
SYSPOL must have approximately 2,100 free sectors to contain the lOK compiler.

## Additional System Ten Software Requirements

## The installation procedure requires the following DMF support

 utilities:- CREATE
- FILE
- UDATE

In addition, if the RPG object program is to access disc devices, the following LIOCS support programs must be accessible in SYSPOL.

- OPEN
- CLOSE

10K Compiler Requirement

The loK compiler requires the use of the module R_OPEN.

## Optimizing Compilation Speed

```
Compilation speed can be optimized by reducing disc access time
to a minimum. This can be accomplished by having each file that
is accessed and the work pool on different disc drives. In
addition, the RPG compiler should be in contiguous sectors to
minimize the load time as many phases are loaded repeatedly
during compilation. Such complete optimization requires four
disc drives, which may not be feasible at an installation.
Examples below illustrate a more or less optimum disc allocation
for one, two and three available drives, with the following
assumptions:
    1. The source and object files reside in RPGPOL,
    2. The RPG compiler resides in SYSPOL, and
    3. _WKAnn is the work pool.
```

RPG Disc Allocation Examples:

1. One Disc Drive
SYSPOL, RPGPOL and WKAnn pools lie on even 20,000 sector
boundaries.
    - SYSPOL Limits: OOO100*- Ol9999
    - RPGPOL Limits: 020000 - 021999
    - -WKAnn Limits: 040000 - 049999
*Allows for 100 sectors of DMF system overhead preceding SYSPOL.
2. Two Disc Drives
    - SYSPOL resides on disc drive O.
    - RPGPOL resides on disc drive 1.
    - _WKAnn resides on disc drive O.
Thus, the source and object files will reside on drive $l$ while
the work pool resides on drive O.
3. Three Disc Drives

- SYSPOL resides on disc drive O.
- RPGPOL resides on disc drive 1.
- _WKAnn resides on disc drive 2.

The combination of the use of two or three disc drives (Examples 2 and 3) with the placement of RPGPOL and WKAnn on even 20,000 sector boundaries (Example l) will result in a further decrease of compilation time.


Figure 7.1 DECK SETUP FOR RPG COMPILER INSTALLATION

## INSTALLATION PROCEDURE

## IOC Device Number Assignments

## 9K Compiler

```
The following IOC device numbers are preset by the RPG compiler.
    - Parameter Input Device - Device O.
    - Printer Output Device - Device 2.
These assignments may be altered by modifying the first compiler
text card (#OOOl) to reflect the correct device numbers. The
text card format is as follows:
```

T021000rp
where
r(col. 8) is the parameter input device number and
p(col. 9) is the printer device number.
As stated above, this text card is preset to:
T02100002
That is,
Parameter Device, r=0
Printer Device, p=2
Refer to Figure 7.l.

## 10K Compiler

```
With the lOK compiler, the first compiler text card (#OOOl) not
only specifies the parameter input device and the printer output
device, but provides options for source input, object output and
compile-and-go. The text card format is as follows:
T05l000rpstg
where
    r(col. 8) is the parameter input device number,
p(col. 9) is the printer device number,
s(col. lO) is the source input device type (see Note,
below),
t(col. ll) is the object output device type (see Note,
below),
g(col. l2) is the compile-and-go option
                    O = compile only
                l = compile and go
Note: For parameters 's' and 't', a value of Q through
Y (-1 through -9) signifies a disc device; an entry of 0
through 9 signifies the device number of an IOC device.
The standard default values for 's' and 't' are:
s, source -- disc (RPGPOL.TEMP)
t, object -- disc (RPGPOL.RPGOBJ)
Thus, these default values are normally set at installation
time:
    r = O (workstation)
    p = 2 (line printer)
    s = Q (disc, RPGPOL.TEMP)
    t = Q (disc,RPGPOL.RPGOBJ)
    g = O (compile only)
The first compiler text card then reads as follows:
T05100002QQO
It is possible to override these values by parameter input frod
the workstation at compilation time.
```


## Installation Steps

```
Step l. Alter the first text card to assign the parameter device
    and printer device if the desired unit numbers differ
    from the preset default values.
    Note: If the user desires to always use the default
    pool/files for compilation, he may change the parameter
    device to a nonexistent IOC device number.
Step 2. Create the following RPG default pools utilizing the DMF
    support utility CREATE:
            - RPGPOL
            - _WKAnn
Step 3. Create the following RPG default files in RPGPOL
    utilizing the DMF support utility FILE:
            - TEMP
            - RPGOBJ
Step 4. File the RPG compiler in SYSPOL utilizing the DMF
    support utility FILE.
When these steps have been completed successfully, the RPG
compiler is ready for use.
Figure 7.1 illustrates this installation procedure.
```


## RPG PARAMETERS

## General

The RPG parameters are optional and indicate to the RPG compiler the following:

- The name of the source file.
- The name of the object file.
- The name of the work pool.

The parameters are entered via the parameter device, normally the workstation.

Format
[INPUT=poolname.filename] [,] [OUTPUT=poolname.filename] [,]
[WORK=poolname] [;] [comment]
where:
poolname is the pool name, one to six characters starting with an alphabetic character, and
filename is the file name, one to six characters starting with an alphabetic character.

Preparation Rules

```
l. All parameters are optional.
    The default values are
        INPUT=RPGPOL.TEMP
        OUTPUT=RPGPOL . RPGOBJ
        WORK=_WKAnn
2. If the pool name is not specified for INPUT
    and OUTPUT, RPGPOL is assumed. Example:
    INPUT=TEMP is interpreted to mean INPUT=RPGPOL.TEMP
3. If both pool name and file names are specified, they must be
    separated by a period (.) and contain no imbedded blanks.
4. The parameters may appear in any order and must be separated
    by either commas or blanks.
5. The command terminator (;) is needed only if the user wishes
    to include comments following the last parameter. That is,
    the command terminator terminates the scan for additional
    parameters.
6. The parameters may begin in any position of the parameter
    record.
```


## Parameter Examples

INPUT = FILE, OUTPUT = SYSPOL. OBJECT, WORK=WORKPO
I NPUT $=$ RPGSRC. TEMPBOUTPUT $=$ RPGOBJ BWORK = DUMMY

INPUT=SRCFIL, bbWORK=WORKFL;THIS IS A COMMENT

OUTPUT =OBJPOL.RPGOBJBbb; COMMENT FOLLOWS
where
$\mathrm{b}=\mathrm{blank}$ space.

## Default Options

To obtain all default parameters, perform one of the following actions:

- Press Enter Key on the workstation.
- Enter a single semicolon (; ) on the workstation or card reader, whichever is used.
- Enter a unit separator card, if the card reader is used.
- Enter a blank card in the card reader or an 80-column line of blanks on the workstation.
- Specify the parameter device to a nonexistent IOC number (at RPG installation time).


## PARAMETER OPTIONS WITH 1OK COMPILER

```
The lOK compiler provides the following options in addition to
those supported by the 9K compiler:
    1. The source input may come directly from a card reader
        (or equivalent device). The user specifies
            INPUT=n
        on the workstation in response to the request
                            A) ENTER RPG PARAMETERS
        where n is the device number of the source input device.
        For the card reader, n=l.
    2. The object output may be directed to a card punch (or
        equivalent device). The user specifies
            OUTPUT=n
        where n is the device number of the output device. For
        the card punch, n=4.
    3. Also "compile-and-go" is allowed; that is, it is
        possible to compile and execute an RPG program in one
        operation. If "compile and go" is chosen as an option,
        the object output must be placed on disc; compile and go
        can not be done if the output of compilation is punched
        out as an object deck.
        The "compile and go" option is specified by typing GO
        followed by a semicolon on the workstation in response
        to the request for RPG parameters. That is,
            A)ENTER RPG PARAMETERS
            GO;
4. If a default value of "compile-and-gon has been installed at a particular installation (by altering the first text card (\#OOOl) of the lOK RPG compiler), then it is possible to override this at compilation time. The user enters
NOGO
```

```
as his compilation option.
```

```
as his compilation option.
```

```
            The standard default options for the lOK compiler are
            Input Source File -- RPGPOL.TEMP
            Output Object File -- PRGPOL.RPGOBJ
            Work Pool -- _WKAnn where nn is the partition in
                                    which the RPG compiler resides.
                                    Compilation -- Compile only
                                    The following examples show various possibilities for the RPG
parameters:
                            A) ENTER RPG PARAMETERS.
                                    OUTPUT=4,WORK=WORKPL;
The default value for the source file is used; the object
deck is punched out.
    A) ENTER RPG PARAMETERS.
    GO;
All default names will be used. This is "compile and go".
    A) ENTER RPG PARAMETERS.
    INPUT=1,GO;
Source input is from a card reader; "compile and go" with
object file and work pool default values.
    A) ENTER RPG PARAMETERS.
    INPUT=1,OUTPUT=4;
Source input is from a card reader; object deck is punched;
"compile and go" is not permitted.
    A) ENTER RPG PARAMETERS.
    ;
A semicolon alone means all lOK default values.
    A) ENTER RPG PARAMETERS.
    INPUT=SRC.RPGSCR,OUTPUT=OBJ.RPGOBJ,
    WORK=WRKPOL,GO;
This is a "compile and go" with user-assigned source file,
object file, and work pool names.
```


## Additional Notes on GO and NOGO Options

1. Options specified at compilation time will override the
default options specified when the compiler was installed.
2. The device used for object output must not be the same as
that used for listing the source program.
3. If GO and NOGO appear in the same parameter string, the last
parameter appearing will be the option used.

## Re-entry of Parameters from Workstation

With the loK compiler, the user may re-enter his RPG parameters if he makes an error. He simply depresses the ERROR key on the workstation and then enters the correct RPG parameters.

## RPG COMPILER OPERATION

## Pre-Compilation Procedure

Source/Object File Initialization
The RPG compiler only accepts the source input from a linked
sequential disc file and likewise places the object program text
output into a linked sequential disc file. It is the user's
responsibility to initialize these files according to his or the
installation's requirements. The following examples illustrate
typical pre-compilation procedures. The default poolfiles are
used in the illustrations as a matter of convenience; however,
the illustrations also apply if other object or source file
names or work pool names are substituted for the default values.

Example 1
Compilation into a null object file (one containing no data).

1. FILE object file with no data to insure the file is null.
2. FILE the source deck into the source file.
3. Compile RPG source deck.

This is shown in Figure 7.2


Figure 7.2 COMPILATION INTO A NULL OBJECT FILE


Figure 7.3 COMPILATION INTO A NON-NULL OBJECT FILE


Figure 7.4 COMPILATION WITH USER SUBROUTINES

Example 2

```
    Compilation into a non-null object file (one which already
    contains data).
    l. FILE the source deck into the source file.
    2. Ensure that the proper data is in the object file.
    3. Compile the RPG source deck.
This is shown in Figure 7.3
```


## Example 3

## Compilation with User "EXITs."

If an RPG program is to call an assembly subroutine, the subroutine text cards must be placed in front of the RPG object text cards in order for the object program to execute correctly. This can be accomplished in two ways:

A: 1. Compile the RPG source program.
2. Punch out the RPG program object deck.
3. Place the subroutine object deck in front of the RPG object program.
4. FILE this deck back into the object file.

B: 1. FILE the subroutine object text cards into the RPG object file.
2. Compile the RPG source program. (The compiler will place the RPG text behind the subroutine text already in the object file.)

Note: The subroutine text cards should not contain any START (S in column l) cards. However, if the user desires to delineate his subroutine decks, a START card with an execution address of the DMF loader (SOO6O) will permit correct loading of the RPG object program.

Figure 7.4 shows method $B$ described above.

## Current Date Initialization

The RPG compiler will print the date on the compilation listings
if it is found in locations 0306-03l3 of common in accord with
standard System Ten conventions. The format expected is:
mm/dd/yy
where:
$m m$ is the two-digit month,
dd is the two-digit day, and
yy is the two-digit year.

It is the user's responsibility to insure that the current date is located correctly in common if it is desired on the compilerproduced listings. (See the description of UDATE in Section 8.)

## Compilation

The RPG compiler executes under DMF; therefore the workstation is assumed to be the parameter input device for both DMF and RPG. (However, the RPG compiler will accept input from a card reader.)

## Operation Procedure

```
1. Press Enter Key to load DMF.
2. In response to the conversational loader's
    A)ENTER PROGRAM NAME.
        enter:
        RPG
    3. The RPG compiler will load and ask for parameters:
        A)ENTER RPG PARAMETERS.
        Enter any RPG Parameters (refer to RPG Parameters within
        this section), or simply press Enter Key to obtain
        default parameters.
```


## Notes:

1. No ERROR entry is implemented for parameter errors. If an error is encountered, the compilation will be aborted (indicated by a load condition) and a appropriate message will be displayed on the RPG printer device.
2. If the operator recognizes an error before the parameters are entered (e.g., an erroneous pool name, or an invalid character), entering a slash or asterisk surrounded by spaces will insure that the compilation will not be attempted.
3. If the compilation is aborted due to parameter errors, the Operation Procedure outlined above must be repeated.
4. If the parameter device is assigned to the card reader, the "ENTER PARAMETERS" message will not be displayed. A blank card or unit separator will cause the default parameters to be used.
5. If the RPG parameter device is specified as a nonexistent IOC unit, the default parameters will automatically be assumed.
6. The initialization phase of the loK RPG compiler verifies that disc devices required for use by the compiler are on line and ready before compilation begins. If a required disc device is not accessible, the compiler issues a request to the operator to ready the device and then waits for a reply to either continue or cancel the compilation. If a disc is placed off line during compilation, the compilation is aborted and the standard disc $I / 0$ abort message is issued.

## Compilation Termination

The termination of a compilation is indicated by the conversational loader's request for the next program:
A) ENTER PROGRAM NAME.

Abnormal termination is indicated by a load condition. (The RPG compiler prints all error and abort messages on the RPG printer device.)

Refer to the subsection "Compiler Message Summary and Error Recovery Procedure" later in Section 7 and to Appendix C, "RPG Source Code Diagnostics", for a detailed explanation of all error messages.

## INTERPRETING THE COMPILATION OUTPUT

```
The RPG compiler produces two listings as documentation for each
compilation:
- The source/diagnostic listing
- The object program map
```


## Source/Diagnostic Listing

The source line consists of:
LINE NO

The compiler generated line number for programmer and documentation reference purposes.

S

An $S$ will be printed if columns l-5 (page, line) of the RPG source record are out of sequence. Note that if columns l-5 are blank, the compiler assumes that the record is in sequence.

RPG SOURCE RECORD

The printed image of the RPG source statement.

The diagnostic line follows the source line in which the error occurs and consists of the following:

ERROR NUMBER

A reference to the diagnostic table (see Diagnostic Messages, Appendix C), to further clarify the error.

COLUMN NUMBER

The column number at which the compiler detected the error. The column number is intended to assist the programmer in locating the language element in question and may not point directly to that element but only to an adjacent position in the source record.

Normally, if the error is syntactic in nature, the column number will point to the left-hand end of the RPG field in error. However, if the error is syntatically correct but is conceptionally or contextually in error, the column number will point to one (l) position past the RPG field in error.

ERROR MESSAGE

Describes the error found.

Refer to Figure 7.5 for an illustration of the Source/Diagnostic Listing.


## Object Program Map

```
The object program map consists of the following:
    EXITS
        The EXIT name and the address where the RPG object program expects the entry to each named subroutine to be located.
INDICATORS
The address of each indicator specified in the program and the addresses of all RPG resident indicators.
FIELDS
The field name and its address. An asterisk (*) preceding the field name indicates that the field was not referenced by the RPG program.
The addresses of areas where totals are stored for control breaks are indicated by the appearance of the appropriate Control Level Indicators surrounded by parentheses.
ALLOCATION MAP
The addresses of the object program tables, program entry point and field base address for programmer reference and as a debugging aid. (Refer to Appendix \(F\), RPG Debugging Examples.)
In addition, COMPILATION STATISTICS are included with the object map indicating the object program size, the specified size (from the Header "H" card) as well as the names of the source and object files.
Refer to Figure 7.6 for an illustration of an example of the Object Program Map.
```

| ****** EXITS $* * * * * *$ |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $\triangle D O R$ | EXIT | ADDR | EXIT | ADDR | EXIT | $\triangle D D R$ | EXIT | $\triangle D O R$ | EXIT |
| 7000 | SUBB | 7010 | SUBA |  |  |  |  |  |  |
| **** INDICATURS **** |  |  |  |  |  |  |  |  |  |
| $\triangle D O R$ | IN | ADOR | IN | AUOR | IN | $\triangle D D R$ | IN | $\triangle D U R$ | IN |
| 1900 | LO | 1901 | LR | 1902 | 19 | 1903 | L8 | 1904 | $L 7$ |
| 1905 | L6 | 1906 | $L 5$ | 1901 | L4 | 1908 | L. 3 | 1909 | L2 |
| 1910 | L1 | 1911 | 1 P | 1912 | H1 | 1913 | H2 | 1914 | H3 |
| 1915 | MR | 1900 | 10 | 1921 | 20 | 1922 | 50 | 1923 | 51 |
| 1924 | 60 | 1925 | 61 | 1926 | 01 |  |  |  |  |
| ***** FIELDS $4 * * * *$ |  |  |  |  |  |  |  |  |  |
| $A D D R$ | FIELD | ADDR | FIELO | ADUK | FIELO | $\triangle D D R$ | FIELD | ADUR | FIELD |
| 2095 | FLD 1 |  |  |  |  |  |  |  |  |

$* * * * * *$ ALLOCATIUN MAP $* * * * * *$
$\begin{array}{ll}\text { PROGRAM ENTRY } & 0340 \\ \text { FIELI GASE ADURESS } & 1900\end{array}$
$\begin{array}{ll}\text { FIELI EASE ADURESS } & 1900 \\ \text { COMMUNICATION AREA } & 2080\end{array}$
2080
*** COMPILATION STATISTICS ***
PROGRAM SIZE 2,680
SPFCIFIED SIZE $\quad 7,000$
SOURCE FILE - RPGPOL. TEMP
OBJECT FILE - RPGPOI. RPGORJ
4 DIAGNOSTICS LISTED

## COMPILER MESSAGE SUMMARY AND ERROR RECOVERY PROCEDURE

## General

All compiler produced messages are printed on the RPG printer device. The messages are grouped into four categories:

- Parameter and Initialization Error Messages
- Diagnostic Messages (See Appendix C.)
- Termination and Information Messages
- Abort Messages

Parameter and Initialization Error Messages
Format

```
    *****ERROR***** message
The parameter record is listed above the error message for
reference.
```

Table 7-1 PARAMETER AND INITIALIZATION ERROR MESSAGES

| MESSAGE | DESCRIPTION OF ERROR | ACTION |
| :---: | :---: | :---: |
| SYNTAX ERROR | At or near the flagged position there is a syntactic error. | Check for misspellings, invalid pool or file name, or no semicolon before the comment field. |
| DUPLICATE KEYWORD ENCOUNTERED | INPUT, OUTPUT or WORK was entered more than once. | Eliminate the redundant keyword. |
| SYSPOL CANNOT BE A WORK POOL | SYSPOL was named as the work pool. | Change the work pool to another pool. |
| RPGPOL CANNOT BE A WORK POOL | RPGPOL was named as the work pool. | Change the work pool to another pool. |
| WORK POOL CONTAINS ACTIVE FILES | The work pool was found to have files listed in its directory. | Delete the files or change the work pool to another pool. |
| INPUT FILE IS EMPTY | The source file named did not contain any data. | FILE data into the input file or change the INPUT parameter to the correct input file. |
| POOL OR FILE 'name' NOT FOUND | 'Name' identifies the pool or file which could not be found. | Check for a spelling error or missing pool name specification. |
| PRINTER AND PUNCH BOTH ASSIGNED TO UNIT n (loK Compiler Only) | ( $n$ ' is the unit number.) The RPG listing device and the object output device cannot be the same unit. | Change device assignments. |
| A) READY DEVICE Dn | (' $n$ ' is the disc unit assignment.) This message is displayed on the conversational output device (CONO) when a requested disc unit is found to be off-line during compiler initialization. | Ready disc device ' $n$ '. Respond with any character on the conversational input device (CONI), or, to cancel the job, depress the Control key if the CONI device is a workstation or submit a Unit Separator card if the CONI device is a card reader. |
| NOTE: The above errors will cause the compilation to be aborted. |  |  |

## Termination and Information Messages

## Format

These messages appear on the "object program map" page of the compilation listing. If compilation was completed sucessfully, the RPG compiler returns control to the conversational loader.

Table 7-2 TERMINATION AND INFORMATION MESSAGES

| MESSAGE | DESCRIPTION | ACTION |
| :---: | :---: | :---: |
| NO DIAGNOSTICS LISTED | No errors were found in the RPG specification cards. Successful execution of the object program should occur. | None |
| 'nnnn' DIAGNOSTICS LISTED | 'nnnn' is a count of the number of errors encountered in the RPG specification cards. Successful execution of the object program depends on the severity of the diagnostic. | Correct the errors listed. |
| RPG OBJECT PROGRAM EXCEEDS 10K | The program as compiled is too large to fit in the largest permissible System Ten partition. The object program will not execute. | User must reduce the program size by dividing the program or eliminating data or those operations which require large amounts of core (decimal alignment extended arithmetic,etc.) |
| INSUFFICIENT AVAILABLE SECTORS TO CONTAIN THE RPG OBJECT FILE(Refer to Note 1 below.) | The free sector list did not contain enough sectors to hold the object file. Compilation is immediately terminated. The output file status is as it was prior to compilation; that is, the object program is not available. | Assign the output to a file in a different pool or delete files in the present pool to free additional sectors. |
| COMPILATION <br> TERMINATED <br> ABNORMALLY <br> (Refer to <br> Note 2 below.) | The compilation process had to be terminated prematurely; however, the compilation was partially successful and the source/diagnostic listing was produced. The object program is not available. | Correct the condition listed above this message. |
| RPG COMPILATION COMPLETED | The RPG compilation went to end of job normally. | None |



## Abort Messages

```
The presence of these messages is indicated by a "load
condition."
```

Format A:
RPG COMPILATION ABORTED pp Vnnn message
where
pp is the number of the compiler phase in which the abort occurred, and

Vnnn is the compiler version.

Table 7-3 ABORT MESSAGES

| MESSAGE | DESCRIPTION of ABORT | ACTION |
| :--- | :--- | :--- |
| PARAMETER ERRORS | The RPG parameters are incorrect. | Correct the error listed above <br> the abort message. |
| INSUFFICIENT AREA IN <br> WORK POOL | Less than 110 sectors were avail- <br> able in the work pool. | Change the work pool to one with <br> more area. |
| DISC I/O ERROR SECTOR <br> 'ssssss' | The disc drive was not on-line or <br> was placed off-line during the <br> compilation process. A read/write <br> error occurred on a linked <br> sequential file or the compiler <br> was not able to read a record <br> previously written on the work <br> file. 'sssss' is the sector in <br> question. | Follow the installation's proce- <br> dure involving disc read/write <br> errors if the error cannot be <br> traced to an off-line disc drive. |
| DISC I/O ERROR SECTOR | Same as above except that the com- <br> piler's error routine could not <br> isolate which of the two sectors <br> listed was in error. | Same as above. |
| INSUFFICIENT CORE, 10K | The lok RPG compiler was loaded <br> into a partition with less than <br> REQUIRED | Load the compiler into a lok <br> partition. |
| (lOK Compiler Only) |  |  |

Format B:

```
    RPG COMPILATION ABORTED pp Vnnn aaaa ERROR CODE ee
        where
        pp is the number of the compiler phase in which
        the error occurred,
Vnnn is the compiler version,
aaaa is the address where the abort routine was called,
        and
    ee is the error code.
```

Table 7-4 COMPILER ERROR CODES WHEN COMPILER ABORTS

| Code No. (ee) | Description of Error | Action |
| :---: | :---: | :---: |
| 05 | Work Pool Overflow. | If 'aaaa' $\div 29$ is equal to a number from 4 to $8,11,13$, or 16, increase the size of the work pool; otherwise, follow ERROR PROCEDURE following this table. |
| 95 | Internal Compiler Error, invalid internal Meta-Code encountered. | Follow ERROR PROCEDURE following this table. |
| 96 | Internal Compiler Error, unresolved forward branch reference. | Follow ERROR PROCEDURE following this table. |
| 97 | Compiler Installation Error, RPG library modules out of sequence or incomplete. | Verify that the RPG compiler deck is in sequence and reinstall. If error occurs again, request a new RPG compiler. |
| 98 | Compiler Installation Error, RPG object file incomplete. | Reinstall the RPG compiler. If error occurs again, request a new RPG compiler. |
| Any Other Code | Unspecified Error Code. | Follow ERROR PROCEDURE following this table. |


| Note: | These error codes are different from the source |
| :--- | :--- |
|  | diagnostic error messages listed in Appendix C. The |
|  | error codes above refer to errors in the compiler, while |
|  | the errors detailed in Appendix $C$ result from improper |
|  | source statements. |

## Error Procedure

```
1. Attempt the compilation again to insure that the error
    condition repeats.
2. Dump core, list the input file, output file and the work
    pool.
    Note: The work pool must be dumped by sector range as
    the sector links are destroyed by the RPG compiler.
3. Submit all computer listings, dumps, the work station
    console sheet and a copy of the source deck which caused
    the abort to the Systems Engineer assigned to the
    installation.
```


## Unidentified Abort

If a load condition occurs and no abort message is produced, verify that the abort was not caused by the DMF Loader, or that the printer device was not off-line; then follow the Error Procedure outlined above.

## Section 8

## RPG OBJECT PROGRAM

FUNCTIONAL DESCRIPTION RPG OBJECT PROGRAM OPERATION ASSESSMENT OF ABNORMAL TERMINATIONS

## RPG OBJECT PROGRAM

## FUNCTIONAL DESCRIPTION

```
The RPG object program produced by the compiler is available for
immediate execution, provided that any required subroutines have
been FILEd into the assigned object file prior to the RPG
compilation. (Refer to the subsection titled "Compilation with
User EXITs" in Section 7.)
The results obtained from execution of the object program
correspond directly to the RPG source input to the compiler,
assuming that compilation and execution have been free from
errors.
```


## RPG OBJECT PROGRAM OPERATION

## Pre-Execution Procedure

UDATE

```
The current calendar date (common positions 0306-0313) may be
printed in the RPG output by specifying UDATE as an output field
name (columns 32-37 of the Output Format Specifications Form).
It is assumed that the correct date has been previously entered
in these locations by the operator. To enter the date, the
operator can use the UDATE utility program. This is done by the
operator typing in UDATE in response to the workstation message:
    A)ENTER PROGRAM NAME.
The workstation then types:
    A)SET DATE.
and the operator enters the date in the format
    mm/dd/yy
where mm is the two-digit month
    dd is the two-digit day of the month, and
    yy are the last two digits of the year.
UDATE then places this date in locations 0306-03l3 of common,
and the system returns to the DMF conversational loader.
```


## Input/Output Channel (IOC) Device Availability

The RPG object program does not insure that the requisite input/output devices are "on-line" or "present" on the partition's IOC. It is the user's responsibility to insure that his requisite IOC devices are "on-line" and properly assigned to the correct IOC unit number.

Initialization of Disc Files
The input files used by the RPG object program must be Fixed Allocation Read Only files. Data must be present in the input files.

The output files used by the RPG object program must be "OutputType" files. They must be null (empty of data) initially.

Refer to the Disc Management Facility Reference Manual for further information on these types of files.

## Restrictions for Disc File Access

- The output disc file must be a null file.
- The RPG object program assumes a non-contention mode for each output disc file specified. Therefore only one output file should be specified for a particular pool.
- If a subroutine is to handle disc files not used by the RPG object program, the programmer is advised to include a routine which will be executed prior to RPG to open these files. The routine should then be used to load the RPG object program and its EXIT subroutines.


## Object Program Execution

The RPG object program executes under the DMF facility. The workstation is assumed to be the DMF parameter device.

## Operation Procedure

1. Press Enter Key to load DMF.
2. In response to the conversational loader's message
A) ENTER PROGRAM NAME.

Enter the name of the RPG object program's file.
Example: RPGPOL.RPGOBJ

## Object Program Termination

Normal object program termination will be indicated by the conversational loader's request for the next program:
A) ENTER PROGRAM NAME.

Abnormal termination is indicated by a load condition. The reason for an abnormal termination is indicated by the contents of the partition's error register, locations 4l-44. (See Table 8-1) It is mandatory that the installation's standard operating procedure for abnormal terminations of RPG object programs include an immediate core dump of the partition; otherwise, the assessment of the error will normally be impossible.

The exceptions to the above are errors occurring during disc file OPEN and CLOSE. In this case, error messages are produced via the DMF OPEN and CLOSE transients and are output to the DMF parameter device. (Refer to the Disc Management Facility Reference Manual for a summary of the OPEN and CLOSE error messages.)

## ASSESSMENT OF ABNORMAL TERMINATIONS

The partition's error register contains a relative pointer to the location causing the abort. Normally, the direct address can be obtained by the following:

LOC (41-44)-11
where LOC(4l-44) represents the numeric portion of the four characters in the error register (locations 4l-44).

This address normally points to a standard RPG halt error message or to location 10 which indicates an unrecoverable Read error by the DMF loader.

## Standard RPG Halt Message

The standard RPG halt messages occupy 10 characters of core and are instruction-boundary aligned.

Format:
HALT ec
where ec is a one or two digit error code. (See Table 8-1.)
Examples:
HALT 4
HALT 71

Note: If 'HALT 5' is the halt message, check the locations specified on the object program map for the Halt Indicators (Hl, H2, H3) to determine which indicator has been set on.

Table 8-1 HALT ERROR CODE SUMMARY

| ERROR CODE | DESCRIPTION |
| :---: | :---: |
| 1 | a. SYSPOL pool label not readable. <br> b. DMF logical I/O OPEN or CLOSE transient not locatable in SYSPOL. (Refer to Note 1.) |
| 2 | Record found to be out of the sequence specified by a numeric entry in columns 15-16 of the Input Specification cards. |
| 3 | Multiple records were encountered within a sequenced group when column 17 (number) of the Input Specification cards specified that only one record per group was permitted. (Col. 17 contained a 'l'. |
| 4 | An unidentifiable record was encountered. |
| 5 | A Halt Indicator was turned on by the object program. |
| 6 | The match fields were found to be out of the specified sequence. |
| $7 n$ $\begin{aligned} & {[71]} \\ & {[72]} \\ & {[73]} \end{aligned}$ | Indicates that an unrecoverable I/0 error was encountered by the RPG logical disc I/O module. ' $n$ ' is the standard LIOCS error code. <br> 'n' - DESCRIPTION OF ERROR <br> 1 - Unrecoverable read error. <br> 2 - Unrecoverable write error. <br> 3 - Free sector list exhausted. <br> (Refer to Note 2.) |

Notes: l. Locations 25-30 contain the name of the transient not located.
2. Index Register 3 (locations 3l-34) contains the address of the logical disc $I / O$ module FCB.
a. $A^{\prime} F C B^{\prime}+25$ points to ' $\mathrm{n}^{\prime}$.
b. $A^{\prime} \mathrm{FCB}^{\prime}+44$ contains the number of the sector in error.

## OBJECT PROGRAM DEBUGGING INFORMATION

## Allocation Map

The Object Program Map contains pointers which help the
programmer evaluate the object code to determine the cause of
abnormal terminations. This normally is restricted to
evaluating RPG object execution "HALT" indications. The
"allocation map" contains the pointers required to evaluate
these halts. The "allocation map"entries are described below.
(Also refer to the examples in Appendix F.)

## Program Entry

This pointer is the logical program entry address. The left hand end of the input buffers can be located using this pointer, as the input buffers always begin 20 characters lower in core than the program entry point.

Therefore, the following calculation produces the left hand end of the input buffers:

Example:
PROGRAM ENTRY IS 1660

```
    1660-20 = 1640 (Address of left hand end of
    input buffers)
The RPG program initialization code lies in the input buffer
areas to conserve core.
```

The input buffers are allocated in the order of occurrence of the file description entries, and each buffer's length corresponds to the corresponding implicit (or explicit) record length. Figure 8.1 illustrates the input buffer allocation for three input files:

| File 1 | Record Length | 80 characters |
| :--- | :--- | ---: | :--- |
| File 2 | Record Length | 60 characters |
| File 3 | Record Length | 315 characters |



Figure 8.1 INPUT BUFFER ALLOCATION

## Field Base Address

The field base address is the address to which all indicators, fields, and internal RPG object program constants are relative. It is listed on the allocation map as an aid to the programmer in field and indicator identification in object code tracing. The field base address is loaded into Index Register l upon program initialization and remains resident throughout RPG object program execution.

The object program map contains a list of the indicators and fields and their corresponding absolute addresses. Therefore, to relate the field or indicator symbols to the address representation in the machine instruction, it is necessary to add the field base value to corresponding values found in the $A$ and/or $B$ operands which have an index modifier bit for Index Register 1 . If these absolute addresses cannot be matched with some address listed on the object program map referencing a field name or indicator, then they refer to some literal defined in the Calculation or Output Specifications.

## Example:

Refer to Figure 8.2. Suppose that the following machine instruction is being decoded:

## 1P2694P4R5

Operand A is modified by the field base address in Index Register 1.
$269+2080=2349$ Which corresponds to the address listed on the object map for field AMTOWD.

Operand $B$ is modified by the field base address in Index Register 1.
$425+2080=2505$ No corresponding address found on object map. The address is assumed to contain a constant.

Note: Field base address listed on the object map is 2080.

## FCB <br> Address Table

The FCB Address Table is generated only for RPG programs with more than one input file and contains a four-character address of the File Control Block for each internal RPG file. The FCB Address Table is generated in the same order that the files appear in the input File Description Specifications. This table is used to locate the file control block for each input file. Figure 8.3 illustrates the File Control Address Block for $n$ input files.


Figure 8.3 FCB ADDRESS TABLE

## Communication Area

The communication area contains pointers used to process the current input file.

Table 8-2 illustrates the format of the communication area.

Table 8-2 COMMUNICATION AREA FORMAT

| RELATIVE <br> CHARACTER <br> NUMBER* DESCRIPTION REMARKS <br> $0-3$ Address of current FCB. Points to FCB of file <br> being processed. <br> $4-7$ Address of record type <br> entry for record <br> identified. If zero, record type <br> was not identified. <br> $8-11$ Address of literal poo1.  <br> $12-13$ Length of record type <br> table entry. Preset to '22'. <br> 14 Global end-of-file <br> indicator. Set on if current file <br> reached E0F. <br>    |
| :--- |
| *Communication area address plus relative character number yields |
| the absolute address of the entry. |

Multi-File //O Pointers
The multi-file $I / 0$ pointers are generated only when more than one input files are specified. Table 8-3 illustrates the MultiFile I/O Pointers Table.

Table 8-3 MULTI-FILE I/O POINTERS TABLE

| RELATIVE CHARACTER NUMBER* | DESCRIPTION | REMARKS |
| :---: | :---: | :---: |
| 0-3 | Address of FCB address table. |  |
| 4-7 |  | Does not contain information useful for debugging. |
| 8-9 | Input file count. | Used by initialization routines. If not zero, multi-file input initialization is incomplete. |
| 10-11 | Total 'E' type file count. | Decremented each time an 'E' type file reaches 'EOF'. The program terminates when this count reaches zero. |
| 12 | Flag to indicate if primary file was ever matched to any secondary file. | Set 'on' when 'MR' was set on initially. If 'off' no primary to secondary match ever occurred. |
| *Multi-File I/O pointers address plus character number yields the absolute address of the entry. |  |  |

## FCB and Record Type Table

The data contained in the file control blocks and record type
tables are necessary to evaluate RPG object program
terminations. The formats of these tables are described below.

File Control Block
There is one FCB created for each input file. This FCB pertains to RPG only. The FCB for DMF Logical Input/Output Control System (LIOCS) is different. Table 8-4 illustrates the format.

Table 8-4 FILE CONTROL BLOCK

| CHARACTER NUMBER | DESCRIPTION | REMARKS |
| :---: | :---: | :---: |
| 0-3 | Address of the record type table for this file. | Points to the L.H.E. of the first record type entry. |
| 4-7 | Address of the file read routine. |  |
| 8-11 | Address of the entry in the record type table for the previous record, to permit checking for numeric sequence. |  |
| 12-15 | Address of the first entry in the record type table, to be checked for numeric sequence. | If this address is equal to the address of this file's FCB, no records were specified to be checked for sequence. |
| 16-19 | Address of the entry in the record type table for the current record. |  |
| 20-21 | Number of record type entries in the record type table for this file. |  |
| 22 | End-of-file flag. | On when this file reaches 'EOF'. (Utilized only in multi-file input.)** |
| 24 | Match fields flag. | On when match fields are specified for this file.** |
| 25 | 'E' flag. | On if 'E' was specified for this file.** |
| 26-ff* | Match hold area. | The save area for the current match fields as specified for this file. (Length is the sum of the lengths for all match fields.) |

* ff is the final character position, which depends on the length of the Match Hold Area.
** $0=0 f f$ and $1=0 n$.


## Record Type Table

```
A 22-character entry in the record type table is generated for
each record type specified on the Input Specifications Form.
The entries are generated in the order of definition of the
records specified for each input file. These entries make up
the record type table. Table 8-5 illustrates the format of a
record type table entry.
```

Table 8-5 RECORD TYPE TABLE ENTRY

| CHARACTER NUMBER | DESCRIPTION | REMARKS |
| :---: | :---: | :---: |
| 0 | Multiple Records Allowed Flag, indicating whether multiple records of a type are allowed. | Contents <br> ' $N$ ' - any number may occur. '0' - only one record type is permitted per record group. <br> (This field is not utilized for records not checked for numeric sequence.) |
| 1 | Flag indicating whether the record type is optional. | Contents <br> $\bar{\emptyset}$ - record type is optional. <br> 0 - record type is required for each record group.* (This field is not utilized for records not checked for numeric sequence.) |
| 2-5 | Address of record indicator set on if this record type is identified. | Address is relative to the field base address. |
| 6-9 | Address of record identification routine for this record type. |  |
| 10-13 | Address of routine which moves the fields specified in the input specifications from the input buffer to the field areas. |  |
| 14-17 | Address of the control break determination routine for this record type. | If the address is zero, no control break fields were specified for this record type. |
| 18-21 | Address of the match field concatenation routine. | If the address is zero, no match fields were specified for this record type. |

[^1]```
Halt Code Display
    10K Compile Feature Only
    In the event of an abnormal termination of the object program,
    the Halt Code will be displayed on the workstation (device 0).
    The format of the Halt Code is the same as described in Table 8-
    l, with the following exceptions;
    1. Instead of
    HALT l
    the error code format will be
    HALT 1 OPEN
    or
    HALT 1 CLOSE
    This indicates which function the object program was attempting
    to perform.
    2. Instead of
    HALT 5
    the format is
            HALT 5 xyz
    where x is the value of Halt Indicator Hl (O=off, l-on),
            y is the value of Halt Indicator H2 ( O=off, l-on),
    and z is the value of Halt Indicator H3 (O=off, l-on).
    Thus it is possible to determine from the workstation display
    which Halt Indicator was set on by the object program.
    3. The additional Halt Code
    HALT 70
    will signify that a required disc was off-line at execution time
and the operator cancelled the job by depressing a control key.
```


## Examples

| HALT 6 | (Match fields out of specified <br> sequence.) |
| :--- | :--- |
| HALT $5010 \quad$ (Halt Indicator H2 was set on.) |  |

## Appendix A

# APPENDIX A: FLOWCHART OF SYSTEM TEN RPG OBJECT PROGRAM 

```
The following pages show the flowchart for the object program
produced by the System Ten RPG compiler.
Figure A.l shows the complete cycle of the object program.
Figure A.2 is the flowchart for the subroutine IMFIO, which is
used to initialize the input files when there are multiple input
files.
Figure A.3 is the flowchart for the subroutine SELNRC, which is
used to select the next record when fields are being matched.
```



Figure A. 1 FLOWCHART FOR SINGER SYSTEM TEN RPG OBJECT PROGRAM (COMPLETE PROGRAM CYCLE)



Figure A. 2 FLOWCHART FOR RPG MULTI-FILE INPUT INITIALIZATION SUBROUTINE IMFIO


Figure A. 3 FLOWCHART FOR RPG SELECT NEXT RECORD SUBROUTINE SELNRC

## Appendix B

## RPG LINKAGE CONVENTIONS

## LINKAGE CONVENTIONS

The linkage between the RPG program and Assembler subroutines will be according to standard System Ten conventions with the following exception.

The entry to the user subroutines will be via a control vector contained immediately at the high core address calculated from the control card entry indicating object partition size. The vector is assumed to contain branch instructions to the entry points of the user's subroutines located in core, following the control vector, dependent upon the order in which the EXIT operations (to differently "named" subroutines) are coded on the calculation specifications. The control vector is the sole responsibility of the user and is assumed to be proper by the RPG object program.

RLABL PARAMETERS

```
Each field or indicator is addressed relative to a base address
contained in Index Register l.
Indicators are one character in length and contain a 'O' if off,
or a 'l' if on.
Refer to Section 7, Example 3, and Figure 7.4 for a detailed
discussion of incorporating an object program resulting from an
Assembler source program into an object program resulting from
an RPG source program.
```


## SUBROUTINE DISC I/O

```
When handling Disc I/O within an Assembler subroutine, the user
should consider several points:
    1. Non-disc RPG programs ORG at 340 and have input areas
    beginning at 320 after initialization is complete.
    Therefore, calling _OPEN or _CLOSE from a subroutine
    will overlay vital information. To bypass this
    obstacle, specify a dummy disc output file (this
    requires a file label for a null file) to reserve core
    positions 300-999.
2. To ensure orderly opening of the subroutine disc files,
        use an EXEC statement in the first subroutine where
        these files can be opened prior to RPG gaining control.
        This segment can then be overlaid by subsequent
        Assembler routines and by the RPG object program.
3. Prior to executing the RPG object program, the user
        should open all input files by means of an initial
        overlay. The initial overlay must invoke the loader to
        bring in the RPG object program and the main Assembler
        subroutine segment.
4. Closing the files should present no problem if the above
    points are taken into consideration. CLOSE should be
    called only if indicator 'LR' is on.
```


## RPG EXIT EXAMPLE


#### Abstract

The following example illustrates how RPG interfaces with an EXIT to an Assembler subroutine. The example is uncomplicated but does show how to extract argument addresses.

The RPG program (Figures B.l, B.2, and B.3) reads a card which contains an action code and two fields. The action code, Field A, Field B, indicator 55, a result field, and the card image are passed as arguments to the Assembler subroutine. Upon regaining control, the RPG program checks for indicator 55 being on. If it is on, the program branches around any further calculations and goes to the print routine to print an error message.

If indicator 55 is not on, the action code is compared to 'A' and 'S'. If it is neither 'A' nor 'S', indicator 57 is turned on. This error condition will happen only if the Assembler subroutine does not detect the invalid action code. An error message will then be printed indicating that SUBRl did not work and subroutine SUBR2 (Fig. B.8) will be called to print the error on the workstation. If all is well, the RPG program will list the two fields, the operation ('A'=add, 'S'=subtract), and the result.

The Assembler subroutine SUBRl (Figures B.4, B.5, B.6, and B.7) examines the operation code for validity (either an 'A' or an 'S'), verifies that the two fields are numeric and then performs the action specified (either adds Field A to Field B or subtracts Field $B$ from Field $A$ ) and stores the answer in the result field. If the operation code is invalid or if one (or both) of the fields is not numeric, then indicator 55 is set on and a message is printed on the workstation identifying the error.
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Figure B. 3 SAMPLE RPG OBJECT PROGRAM SHOWING SUBROUTINE EXITS
$3 / 72$

OBJECT PROGRAM MAF
$* * * * * * E X I T S * * * * * *$

| ****** EXITS ****** |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| ADDR | EXIT | ADDR | EXIT | ADDR | EXIT | $A D O R$ | EXIT | $\triangle D D R$ | EXIT |
| 7000 | SUBR1 | 7010 | SUBKZ |  |  |  |  |  |  |
| **** INUICATORS $* * * *$ |  |  |  |  |  |  |  |  |  |
| ADDR | IN | ADDR | I N | ADOR | IN | $A D D R$ | IN | $A D D R$ | IN |
| 2370 | LO | 2371 | LR | 2372 | 19 | 2373 | L 8 | 2374 | $L 7$ |
| 2375 | L6 | 2376 | $L 5$ | 2377 | L4 | 2378 | L3 | 2319 | L2 |
| 2380 | L1 | 2381 | 1 P | 2382 | H1 | 2383 | H2 | 2384 | H3 |
| 2385 | MR | 2387 | OB | 2390 | 01. | 2391 | 02 | 2392 | 55 |
| 2393 | 57 | 2394 | 41 | 2395 | 40 |  |  |  |  |
| ***** FItLos $* * * * *$ |  |  |  |  |  |  |  |  |  |
| ADDR | FIELD | $\triangle D D R$ | FIELD | ADDR | FIELD | AODR | FIELD | $\triangle D D R$ | FIELD |
| 2565 | CODE | 2566 | FLDA | 2573 | FLUB | 2580 | * CRD | 2601 | ECRD |
| 2622 | RESULT | 2630 | FLDA 1 | 2637 | FLDB1 | 2644 | UDATE | 3652 | PAGE |

```
PROGRAM ENTRY 
PROGRAM ENTRY 
```

COMMUNICATION AREA 2550
*** COMPILATION STATISTICS ***
$\begin{array}{ll}\text { PROGRAM SIZE } & 3,340 \\ \text { SPECIFIED SIZE } & 7,000\end{array}$
$\begin{array}{ll}\text { PROGRAM SIZE } & 3,340 \\ \text { SPECIFIED SIZE } & 7,000\end{array}$
SOURCE FILE - RPGPOL. TEMP
OBJFCT FILE - RPGPOL.RPGORJ
NO DIAGNOSTICS LISTED
$09 / 20 / 71$ PAGE
$* * * * * *$ ALLOCATION MAP $* * * * * *$






## Appendix C RPG SOURCE CODE DIAGNOSTICS

## APPENDIX C: RPG SOURCE CODE DIAGNOSTICS

## DIAGNOSTIC ERROR MESSAGES

```
The diagnostic error messages produced by the RPG compiler are printed in the compiler output immediately after the line in the source listing where the error occurred.
Format:
****ERROR nn**** COLUMN ccerror message
where
nn is the error reference number and
cc is the column number at or near the RPG language element which was found to be in error.
A typical diagnostic is shown below.
```

| 2 | 01020FCSTLST | IPEA | 94 |  | DISC | RPGTST CSTLS 1 | SA0135 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 3 | 01030FPRNT | 0 | 0132 | OF | PRINTER | 2 | SA0100 |
| **** ERROR 68 **** COLUMN 33 INVAL |  |  |  |  |  |  |  |
| 4 | 02010ICSTLST | AAN 0 | 1 CI | CM | CN |  | SA0100 |

Figure C. 1 EXAMPLE OF SOURCE CODE DIAGNOSTICS

NOTE: In the above example, 'Error 68' results because the Overflow Indicator 'OF' in columns $33-34$ had a zero rather than an alphabetic 'O' in column 33.

## APPENDIX C: RPG SOURCE CODE DIAGNOSTICS

```
The full list of compiler error messages and their
meanings is as follows.
```

Table C-1 RPG SOURCE CODE DIAGNOSTIC ERROR MESSAGES

| REFERENCE NUMBER | SC | ERROR MESSAGE | MEANING |
| :---: | :---: | :---: | :---: |
| 00 | W | SYNTAX REQUIRES THIS COLUMN TO BE BLANK | Nonblank data was found in a column which should be blank. |
| 01 | T: | HEADER CARD OMITTED | The header card was omitted or out of order. |
| 02 | T | INPUT SPECIFICATION CARDS OMITTED | No input specification cards were found for some File Description cards. |
| 03 | W | INVALID CORE SIZE | The Header card contained invalid characters in the program size field. |
| 04 | W | INVALID OVERFLOW LINE NUMBER | The header card contained invalid characters in the overflow line field or specified line 0. |
| 05 | T | OUTPUT CARDS OMITTED | The Output Format Specification cards were omitted or out of order. |
| 06 | T | MULTIPLE READER FILES ENCOUNTERED | Only one card reader input file is permitted. |
| 0.7 | T | MULTIPLE PRINTER FILES ENCOUNTERED | Only one line printer output file is permitted. |
| 08 | T | MULTIPLE PUNCH FILES ENCOUNTERED | Only one card punch output file is permitted. |
| 09 | T | duplicate file name | Two or more File Description cards contained the same file name. |

```
Note: "SC" stands for Severity Code which has two
    possible values:
W - Warning
    The object program should execute; however, the result
        of execution may not be consistent with the source
        program specifications.
T - Termination
    The object program will not execute. If execution is
    attempted, the results are unpredictable.
If the "compile-and-go" option has been specified (available
with loK compiler only), all diagnostic messages except
Reference No. OO will suppress execution of the object program.
```

Table C-1 RPG SOURCE CODE DIAGNOSTIC ERROR MESSAGES (continued)

| REFERENCE NUMBER | SC | ERROR MESSAGE | MEANING |
| :---: | :---: | :---: | :---: |
| 10 | T | File designation invalid OR omitted | The File Designation column on the File Description card was left blank or a character other than ' $P$ ' or 'S' was found. |
| 11 | w | multiple primary files encountered | The File Description cards designated more than one primary file or the first Input-File Description card was not designated as primary. |
| 12 | W | invalid end of file character | The End-Of-File column on the File Description Card did not contain a blank or ' $E$ '. |
| 13 | w | file sequence invalid or omitted | The sequence column of the File Description was blank or did not contain an 'A' or 'D' when matching fields were specified. |
| 14 | T | RECORD Length invalid OR omitted | The Record Length Field of the File Description card was blank, the number was not right-justified, contained illegal characters or it was specified as zero. |
| 15 | T | File type invalid or omitted | The File Type field of the File Description card was blank or contained other than an ' 0 ' or 'I' or I and 0 types were mixed. |
| 16 | T | RECORD LENGTH IS INVALID FOR THE SPECIFIED DEVICE | The length specified exceeds the maximum allowed for the device or was specified as zero. |
| 17 | T | mail code omitted | The file description card device entry specified common and a required mail code was not found. |
| 18 | T | input file description cards omitted | No input files were described by the File Description cards or the File Description cards were out of order, i.e., they did not immediately follow the Header card. |
| 19 | w | OUTPUT FILE DESCRIption cards omitted | The File Description cards did not describe at least one output file. |
| 20 | T | device type invalid or omitted | The device specified on the File Description card contained invalid characters, was not left-justified, is not supported by RPG, or the field was left blank. |
| 21 | T | POOL NAME INVALID OR OMItTED | The pool name field on the File Description card was left blank, contained illegal characters or was not left-justified in the field. |
| 22 | T | file name invalid or omitted | The file name field was left blank, contained illegal characters or was not left-justified in the field. |
| 23 | T | UNIT NUMBER INVALID OR OMITTED IOC DEVICE | The unit number field on the File Description card was left blank or contained an illegal character. |
| 24 | T | FILE DESCRIPTION INCORRECT OR OMITTED | The file name encountered when processing an input specification or an output-format card had an incorrect file designation, i.e., input specifications were found for a file designated as output, or the file description cards for this file were omitted. |
| "SC" means "Severity Code". |  |  |  |

Table C-1 RPG SOURCE CODE DIAGNOSTIC ERROR MESSAGES (continued)

| REFERENCE NUMBER | SC | ERROR MESSAGE | MEANING |
| :---: | :---: | :---: | :---: |
| 25 | W | RECORD SEQUENCE INVALID OR OMITTED | The sequence field on the input specification card was left blank or the sequence field was numeric and 01 was not encountered first, numeric specification was out of sequence (not ascending) or the field contained alphabetic characters after a numeric specification was encountered. |
| 26 | W | INVALID NEGATE CODE | A 'not' field was not blank and did not contain 'N'. |
| 27 | W | RECORD NUMBER INVALID OR OMITTED | The number field on the input specification card was required and left blank or contained a character other than 'l' or 'N'. |
| 28 | W | INVALID RECORD OPTION | The option field on the input specification card was not blank and did not contain ' 0 '. |
| 29 | W | INCORRECT INDICATOR USAGE | The usage of the specified indicator is incorrect. (See indicator usage table). |
| 30 | W | INVALID HOLLERITH CODE | The Hollerith indicator field of the Input Specifications card was not blank or did not contain an 'H'. |
| 31 | W | INVALID DECIMAL POSITION SPECIFICATION | The Decimal Positions Field did not contain a blank or 0-9. |
| 32 | W | ILLEGAL HOLLERITH CONVERSION | Hollerith conversion was specified for a field defined as alphanumeric. |
| 33 | T | FIELD LOCATION INVALID OR OMITTED | The 'From' and/or 'To' field on the Input Specifications card was left blank, not right-justified, contained illegal characters or the fields were not in ascending order. |
| 34 | T | INVALID FIELD LENGTH | *Implicit or explicit length specification exceeds 100 for an alphanumeric field or 18 for a numeric field. The length specification on the Calculation Card contains invalid characters or is not right-justified. |
| 35 | T | INVALID MATCH FIELD | The Matching Field columns on the Input Specification card was not blank and contained characters other than M1-M9. |
| 36 | T | DUPLICATE MATCH FIELD | The same Match Field Identifier was specified for more than one field within the same Record Identification specification. |
| 37 | T | FIELD NAME INVALID OR OMITTED | The field name columns on the Input Specification card or Output-Format card were left blank when the field location fields or end position columns defined a field, the field name was not left-justified or the field name contained illegal characters. The factor/ result columns on the calculation specification card were left blank, and were required by the operation specified, the field name was not left-justified or contained illegal characters. |
| 38 | T | DUPLICATE FIELD NAME | The same field name was specified for more than one field within the same Record Identification specification. |

*'IMPLICIT LENGTH' refers to the lenght of a numeric field after alignment.
"SC" means "Severity Code".

W - Warning
$T$ - Termination

## Table C-1 RPG SOURCE CODE DIAGNOSTIC ERROR MESSAGES (continued)

| REFERENCE <br> NUMBER | SC | ERROR MESSAGE | MEANING |
| :---: | :---: | :---: | :---: |


| 39* | T | *PLACE SPECIFICATION INVALID OR OUT OF SEQUENCE | No fields or constants preceded the *PLACE specification or the fields preceding the *PLACE had errors. |
| :---: | :---: | :---: | :---: |
| 40 | W | INCORRECT MATCH FIELD USAGE | The concatenation of the Match Fields for each record defined resulted in different lengths or the resultant length exceeded 100 characters. |
| 41 | W | duplicate tag | The Factor 1 columns of the Calculation card specified a TAG name that was used on a previous 'TAG'. |
| 42 | W | RECORD IDENTIFICATION CHARACTER INVALID OR OMITTED | The Character column on the Input Specifications card was left blank or contained other than a ' C '. |
| 43 | T | UNDEFINED FIELD | The Field Name encountered on the Calculation Specifications card or the Output-Format card references a field which was not defined by an input specification or a previous Result Field. |
| 44 | W | invalid half AdJust code | The Half-Adjust Column on the Calculation Specifications card was not blank and contains a character other than an ' H '. |
| 45 | W | ILLEGAL HALF ADJUST SPECIFIED | Half-Adjust was specified for a field defined as alphanumeric. |
| 46 | T | Invalid exit name | The EXIT operation was specified and the result columns on the Calculation Specifications card were left blank, the name was not left-justified, or it contained illegal characters. |
| 47 | T | RLABL OUT OF SEQUENCE | The RLABL operation(s) was not preceded by an EXIT operation. |
| 48 | W | RESULTING Indicators omitted | The Resulting Indicators field of the Calculation Specifications were left blank for an operation which requires a Resulting Indicator specification. |
| 49 | T | tag name invalid OR Omitted | A TAG operation was specified on the calculation specification card and the Factor 1 field was left blank, the name was not left-justified in the field or the name contained illegal characters. |
| 50 | T | Illegal tag name specified | The name defined as a TAG was previously defined as a field. |
| 51* | W | DSPLY DEVICE NUMBER INVALID OR OMITTED | Factor 2 of a DSPLY operation was left blank or did not contain a valid IOC device number. |
| 52 | T | ILLEGAL LENGTH FOR MULTIPLY | Factor 1 or Factor 2 length is greater than 10. |
| 53 | T | ILLEGAL Length for divide | The length of Factor 2 is greater than 10 or the length of Factor 1 after adjustment exceeds 18. |

* 10K Compiler Message Only
"SC" means "Severity Code"
W - Warning
T - Termination

Table C-1 RPG SOURCE CODE DIAGNOSTIC ERROR MESSAGES (continued)

| REFERENCE NUMBER | SC | ERROR MESSAGE | MEANING |
| :---: | :---: | :---: | :---: |
| 54 | T | OPERATION REQUIRES A NUMERIC FACTOR | An alphanumeric field was specified for Factor $1 /$ Factor 2 or Result field for an arithmetic operation. |
| 55 | T | OPERATION INVALID OR OMITTED | ```The operation field of a Calculation Specification card was not left-justified, contains illegal characters or is not supported. (See Table of RPG operations.)``` |
| 56 | T | FORMAT TYPE INVALID OR OMITTED | The Type column on the OutputFormat card did not contain an 'H', 'D', or 'T'. |
| 57 | W | INVALID SPACE VALUE | The Space Before/After column was not left blank and did not contain a numeric value. |
| 58 | W | INVALID SKIP VALUE | The Skip Before/After column was not left blank and did not contain a numeric value. |
| 59 | T | END POSITION INVALID OR OMITTED | The End Position columns on the Output-Format card was left blank, the end position was not right-justified in the field or the field contained non-numeric data. |
| 60 | T | END POSITION EXCEEDS RECORD LENGTH | The end position columns on the Output-Format card specified an end position that was greater than the Record Length specified for the file on the File Description card. |
| 61 | T | INVALID EDIT CODE | The Edit Code column on the Output-Format card was not blank and did not contain a 'Z'. |
| 62 | T | ILLEGAL EDIT SPECIFICATION | The Edit Code column specified a 'Z' and an edit word was also specified or the Field Name columns of the Output-Format specification card specified a field defined as alphanumeric and an Edit operation was specified. |
| 63 | W | INVALID BLANK AFTER | The Blank After column on the Output-Format specification card was not left blank and contained a character other than ' B '. |
| 64 | T | INVALID CONSTANT OR LITERAL | The constant specified was not leftjustified in the field or a beginning or ending apostrophe was omitted. |
| 65 | T | INVALID CONSTANT OR EDIT WORD | The constant columns on the Output-Format specification card contained unbalanced apostrophes, or the Constant or Edit Word was not left-justified in the field. |
| 66 | T | CARD TYPE SPECIFICATION INVALID OR OUT OF SEQUENCE | The Card Type column was left blank or contained a character other than 'H', 'F', 'I', 'C', or '0'. The RPG program cards were not in standard RPG order of occurrence. |
| "SC" means Severity Code |  |  |  |

Table C-1 RPG SOURCE CODE DIAGNOSTIC ERROR MESSAGES (continued)

| REFERENCE NUMBER | SC | ERROR MESSAGE | MEANING |
| :---: | :---: | :---: | :---: |
| 67 | T | Incorrect` calculation card sequence | The Calculation Specifications must specify detail calculations before total calculations. |
| 68 | T | INVALID INDICATOR SPECIFIED | An invalid RPG indicator was specified. |
| 69 | T | CONFLICTING MATCH FIELD LENGTH | The length for the specified Match Field was different than the length of the identical Match Field defined for a previous record. |
| 70 | W | CONFLICTING MATCH FIELD DATA TYPE | The Field Data Type attribute was different than the Data Type attribute specified for the identical match field for a previous record. |
| 71* | W | invalid field rederinition | A field had a length or decimal specification which was not consistent with the field as originally defined. |
| 72 | T | CONFLICTING CONTROL BREAK LENGTH | The control level indicator used for this field was used for a field of different length in a previous record. |
| 73 | T | CONFLICTING CONTROL BREAK DATA TYPE | The control level indicator used for this field was used for a field of a different data type in a previous record. |
| 74* | T | end position specified is less than FIELD LENGTH | The length of the field exceeded the end position specified in the output-format specification resulting in overlapping the left end of the output buffer. |
| 75* | T | FACTOR 1 AND/OR RESULT MUST BE SPECIFIED. | Factor 1 and the result field of a DSPLY operation were left blank. |
| 76* | W | FIELDS WITH NO FIELD RECORD RELATION SHOULD COME FIRST | In the preceding record description, a field without a field record relation indicator was encountered after fields with field-record relation were processed. |
| 77* | T | TOTAL MATCH/CONTROL FIELD LENGTH EXCEEDS 100 | In the preceding record description, the sum of the lengths of all match fields (M1-M9) exceeded 100 characters, or the sum of the lengths of a split control break field, e.g., Ll, exceeded 100 characters. |
| 99 | T | $\begin{array}{ll}\text { UNDEFINED } & \\ & \\ & \text { DETAILAL TAG } \\ \text { TOTAL }\end{array}$ | A GOTO operation specified a 'tag name' which was not found, or an attempt was made to jump from the detail calculations to the total calculations or vice versa. |
| 99* | T | UNDEFINED TAG | A GOTO operation specified a "tag name" which was not found. |

* 10K Compiler Message Only

```
"SC" means "Severity Code".
```

W - Warning
The object program should execute; however, the result of execution may not be consistent with the source program specifications.

T - TERMINATION

The object program will not execute. If execution is attempted, the results are unpredictable.

Appendix D
COMMON CORE CONVENTIONS


## System Constants



## System Mailbox

This area provides the system with a buffer which can be used to "mail" records from one partition to another. This buffer may be used by any software or application program. Control of the buffer is maintained automatically by RPG programs and/or standard Assembler language routines (see the coding sheets at the end of this appendix). These Assembler routines are designed so that the entire buffer area may be filled and emptied without control passing from one partition to another. Thus, the responsibility for keeping the buffer "open" is placed on both the sending and receiving programs.

Only two RPG programs can use the mailbox at one time. Also, only one record can be sent via the mailbox at one time. The RPG program sending records through the common mailbox will automatically send a common end-of-file (@@@@@@) when its LR Indicator is turned on and it closes its files.

The first five locations of the mailbox (0580-0584) contain the following:

Locations

0580
Mailbox Flag
A = Available
B = Busy
0581-0582

0583-0584
Contents

Mail To Address

Mail From Address

The number or symbolic name of the partition to which the record will be sent.

The number or symbolic name of the partition from which the record is received.

It is the user's responsibility to insure that the Common Mailbox locations are properly initialized to allow transfer of data between partitions and that the partitions that are to participate in the data exchange are properly loaded with the requisite programs. This is best accomplished via the System Ten multipartition loader facility.

The RPG object program will appear to be "idle" if the proper communcation is not available as defined by the file description cards describing the common devices.

```
To initialize the Common Mailbox Flag, the user should do the
following:
    1. Obtain a load condition on device O.
    2. Enter '0058P10001'
    3. The device will then be selected for input.
    4. Enter the single character 'A'.
    5. The Common Mailbox Flag will now be set to 'A'
    (available).
When an RPG program specifies COMMON as the input or output
device for a file (see columns 40-46 of the File Description
Specifications Form), the Mail To address must be entered in
columns 5l-52 and the Mail From address must be entered in
columns 58-59 of that form.
The remainder of the Common Mailbox area, locations 0585-0999,
may be used for transmitting records with a record length up to
415 characters.
The routines shown at the end of this appendix illustrate how
the buffer is to be accessed and released in Assembler language
programs. The sequence of instructions shown there must be
followed to avoid uncontrolled partition switching.
```

ASSEMBLER CDDING FDRM



Appendix E
SAMPLE RPG PROGRAM

## APPENDIX E: SAMPLE RPG PROGRAM

```
The following pages show the RPG specifications, source program
listing, data cards and output for a simple card listing program which totals the balance owed by a number of fictitious "customers". Ten data cards were submitted. The seventh card (belonging to "Alexander the Great") lacks a proper identification code, an 'A' in column l, causing a message to be printed:
```

THIS CARD HAS AN INVALID IDENTIFICATION CODE.

The amount on that card is not included in the total.


RPG CONTROL CARD AND FILE DESCRIPTION SPECIFICATIONS

## $\begin{array}{ll}\text { Figure E. } 1 & \text { SAMPLE RPG PROGRAM -- CONTROL CARD } \\ & \text { AND FILE DESCRIPTION SPECIFICATIONS }\end{array}$

| $\begin{array}{c}\text { Punching } \\ \text { Instruction }\end{array}$ | Graphic |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | Punch |  |  |  |  |  |  |  |





File Description Specifications


ORM $40-344$ (OBSOLETES FORM 40-254)
SINGER
RPG INPUT SPECIFICATIONS
410K Compiler Feature

RPG CALCULATION SPECIFICATIONS
$\square 10 \mathrm{~K}$ Compiler Feature


$\underset{\text { BuSiness mactines }}{\text { SIN }}$

RPG OUTPUT - FORMAT SPECIFICATION


$\square 10 \mathrm{~K}$ Compiler Feature



## RPG OUTPUT-FORMAT SPECIFICATION

$\square$ 10K Compiler Feature




Figure E. 6 SAMPLE RPG PROGRAM - INPUT DATA CARDS

| 000 |  |  |  |  |  |  |  |  |  | $\begin{aligned} & \text { MHROOL } \\ & \text { MHROOO1 } \end{aligned}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| C1011F* SAMPLE PROGRAM - RFAD A CARD incluoing custoneris |  |  |  |  |  |  |  |  |  |  |
| O1012F* GALANCE. I IST INFO OM CUSTOMEK a do total balance. |  |  |  |  |  |  |  |  |  | 1FRROO1 |
| 01020 FIN IPE |  |  | 80 |  | RLader |  |  |  |  | MHRDO1 |
| $01030 F O U T$ | 0 |  | 132 | uv | PKINT | Tt.R | 2 |  |  | MFrROO1 |
| 0201011 N | A A | 01 | 1 CA |  |  |  |  |  |  | MHROO1 |
| 020201 |  |  |  |  |  | 2 | 50ACCTNO |  |  | MHROO1 |
| 020301 |  |  |  |  |  | 6 | 30 NAME |  |  | MHEOO1 |
| 020401 |  |  |  |  |  | 31 | 50 ADDRFS |  |  | MHKOO1 |
| 020501 |  |  |  |  |  | 51 | $6 \mathrm{6CITY}$ |  |  | MHKOO1 |
| ก20601 |  |  |  |  |  | 66 | 70 'TATE |  |  | MAROO1 |
| 020701 |  |  |  |  |  | 71 | 75071 p |  |  | MHHOO1 |
| 020801 |  |  |  |  |  | 16 | 802AMTOWD |  |  | MHROO 1 |
| 020901 | BH | 02 | 1.NCA |  |  |  |  |  |  | MHROO1 |
| 03010 C 01 | 01 | AMTUWD | ADD | IOTAL | total |  | 7 ? | tutal | AMT | MHROO1 |
| $0401000 \cup T$ | H | 303 | Ov |  |  |  |  |  |  | MHROO 1 |
| 040200 | OR |  | 1 P |  |  |  |  |  |  | M HROO 1 |
| 040300 |  |  |  |  | 61 | 1 | 1 M P L. E | $C$ A | $R 0^{\prime}$ | MHROO1 |
| 040400 |  |  |  |  | 71 | 1 | LISTINGI |  |  | MrHROO1 |
| 040500 | H | 3 | OV |  |  |  |  |  |  | Mrrkool |
| 040600 | OR |  | 1 P |  |  |  |  |  |  | MHROO1 |
| 040700 |  |  |  |  | 9 | ' AC | CT NO.' |  |  | MHROO1 |
| 040800 |  |  |  |  | 23 | ' NA | ME, |  |  | MHIROO 1 |
| 040900 |  |  |  |  | 56 | , AD | ORESS' |  |  | MHROO1 |
| 041000 |  |  |  |  | 17 | 'CI | TY' |  |  | Mrrool |
| 041100 |  |  |  |  |  | 'ST | ATE' |  |  | MHROO1 |
| 041200 |  |  |  |  | 10 ? | ' Z I |  |  |  | MHROO1 |
| 041300 |  |  |  |  | 121 | 'BA | Lance OwEd' |  |  | MHROOI |
| 041400 | 0 | ; | 01 |  |  |  |  |  |  | MHROO1 |
| 041500 |  |  |  | ACCTNu | 7 |  |  |  |  | MHROO1 |
| 041600 |  |  |  | NAME | 39 |  |  |  |  | MHROO1 |
| 041700 |  |  |  | ADDRES | 64 |  |  |  |  | MHTROO1 |
| 041800 |  |  |  | STATE | 94 |  |  |  |  | MHROO1 |
| 041900 |  |  |  | ZIP | 104 |  |  |  |  | MHKOO1 |
| 042000 |  |  |  |  | 110 | ' ${ }^{\prime}$ |  |  |  | MHROO1 |
| 050050 |  |  |  | CITY | 84 |  |  |  |  | MHROO1 |
| 050100 |  |  |  | AMTOWD | 122 | 1 | 0.00 .1 |  |  | MHROO1 |
| 050200 | D | $?$ | ロ\% |  |  |  |  |  |  | MHROO1 |
| 050300 |  |  |  |  | 18 | 'TH | IS CARD HAS | AN' |  | MHROO1 |
| 050400 |  |  |  |  | 43 | 'IN | VALID IDE | NTIFICA | Tinn | MHROO1 |
| 050500 |  |  |  |  | 49 | 'COD | DE.' |  |  | MHROO1 |
| 050600 | T | $?$ | LR |  |  |  |  |  |  | MHROO1 |
| 050700 |  |  |  |  | 12\% | 1-- | - - - - - --m-x-m |  |  | MHROO1 |
| 050800 | $T$ | 01 | LR |  |  |  |  |  |  | MHROO1 |
| 050900 |  |  |  |  | 110 | 'T0 | tal balance | OwED | \$1 | MHROO1 |
| 051000 |  |  |  | TOTAL | 122 | ' | , 0.00-1 |  |  | MHROO1 |



| AUDRESS | CITY |
| :---: | :---: |
| I'SLANU OF rlba | NDNE |
| NE $n$ flace | Stratfurn |
| 313 OAK IRtE LANE | SAN JUSt |
| island of elba | NUNE |
| rutw Plact | STKATFORD |
| 313 OAK tree lant | san just |



Appendix F
RPG DEBUGGING EXAMPLES

## APPENDIX F: RPG DEBUGGING EXAMPLES

This section contains examples of some typical debugging
procedures used to analyze RPG execution time halts. These
examples are intended not as a comprehensive description of
System Ten debugging techniques, but as a guide to the RPG
object tables. The object tables, which are presented in
Section 8, help the user to isolate the source of execution time
errors involving file and record manipulation.
Each example is accompanied by a copy of the source diagnostic
listing, the object program map, and the core dump for the
attempted execution.

## EXAMPLE 1. UNIDENTIFIED RECORD ENCOUNTERED

Refer to Figure F.l, F.2, and F.3.

Step 1.
Determine the address of the Halt message from the Error Register, Locations 4l-44 ( (A) in Fig. F.3). This is 19 Yl or 1991. Subtract ll.

$$
1991-11=1980
$$

The Halt message starting in location 1980 is
HALT 4 (See Fig. F.3, (B)
Referring to the Halt Error Code Summary (Table 8-l), we find the error description is "An unidentifiable record was encountered." Another indication of the presence of an unidentified record may be obtained from the Communication Area. Referring to the Object Program Map (Fig. F.2) we find the address of the Communication Area is 2l70. Characters 4-7 of the Communication Area ( (C) in Fig. F.3) contain zeros. If we check the Communication Area Format (Table 8-2), we find that zeros in characters 4-7 mean "the record type was not identified."

Step 2.
To identify the record in error, locate the Input Buffer via the Program Entry Address. Referring to Figure F.2, we find

Program Entry $=0340$
The left-hand end of the input buffer is 20 less than this address.
$340-20=320=$ L.H.E. of Input Buffer
Thus we can locate the Input Buffer and the record that had been read at the time of the program halt (D) in Figure F.3).

Step 3.
We inspect position 80 of the input record and discover an 'S'. Referring to the source program (Fig. F.l), we find that the only permitted record identification codes are an '\&', '-', or ' ${ }^{\prime}$ ' in position 80 of the input record. Thus 'S' in position 80 is an unspecified identification code, and causes a program halt.
$01010 \mathrm{H} \quad 000$
$\begin{array}{lllll}01020 F C A R D I N & \text { IPEA } & 0080 & \text { READER } & 1 \\ 01030 F L I S T & 0 & 0132 & \text { PRINTER } & 2\end{array}$
S O102OF* TEST 1 - TEST RESULTS WHEN AN UNIDENTIFIED RECORD
01030F* IS ENCOUNTERED
01040F* 02010 ICARDIN 0110180 CS
$\begin{array}{ll} \\ \\ 9 & 6 \text { EMPNR L1 } \\ 9 & 142 \text { EARN }\end{array}$
TEST-1
TEST-1
TEST-1
TEST-1
TEST-1
TEST=1
TEST-1
TEST-1
TEST-1
TEST=1
TEST-1
TEST-1
TEST-1
TEST=1
TEST=1
TEST=1
TEST-1
TEST-1
TEST-1
TEST-1
TEST-1
TEST-1
TEST-1
TEST-1
TEST-1
TEST-1
TEST=1
voob
OOB
＊REPORT＊PROGRAM＊GENERATOR＊
ORJECT PROGRAM MAF
＊＊＊＊INDICATORS＊＊＊＊

| ADDR | IN | $\triangle D D R$ | IN |
| :---: | :---: | :---: | :---: |
| 1990 | LO | 1991 | LR |
| 1995 | L6 | 1996 | L5 |
| 2000 | L1 | 2001 | 1 P |
| 2005 | MR | 2010 | 01 |
| ADDR | FIELD | ADDR | FIELD |
| 2185 | EMPNR | 2191 | ＊ EARN |
| 2211 | MNAM | 2212 | SNAM |
| ＊＊＊＊＊＊ | allocation | MAP | ＊＊＊＊＊＊ |
| PROGRAM | M ENTRY |  | 0340 |
| FiELD B | BASE ADDRESS |  | 1990 |
| COMMUNI | ication area |  | 2170 |
| ＊＊＊COMPILATION STATISTICS |  |  |  |
| PROGRAM | M SIZE | 2，720 |  |
| SPECIFI | IED SIZE | 10．000 |  |
| SOURCE | FILE－RPGP | －RPGPPOL．TEMP |  |
| OBJECT | FILE－RPGP | －RPGPOL．RPGOBJ |  |

＊＊＊＊＊＊ALLOCATION MAP＊＊＊＊＊＊＊
PROGRAM ENTRY 0340 FIELD BASE ADDRESS 1990 COMMUNICATION AREA 2170
＊＊＊COMPILATION STATISTICS＊＊＊
PROGRAM SIZE 2．720
SPECIFIED SIZE 10．000
SOURCE FILE－RPGPOL．TEMP．
OBJECT FILE－RPGPOL．RPGOBJ
NO DIAGNOSTICS LISTED

RPG COMPILATION COMPLETED

＊＊＊＊＊FIELDS＊＊＊＊＊

－
－

| ADDR | IN | ADDR | IN | ADDR | IN |
| :--- | :--- | :--- | :--- | :--- | :--- |
|  |  |  |  |  |  |
| 1992 | $L 9$ | 1993 | $L 8$ | 1994 | $L 7$ |
| 1997 | $L 4$ | 1998 | $L 3$ | 1999 | $L 2$ |
| 2002 | $H 1$ | 2003 | $H 2$ | 2004 | $H 3$ |
| 2011 | 02 | 2012 | 03 |  |  |


| $\triangle A D D R$ | $F I E L D$ | $\triangle D D R$ | FIELD | $\triangle D D R$ |
| :--- | :--- | :--- | :--- | :--- |
| 2197 | （LI）FIELD |  |  |  |
| $2203 * Y T D E R N$ | 2210 | FNAM |  |  | 001010

$20 \quad 30$
30 50

60
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80
80 00002720 URROOOO
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# EXAMPLE 2. MULTIPLE RECORDS ENCOUNTERED WHEN ONLY ONE IS PERMITTED 

Refer to Figures F.4, F.5, and F.6.

## Step 1.

```
Determine the address of the Halt message from the Error
Register, Locations 4l-44 (A) in Fig. F.6). This is l8Wl or
1871. Subtract ll.
    1871 - 11 = 1860
The Halt message starting in location l860 (see (B) in Fig. F.6)
is
```

HALT 3

Referring to the Halt Error Code Summary in Table 8-1, we find this message means that multiple records were encountered for a particular record type in a group of sequenced record types when only one record of that type was allowed per group.

## Step 2.

```
Obtain the address of the Communication Area from the Object
Program Map (Fig. F.5).
    A 'Communication Area' = 2180
From characters 4-7 of the Communication Area (Fig. F.6,(C))
obtain the address of the entry in the Record Type Table for the
current record.
    A ' Current Record Type Entry' = 1284
From characters 0-3 of the Communication Area (Fig. F.6, (D) )
obtain the address of the current File Control Block (FCB).
    A ' Current FCB' = 1306
Characters 0-3 of the FCB (E) in Fig. F.6) give the address of
the Record Type Table for this file.
    A 'Record Type Table' = 1240
The entries in the Record Type Table are 22 characters long and
the entries appear in the table in the same order as the record
types in a sequenced group. Thus the relative position in the
Record Type Table of the current entry can be calculated by
    ( A'C' - A''E') \div 22=n
where A'C' = Address of Record Type Table entry for the
                        current record
    A'E' = Address of the Record Type Table
```

$\mathrm{n} \quad=$ relative position of Record Type Table entry ( $\mathrm{n}=0$ for the first record type, $\mathrm{n}=1$ for the second record type, $n=2$ for the third record type.)
In this case, we have
$(1284-1240) \div 22=2$
or the current record is of the third type. This can be verified by examining the current record in the input buffer, which starts 20 positions lower than Program Entry, or at 0320, (see (F) in Fig. F.6). Column 80 contains a 'O' which is the Record Identification Code for the third type of record (see line 13 of the source listing, Fig. F.4). Inspecting the FCB again, we find that characters 8-ll of the FCB (E) in Fig. F.6) contain the address of the Record Type Table entry for the previous record. We see that this address is 1284, which is identical to the Record Type Table entry for the current record. That is, two records of the same type were encountered in succession, where only one record of each type per sequenced group is allowed by the Input Specifications.
The duplicate record condition can also be seen by comparing the address in positions 8-ll and positions l6-19 of the FCB which give the Record Type Table entries for the previous record and current record, respectively. These are both l284. (Refer to (H) and (G) in Fig. F.6.)

| 000 |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $01020 F C A R D I N$ |  | IPEA |  | 0080 |  | READER 1 |  |  |  |
| 01030FLIST |  | 0 |  | 0132 |  | PRINTER 2 |  |  | 硡 |
|  | $01040 F *$ TEST | 2 - | TEST | RESULTS | WHFN MUL | TIPLE | REC | ORDS | ARE |
|  | 01050 F * |  | ENCOU | UNTFRED | AND ONLY | 1 IS | ALLO | WED |  |
| S | 0104 OF* |  |  |  |  |  |  |  |  |
|  | 02010ICARDIN | 011 | 01 | 80 C |  |  |  |  |  |
|  | 0202 I |  |  |  |  |  | 1 | 6 | EMPNR L1 |
|  | 0203 I |  |  |  |  |  | 9 | 142 | EARN |
|  | 0204 I | 021 | 02 | 80 C |  |  |  |  |  |
|  | 02051 |  |  |  |  |  | 1 | 6 | EMPNR L1 |
|  | 0206 I |  |  |  |  |  | 9 | 152 | YTDFRN |
|  | 0207 I | 031 | 03 | 80 CO |  |  |  |  |  |
|  | 0208 I |  |  |  |  |  | 1 | 6 | EMPNR L1 |
|  | 0209 I |  |  |  |  |  | 7 | 7 | FNAM |
|  | 0210 I |  |  |  |  |  | 8 | 8 | MNAM |
|  | 0211 I |  |  |  |  |  | 9 | 19 | SNAM |

TEST-1
TEST=1

TEST=1
TEST-1 TEST $=1$ TEST-1 TEST-1
TEST-1 TEST-1 TEST-1 TEST-1 TEST=1 TEST-1 TEST-1 TEST-1
31 'TEST 2 - TFST RESULTS'
55 'WHEN MULTIPLE RECORDS $\triangle$ ' 78 'RE ENCOUNTERED AND ONLY' 91 11 IS ALLOWED!

TEST-1 TEST-1 TEST-1 TEST-1 TEST-1 TEST-1 TEST-1
TEST-1
TEST=1 TEST-1 TEST-1
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## EXAMPLE 3. MATCHED FIELDS OUT OF SEQUENCE

Refer to Figures F.7, F.8, and F.9.

Step 1.
Determine the address of the Halt message from the contents of the Error Register, Locations 4l-44 ( (A) in Fig. F.9). The address 4lTl is equivalent to 4l4l. Subtract ll.

4141 - 11 = 4130
The Halt message starting in location 4130 ( (B) in Fig. F.9) is
HALT 6

Referring to the Halt Error Code Summary (Table 8-1), we find this means "the match fields were found to be out of specified sequence."

Step 2.

To determine which file is being processed, obtain the address of the Communication Area (3360) from the Object Program Map (Fig. F.8). Obtain the address of the current FCB from characters 0-3 of the Communication Area (Fig. F.9, (C)).

$$
A^{\prime} \mathrm{FCB}^{\prime}=1842
$$

Now locate the address 1842 in the $F C B$ Address Table (D) in Fig. F.9). The FCB Address Table begins at location 2970 (see Object Program Map, Fig. F.8) and consists of three four-character addresses of the FCBs for each of the input files. The addresses appear in the table in the same order as the input files are specified. Thus, we find 'l842' in characters 0-3 of the FCB Address Table, signifying that the file being processed at the time of the execution error was the first input file specified, or the primary file. If we refer to the source listing (Fig. F.7) we see that this file is named CARDIN.

## Step 3.

To locate the record being processed, find the Program Entry address from the Object Program Map (Fig. F.8)

A 'Program Entry' $=1160$
Subtracting 20, we find the left-hand end of the input buffer is at 1140 (E) in Fig. F.9). We also note that the record's first five characters which comprise the match field, are 'YYYYY'.

## Step 4.

We will compare the contents of the current match field hold area with the hold area for the previous matched field. The hold area is located by adding 26 of the address of the current FCB. (Refer to the FCB format in Table 8-4.) In this case,

$$
1842+26=1868
$$
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Appendix G
CONVERSION TABLE FOR NUMERIC CONTROL FIELDS

# APPENDIX G: CONVERSION TABLE FOR NUMERIC CONTROL FIELDS 

```
Numeric control fields are compared without regard for
algebraic sign or decimal position. The zone bits are stripped
off all digits in the control field prior to comparison of
control fields to determine whether a control break has
occurred. This may result in the storage of what appears to be
non-numeric data in the control field hold areas. The following
table permits a translation from the printed characters
appearing in the control field hold area to their actual numeric
values. (The numeric portions of the character codes for these
characters are identical to the numeric parts of the codes for
the digits 0-9.)
```

Table G-1 CONVERSION TABLE FOR NUMERIC CONTROL FIELDS

| Printed <br> Character | Numeric <br> Value |
| :---: | :---: |
| (space) | 0 |
| $!$ | 1 |
| " | 2 |
| $\#$ | 3 |
| \$ | 4 |
| $\%$ | 5 |
| $\&$ | 6 |
| 1 | 8 |
| $($ | 9 |

Appendix H
SUMMARY OF DIFFERENCES BETWEEN 9K AND 10K COMPILERS

# APPENDIX H: SUMMARY OF DIFFERENCES BETWEEN 9K AND 10K COMPILERS 

## SOURCE INPUT

```
The 9K compiler requires that source input be from a disc file.
The lOK compiler can have input either from a disc file or a
card reader.
```


## OBJECT OUTPUT

```
The 9K compiler must place the object program on a disc file.
The lOK compiler may place the object output on a disc file or
punch it out as an object deck.
```


## HARDWARE REQUIREMENTS

The 9 K compiler requires at least a 9 K partition to compile.
The loK compiler requires at least a loK partition to compile.

## SOFTWARE REQUIREMENTS

The 9 K compiler requires DMF, OPEN and CLOSE.

The lOK compiler requires DMF, R_OPEN and CLOSE.

## FILE DESCRIPTION SPECIFICATIONS FORM

Record Length (Columns 24-27)

```
The 9K compiler allows a maximum record length for disc of 94
characters (one sector).
The lOK compiler allows multi-sector disc records of up to 940
characters.
```


## INPUT SPECIFICATIONS FORM

Type (C/D/Z) (Columns 26, 33, and 40)

The 9K compiler only allows the use of the complete character (C option) in specifying record identification codes.

The loK compiler allows the use of the digit or zone portions of characters as well as the complete character (C, D or Z options) in specifying record identification codes.

## Hollerith Indicator (Column 43)

The 9 K compiler recognizes an ll-zone punch for negative numbers in Hollerith punched card input when an $H$ is present in column 43 of the specifications form. It does not, however, recognize the l2-zone punch for an explicitly positive number and will enter any such numbers into the system as zeros.

The lok compiler will recognize both the ll-zone punch for negative numbers and the l2-zone punch for positive numbers in Hollerith punched card input when an $H$ is present in column 43 of the specifications form. Both positive and negative numbers will be properly entered into the system.

Field-Record Relation (Columns 63-63)
The 9 K compiler does not provide this feature.
The loK compiler provides this feature which simplifies the writing of input specifications when there are two types of input records with only minor differences.

Field Indicators (Columns 65-70)
The 9 K compiler does not provide this feature.

The loK compiler permits the testing of contents of fields when the input data is entered. Numeric fields are tested for plus, minus or zero. Alphanumeric fields are tested for zeros or blanks. Specified indicators are turned on according to the results of the test.

## CALCULATION SPECIFICATIONS FORM

Use of AND and OR with Indicators (Columns 7-8)

```
The 9K compiler does not provide this feature.
With the lok compiler, more than one line of indicators can be used to control whether an operation will be done. Both the logical AND and OR relationships are allowed.
```


## Z-ADD Operation

With the 9 K compiler, an attempt to Z-ADD a field to itself is ignored.

With the lok compiler, $Z-A D D$ of a field to itself can be used to test the sign of the contents of the field and turn on an appropriate indicator.

## GOTO Operation

```
The 9K compiler permits branching within detail calculations and within total calculations, but not between detail and total calculations.
The loK compiler permits branching between detail and total calculations as well as within either type of calculation.
```


## DSPLY Operation

```
The 9K compiler does not provide this feature.
The loK compiler allows for displaying the contents of a field
on a workstation, displaying the contents of a field and
entering new contents to replace them from the workstation, or displaying two fields and entering new contents for one of the fields.
```

EXCPT Operation
The 9 K compiler does not provide this feature.
The loK compiler allows output lines designated with an $E$ in column 15 to be printed while calculations are in progress.

## Duplicate Specification of Field Lengths

With the 9 K compiler, the field length and decimal positions can only be written once in the specifications: that is, when the field is first defined.

With the loK compiler, the field length and decimal positions for a defined field may be written not only when the field is first defined in the input or calculation specifications, but subsequently whenever the field is used as a result field.

## OUTPUT FORMAT SPECIFICATIONS FORM

## Exception Record

The 9 K compiler does not provide this feature.

With the lOK compiler, a record may be specified as an Exception Record by entering an $E$ in column 15. Then every time an EXCPT operation is performed, all records so identified will be printed.

* PLACE

Not available with the 9 K compiler.

The loK compiler employs this symbol to signify the repeated placement of a field or group of fields across an output line.

Hollerith Output Code (Column 44)
The 9 K compiler cannot generate the Hollerith punched card code for a negative number (ll-zone punch).

The loK compiler will generate Hollerith code for punched card output of negative numbers (ll-zone punch), if an $H$ is entered in column 44.

## COMPILATION

## Installation of Compiler

The 9 K compiler has default values for the parameter input device and the printer device. These can be changed at installation time or the user can override them at compilation time.

The lok compiler has default values installed not only for the parameter input device and the printer device, but options for the source input device, object output device and compile-andgo. Default values are set for these options when the compiler is installed and the user can override them at compilation time from the parameter input device.

## Compile-and-Go

With the loK compiler only, the user can specify the immediate execution of a successfully compiled RPG program by entering GO as an input parameter. The "compile-and-go" option is only valid when the object program is written to a disc file.

## Compiler Error Messages

The lok compiler provides several additional error messages not pertinent to the 9 K compiler.

## OBJECT PROGRAM

## Halt Messages

```
The 9K compiler gives the Halt Code for execution time errors in
the core dump.
The lOK compiler gives the Halt Code for execution time errors
not only in the core dump but displays it on the workstation.
```


## INDEX

A

```
Abort Messages, 7-27
ADD Operation, 5-9
Address, Calculation of, 8-7
AND
    Use in Calculation Specifications, 5-5
    Use in Input Specifications, 4-2, 4-4
    Use in Output Format Specifications, 6-3
```

B
Blank After, 6-13
Branch between Detail and Total Calculations, 5-17
C
Calculations
Detail, 5-1
Total, 5-2
Calculation Specification, 5-1
Character, Use in Record Identification Codes, 4-7
CLOSE (LIOCS Support Program), 7-4
Comments
On Calculation Specifications, 5-33
On Control Card, 3-1
Use on Specifications Forms, 2-3
Common Core Conventions, D-1
Common Mailbox, 3-8. D-2
Communication Area, 8-10
COMP (Compare) Operation, 5-15
Compilation Output, 7-20
Compilation Speed, Optimization of, 7-5
Compile-and-Go Option, 7-12
Compiler
Default Parameters, 7-3, 7-10
Functional Description, 7-1
Input Requirements, 7-1
Installation, 703, 7-7, 7-9
Messages, 7-24
Output Requirements, 7-2
9 K and loK Versions, l-1
Constants
In Output Format Specifications, 6-18
Control Break, 4-13
Control Card Specifications, 3-1
Control Field, 4-13
Control Group, 4-13
Control Level Indicators

```
    In Calculation Specifications, 5-1
    In Input Specifications, 4-l3
    Use of SETON and SETOF with, 5-2
Conversion of Numeric Contents of Control Field, G-1
Core Dump, Interpretation of, F-2, F-6, F-7, F-ll, F-12
Core Size to Execute, 3-1
CREATE Utility Program, 7-4
```

D
Debugging of Object Program, 8-5, F-1
Decimal Alignment in Arithmetic Operations, 5-27
Decimal Positions
In Calculation Specifications, 5-29
In Input Specifications, 4-ll
Detail Calculations, 5-1
Detail Record, 6-2
Device, Allowed Symbols for, 3-7
Diagnostic Error Messages, C-l
Differences between 9 K and lok Compilers, $\mathrm{H}-1$
Digit and Zone in Type, 4-7
Disc Files
Initialization of, 8-2
Restrictions on, 8-2
Disc I/O within Assembler Subroutines, B-2
Disc Management Facility, l-5, 3-7
DIV (Divide) Operation, 5-11
DMF (See Disc Management Facility)
DSPLY (Display Operation), 5-21

Edit Codes, 6-12
Edit Word, 6-18
End Position in Output Record, 6-13
Error Procedure, 7-29
Exception (E) Record, 6-2
EXCPT (Exception) Operation, 5-23
EXIT Operation, 5-19

F

```
Factor l in Operations, 5-5
Factor 2 in Operations, 5-5
FCB Address Table, 8-9
Field Base Address, 8-7
Field Indicators, 4-18
Field Length, 4-8, 5-28
Field Location
    "From" Specification, 4-10
    In Input Specifications, 4-10
    "To" Specification, 4-10
Field Name
    In Input Specifications, 4-ll
    In Output Format Specifications, 6-10
```

Field-Record Relation, ..... 4-17
Fields
Control, 4-13
Length of, 5-28
Matching, 4-15
File
Designation, 3-3
End of, 3-3
Initialization, 7-14
Name, 3-2
Primary or Secondary, 3-3Type, 3-2
File Control Block (FCB), 8-12
File Description Specifications, 3-2
File Name
In File Description Specifications, 3-2, ..... 3-9
In Input Specifications, 4-1
In Output Format Specifications, 6-1
FILE Utility Program, 7-4
Filler Characters, 6-18
First Page (lP) Indicator, 6-7, 6-9
Use with Overflow Indicator, 6-9
Form Type
Use on Specifications Forms, 2-3
G
GOTO (Go To) Operation, 5-17

```
Half Adjust, 5-30
Halt Code Display, 8-14
Halt Indicators, 4-3, 5-3, 5-3l
Halt Message, 1-3, 8-3
Hardware Requirements, l-4
Heading Record, 6-2
Hollerith Indicator, 4-9
    In Input Specifications, 4-9
    In Output Format Specifications, 6-15
```

```
Indicators
    Catch-All, 4-9
    Control Level, 4-13, 5-3, 5-31
    Halt, 4-3, 5-3, 5-3l
    Hollerith, 4-9, 6-15
    Last Record, 4-3, 5-1, 5-3, 5-31
    Matching Record, 4-15, 5-3
    Output, 6-7
    Overflow, 3-7, 5-3, 5-31
    Record Identifying, 4-3
    Resulting, 5-31
```

```
Initialization
    Of Current Date, 7-18
    Of File, 7-14, 8-2
Input Specifications, 4-l
I/O Devices
    Maximum Record Lengths, 3-5
```

L

```
Last Record (LR) Indicator, 5-1
Line Numbering on Specifications Forms, 2-2
Linkage Conventions, B-l
Literal Data (See Literals)
Literals
    Alphanumeric, 5-7
    Numeric, 5-7
LO Indicator, 5-2
```

M

Mailbox, D-2
Matching Fields, 4-15
Sequence of, 3-4
Matching Level, 4-15
Matching Record Indicator (MR), 4-15
MOVE Operation, 5-12
MOVEL (Move Left) Operation, 5-14
MULT (Multiply) Operation, 5-10
Multi-file I/O Pointers, 8-1l
Multiple Records
In Sequenced Record Types, 4-2
Multiple-Sector Disc Records, 3-5
MVR (Move Remainder) Operation, 5-11

N

Not (In Record Identification Code), 4-5 Numbers, Rounding of, 5-30

```
Object Program
    Debugging, 8-5
    Execution, 8-3
    Functional Description, 8-l
    Initialization of Files, 8-2
    Termination, 1-3
Object Program Map, 7-22
OPEN (LIOCS Support Program), 7-4
Operation, 5-9
Operation Codes, 5-9
```

```
Optional Records (In Sequenced Record Types), 4-3
OR
    Use in Calculation Specifications, 5-5
    Use in Input Specifications, 4-4
    Use in Output Format Specifications, 6-3
Output Format Specifications, 6-1
Output Indicators, 6-7
Overflow Indicators
    In File Description Specifications, 3-7
    In Output Format Specifications, 6-7
    Use with First Page (1P) Indicator, 6-9
P
    Page
    Numbering on Output Pages, 4-1l
    Numbering on Specifications Forms, 2-1
PAGE Field
    In Input Specifications, 4-1l
    In Output Format Specifications, 6-10
Parameter and Initialization Error Messages, 7-24
Parameters (See RPG Parameters)
Position (In Record Identification Code), 4-5
Printer
    Line Count Entry on Control Card, 3-1
    Use of Model 70 Workstation for, 3-1
Program Identification on Specifications Forms, 2-4
Punctuation in Editing Output, 6-18
*Place Option, 6-10, 6-15
```

R

```
Record Identification Codes, 4-4
```

    Character, 4-7
    Not (N), 4-5
    Position, 4-5
    Type (C/D/Z), 4-4
    Record Identifying Indicators, 4-3
    Record Length, 3-5
    Records
Multiple, 4-2
Multiple-Sector Disc, 3-5
Optional, 4-3
Record Type Table, 8-13
Report Program Generator (RPG), l-l
Result Field in Operations, 5-28
Resulting Indicators, 5-31
RLABL (Reference Label) Operation, 5-19
RPG Compiler (see Compiler)
RPG Linkage Conventions, B-1
RPG Object Program (See Object Program)
RPG Parameters, 7-10
RPG Specifications Forms
Common Elements, 2-1
Proper Sequence of, 2-1

Use of, 1-2
RS Indicator, 5-3, 6-7

```
Sequence
    Of Matched Fields, 3-4
    0f Record Types, 4-2
Service Request (RS) Indicator, 5-4, 6-7
SETOF (Set Off) Operation, 5-8, 5-33
SETON (Set On) Operation, 5-18, 5-33
Software Requirements, l-5
Source Program
    Compiling, l-3
    Correct Order of Specifications, 2-3
Skip (In Output Format Specifications), 6-4, 6-5
Source Code Diagnostics, C-l
Source/Diagnostic Listing, 7-20
Space (In Output Format Specifications), 6-4, 6-5
Specifications Forms
    Calculation, 5-1
    Control Card, 3-1
    File Description, 3-2
    Input, 4-1
    Output Format, 6-1
    Use of, l-2
SUB (Subtract) Operation, 5-10
Subroutine Disc I/O, B-2
Symbolic Device (In File Description Specifications), 3-8
```

TAG Operation, 5-18
Termination and Information Messages, 7-26
Termination of Object Program
Abnormal, $1-3,8-3$
Normal, $1-3,8-3$
Total Calculations, 5-1
Total Record, 6-2
Type
In Record Identification Codes, 4-7
Of Record (H, D, or T), 6-2

U
UDATE
In Output Format Specifications, 6-10
Used as Input Field, 4-11
Utility Program, 7-4
Unidentified Abort, 7-29

## W

## Work Pool, 7-2

Z

> Z-ADD (Zero and Add) Operation, 5-9
> Z-SUB (Zero and Subtract) Operation, 5-10
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$\qquad$
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Operator.
Programmer.
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[^0]:    A Calculation Specifications Form is shown in Figure 5.7.

[^1]:    * ' $\emptyset$ ' denotes alphabetic character;
    ' 0 ' denotes numeric digit.

[^2]:    The length of the match field hold area is determined by adding the lengths of all match fields for this record type. (In this case we have one match field of five characters, so the hold area has a length of five characters.) Examining the match field hold area of the FCB ( $(\underset{\text { P }}{ }$ in Fig. F.9), we find the contents are 'YYYYY', identical to the first five characters of the current input record. The previous match field is always moved to location 200 by the RPG object program. Examining locations 200-204 ( G in Fig. F.9), we find that the previous match field is 'ZZZZZ'. Since the current match field 'YYYYY' is "less than" the previous match field and the sequence of match fields was specified in the File Description Specifications as ascending (Fig. F.7, line 4, 'A' in column 18), a program halt is the result.

